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Abstract—Having great managers is as critical to success as having a good team or organization. In general, a great manager is seen as fueling the team they manage, enabling it to use its full potential. Though software engineering research studies factors that may affect the performance and productivity of software engineers and teams (like tools and skill), it has overlooked the software engineering manager. The software industry’s growth and change in the last decades is creating a need for a domain-specific view of management. On the one hand, experts are questioning how the abundant work in management applies to software engineering. On the other hand, practitioners are looking to researchers for evidence-based guidance on how to manage software teams. We conducted a mixed methods empirical study of software engineering management at Microsoft to investigate what manager attributes developers and engineering managers perceive important and why. We present a conceptual framework of manager attributes, and find that technical skills are not the sign of greatness for an engineering manager. Through statistical analysis we identify how engineers and managers relate in their views, and how software engineering differs from other knowledge work groups in its perceptions about what makes great managers. We present strategies for putting the attributes to use, discuss implications for research and practice, and offer avenues for further work.
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1 INTRODUCTION

Case studies from diverse industries show that great managers make a significant difference in the performance of teams and organizations [1], [2], [3]. Conversely, the wrong person in a manager role has detrimental effects on employee engagement, productivity, and the quality of produced results [4]. As software development today is done in teams, managers are essential to organize the effort of creating good software and manage the people that carry it out.

The manager’s role is multifaceted. One of their responsibilities is to deliver a product that makes the organization successful. This is generally captured by various metrics of productivity, performance, profitability etc. The manager is also responsible for creating conditions where employees feel motivated and productive. Success here is captured in the employees’ perceptions, which studies show determine behaviour and impact organizational outcomes [5], [6], [7]. Thus understanding what impacts engineers’ perceptions of their managers is of high importance. Unfortunately, we still don’t know what to look for in a great software engineering manager, and how to further develop their skills to support the teams they manage.

As the software industry undergoes tremendous change every year, researchers must continually rethink the factors that affect the traditional concept of productivity [8]. In this vein, our research goal is to understand how software engineering managers function and what is perceived to make them great. Great managers positively impact motivation and engagement [8]; we aim to raise awareness of these aspects, as they can affect software engineering outcomes, even if in a second-order manner. We look for attributes that are perceived to characterize great software engineering managers, how and why these attributes are important, and how they are used specifically in this domain.

The study we report in this paper used a mixed methods approach. We conducted 37 semi-structured interviews with engineers and managers of varied demographics at Microsoft. We then used their input to create and deploy a survey to 3,646 engineers and managers, using a questionnaire grounded on contextualized information. We found that the engineering manager guides engineers to make decisions, motivates them, and mediates their presence in the organization. To that end, a sufficient level of technical knowledge is necessary but people management skills are critical for great software engineering managers. Comparing the perceptions of managers to engineers in our analysis, we found general alignment but also identified specific differences that can help tailor management approaches.

Our results have novelty for software engineering, but also link to organizational psychology and behaviour, and apply to other knowledge work domains. Through a separate survey, we reviewed how the perceptions in software engineering relate to those in other knowledge worker groups within Microsoft. Identifying the similarities and differences between domains’ perceptions can help us understand what conditions are likely to make manager practices effective.

In this paper:

• we contribute a conceptual framework of fifteen attributes that characterize great engineering managers
• we offer contextual examples of how these attributes are put into action, and discuss the role of technical knowledge for managers to be great
• we provide quantitative evidence about how the attributes rank in perceived importance, what demographic differences exist, and how the findings from software engineering compare to other knowledge work domains.

Our study has implications for both practice and research. Our conceptual framework can be used by new and existing engineering managers, or those in training, to highlight which attributes they should focus on to improve. The identified attributes also fuel further work, to measure their impact on organizational or engineering outcomes.

2 RELATED WORK

In this paper, we set out to explore how software engineering management works in practice at a large software company, and identify the particular aspects which are relevant today. Our work draws on multiple perspectives, and we relate our findings to other knowledge work groups.

Many theories have been developed around how to manage organizations in general. Originally, these theories focused on how workers perform tasks. In the 1920s, works by Taylor [9], the Gilbreths (described in [10]) and Gantt [11] formed the classic era of management, when studies of how to speed up production offered advice to managers on how to organize the tasks and environment for factory workers to be efficient. Between the 1920s–1950s, the field of management turned its attention to how workers thought and felt about their work (see [12] for a detailed overview) aiming to motivate employees to identify with organizational goals [13, 14], and improve performance [15].

Two milestones have been key to shifting the focus of management on managing people. The first one was the introduction of psychology and sociology theories in management, researching factors that impact human needs [16] to better understand workers’ motivation [17] and engagement [18]. Especially after the 1960s—considered the modern era of management—the focus is on employee work attitudes and motivation [19] and the recognition of people management as separate from work organization or project management [20].

The second milestone was the rise and increased mobility of knowledge workers, which turned attention towards the behavioural aspects of employees [21]. Peter Drucker [22] led management thinkers to see the corporation as a social institution and workers as assets, challenging existing management principles as fit only for manual labour.

After decades of research on management in general, there are a large number of theories that describe managers and their behaviors in the organization. However, if one wants to apply these theories in a particular domain such as software engineering, the factors in their models must be reduced to practice. A recent review of this literature was done by Lenberg et al., describing the intersection of organizational psychology with “behavioral software engineering” [23]. They found 23 relevant papers on leadership of software teams since 1997, and concluded that still more human-oriented studies are needed in software engineering.

Although software engineering management is often equated to project management [24, 25, 26], some books about software engineering project management also mention people management; for example, Lister and DeMarco’s Peopleware [27] discussed such issues in software projects early on. Beecham et al. conducted a systematic literature review of motivation in software engineering and reported studies that show a strong impact of managers and their practices on engineers’ motivation [28]. Other books focus on advising developers on how to act in a more collaborative or socially-aware manner [29]; or take an entrepreneurial view on management [30]; or are anecdotal and based entirely on the (admittedly extensive) experience of the author [31]. Stories of bad managers are widespread, often showing how their behavior contributes to product failures [32].

In the majority though, literature on software engineering management focuses on prescribing formalized approaches (e.g. the Spiral and Waterfall models) or alternative approaches (e.g. Agile and Lean) to scheduling, planning, and delivering software products on time and budget. The Software Engineering Body of Knowledge [33] briefly addresses group dynamics and teamwork, but overlooks the management of teams and their members.

Looking to the popular press for inspiration, some authors have a cynical view of management theories and prescriptions [34] while some offer anecdotal evidence and advice for management behaviour that they believe led to their success [35]. Other experts focus on the relevance of management principles in domains that undergo rapid growth and change [36] (such as in the technology and software industry [37]).

There seems to be a need for studies to understand people management in software engineering and how management principles apply or relate to the software engineering domain. The study we present in this paper aims to address this. While we acknowledge and draw on research on general management, we set out to explore how engineering management works in practice and which aspects are relevant today, without presupposing. We have also drawn on multiple perspectives, and related our findings to other knowledge work groups.

Two studies have discussed aspects of management, specifically in software engineering organizations. Our study shares some similarity of purpose and findings with a study from Li et al. [38], which investigated software engineering expertise. The study identified 53 attributes of great software engineers. Some of the attributes that were found important for engineers were recognized as potentially inspired or facilitated by the manager; for example, creating shared success for everyone on the team, or creating a safe haven where engineers could make mistakes without repercussions. Our study independently identified these as important attributes for engineering managers too, and also uncovered complementary ones and strategies to enact them.

Recently, researchers at Google (a software engineering company of comparable size to Microsoft) investigated the question, “Do managers matter?” [39, 40] and found 8 be-
haviors for great managers in their organization. In a follow-up study of what makes effective teams, Google found it is important that team members feel psychologically safe [41], and have clarity about their purpose and goals [42]; these are aspects that the manager can influence in a positive way. We refer back to these studies in Section 9 and discuss how they relate to the findings we present in this paper.

Virtual teams often provide a context in which management proficiencies and deficiencies can have a strong impact on the team. Saxena and Burmann [43] looked at the special needs of virtual and globally distributed teams, especially focusing on task-related and culturally-related attributes that affect team performance. Managers must facilitate communication and effective interactions between far-flung team members and empower them to make decisions independently (due to time zone differences). Kayworth and Leidner also focus on virtual teams, identifying factors such as mentoring and empathy, which help make managers more effective leaders [44]. Zhang et al. identify how managers evolve from controlling virtual teams, to coordinating work among team members. Becoming an effective delegator, even of management functions and decision-making, is a key factor to making virtual teams successful. [45].

3 Methodology
Our research methodology comprised two high level phases. In the first, exploratory, phase, we interviewed 37 software engineers and engineering managers to identify perceived important attributes of great software engineering managers. In the second, confirmatory, phase, we developed and deployed a survey to a larger population.

3.1 Interviews
We used interviews to identify the important attributes that make a great software engineering manager, as well as understand why such attributes are seen as critical and how they manifest in software engineering contexts.

Participant selection. We purposely sought to interview a diverse group to capture as many varying opinions and experiences as possible. To that end, we used a stratified purposeful sampling approach [46] to recruit interviewees. This selection strategy is a form of Maximum Variation Sampling [46] and is appropriate when “the goal is not to build a random and generalizable sample, but rather to try to represent a range of experiences related to what one is studying.” To capture multiple perspectives, we interviewed software engineers (those being managed), and managers at multiple levels.

Software engineering manager (or simply, engineering manager) is the name of a particular role at Microsoft. According to the job description, these managers are responsible for delivering results through one or more teams of engineers; they assist the team with goal setting, handle hiring decisions, manage resources for the team(s), and are responsible for guiding the engineers’ professional development and reviewing their performance. As part of communicating business direction to their team(s), engineering managers liaise with other teams and meet with upper management. Before major releases, engineering managers represent their team in cross-team discussions about project status, and decisions on the features that ship to customers.

Although our study focuses on the engineering manager role, we elicited the perspectives of managers at multiple levels. These included team leads (often owning a feature with a small number of engineers reporting to them), engineering managers, and upper level managers (those that hire, advise, and review engineering managers). Since we found that responses were in alignment across the different management roles, we make no distinction in the remainder of the paper; we simply divide those interviewed and surveyed into engineers and engineering managers.

For both engineers and managers, we selected participants along the dimensions of experience (new to the role—hired in the last 6 months—or long time in their current role—longer than 5 years), number of employers (has their entire career been at Microsoft or have they worked elsewhere), gender, organizational level (engineer, team lead, engineering manager, and upper level manager), and product group (e.g., Windows, Office, Azure).

We sent recruitment emails to a random sample ranging between 10 and 50 people, depending on the size of the stratum. For those that accepted (37 persons), we sent a follow up email asking them to select and rank the top five most important attributes from a list of 16 manager attributes (we refer to those as seed attributes in the rest of the paper). Table 1 shows the role and experience of the 37 interviewees. In the parentheses we provide the number of participants that we sent invitations to from that stratum.

We asked only for the top five attributes knowing that due to the cognitive load of rankings individuals usually pay more attention to the top few choices rather than carefully ranking all alternatives, resulting in additional noise in the lower rankings [47]. The online survey tool we used allowed the participants to drag attributes as separate items and place them in the order that represented their ranking.

The list of seed attributes was compiled based on two sources. First, we used the 11 attributes used in the annual company poll where Microsoft employees evaluate their manager; most of the Microsoft Poll attributes can be traced back to management literature. The second source of seed attributes was our review of additional management literature [48], [49], [22], [50], [49] (5 attributes); we added attributes found in the literature that were not already included in the company poll or very similar to those. We also provided space for the participants to add other attributes that they felt were important.

Interview protocol. We asked all participants—regardless of their level—to refer to and talk about the engineering manager role. We asked interviewees basic demographic questions; the information collected was the participants’ number of years of professional experience, the number of different companies they worked in, and their current role at Microsoft. Next, we had an in-depth discussion of three of the attributes we selected from their top five seed and write-in attributes. We determined that a discussion of three attributes could pragmatically fit in the time we had with the participants to both collect all the information we needed, and not rush their answers. This was confirmed as a fitting strategy after the first few interviews. The attributes were selected for discussion based on...
the ranking given by the participant; we chose the highest ranking attributes. When interviewees had provided write-in attributes that they felt were more important, we gave these priority in our discussion. Gradually, as we achieved saturation regarding some of the attributes, we intentionally picked for discussion attributes that we had less information about as long as the participants had highlighted them as important (i.e., were in the top five).

We asked why they felt each attribute was important for great managers to have. We also asked about strategies to gain or utilize the attribute (for managers) to ensure our understanding of the nature of the attributes, and to offer actionable insights from our study. We intentionally used the abstract term “great” without providing a definition so as not to bias interviewees and instead gain an understanding of what it meant to them. We accomplished this by employing a “War Story” elicitation procedure to explore concrete experiences from the interviewee related to the attribute [51]. We explained that we were interested in experiences they had any time during their development career, not limited to Microsoft, and also asked them not to use names or indicate whether various experiences, thoughts, etc. referred to their current or prior teams or managers. Interviews lasted from 30 minutes to an hour and were recorded with the interviewee’s permission.

Analysis. The interviews were transcribed; we then identified all attributes brought up during the interviews and performed an open card sort to identify categories and organized them into themes [52], [53]. Each card represented an attribute that was described in an interview; either seed ones or those that emerged from the participants; we sorted 83 cards into 15 categories. The card sorting was performed by two of the authors (one of them was a Microsoft employee), in two rounds. For each category, we examined the context for every card in that category and came up with a name and a short list of examples for the attribute. The interview transcriptions were then coded according to these categories.

3.2 Survey

We designed a survey based on interview results to validate, and see how the attributes generalize to a broader population.

Survey instrument. The survey’s primary purpose was to assess the importance of each of the identified attributes from the interviews and determine if there were additional ones to add. We asked respondents to rate each attribute of engineering managers on a ten point scale from “not important” to “critical”. The displayed order of the attributes was random for each respondent. We provided the name of each attribute with a short description of examples demonstrating it in practice (see Table 2 for the text of each). We provided a write-in question for respondents to provide attributes that they felt were important; we received 123 responses to that question. We reviewed the responses manually and found that they were paraphrasing or giving concrete examples of one of the 15 attributes or identifying a subcase of one of the attributes and did not generate new input.

As with the interviews, all participants were instructed to discuss the engineering manager role. That means that engineers and team leads were discussing a role that is organizationally above them, the engineering managers were discussing their own role, and the upper level managers were discussing a role that is organizationally below them.

We probed the attribute being technical more with a scenario-based question, asking respondents to pick one of two candidates for a manager position, and justify their choice. The first candidate was described as excellent technically and competent socially while the second one as competent technically and excellent socially.

We collected gender demographics, geographical location, role of the respondent, role of the person the respondent directly reports to, size of the team the respondent is in or manages, number of years the respondent has been in their current role, and number of years they have been at Microsoft in total. This allowed us to check for differences in opinions from various demographics (e.g., gender, role).

We used Kitchenham and Pfleeger’s guidelines for personal opinion surveys in software engineering research [54]. We followed the practices suggested by Morrel-Samuels for workplace surveys [55] such as avoiding terms with strong associations, using response scales with numbers at regular intervals with words only at each end, and avoiding questions that require rankings. We piloted the survey [56], with 199 randomly selected developers, team leads, and engineering managers. The pilot included an additional question at the end of the survey asking if anything was unclear, hard to understand, or should be modified in any way. We received 26 responses (13% response rate) and based on feedback, we clarified the wording of several questions. The full survey can be found in our supplemental materials [57].

We sent the final survey to 3,646 people in the software engineering discipline spread across the strata described. The survey was anonymous, as this increases response rates [58], [59] and leads to more candid responses. We received 563 responses, leading to a 15% response rate. This is comparable to online software engineering surveys, which usually report 14% to 20% response rates [59]. A power analysis indicated that for confidence intervals of 5% at 95% confidence level, 384 responses are needed [60], which are exceeded by our 563 responses.

Knowledge worker survey. To relate the findings in software engineering to other knowledge worker domains, we deployed a second survey in knowledge worker disciplines at Microsoft that are not software engineering.

### Table 1: Participants in the role and experience dimensions

<table>
<thead>
<tr>
<th>Role</th>
<th>New</th>
<th>Experienced</th>
</tr>
</thead>
<tbody>
<tr>
<td>Engineer</td>
<td>P1, P2, P3, P4, P5 (out of 50)</td>
<td>P6, P7, P9, P18, P20, P23, P26 (out of 40)</td>
</tr>
<tr>
<td>Team Lead</td>
<td>P27, P30 (out of 10)</td>
<td>P28, P31, P32 (out of 10)</td>
</tr>
<tr>
<td>Manager</td>
<td>P11, P12, P14, P17, P19, P21, P22, P25 (out of 40)</td>
<td>P8, P10, P13, P15, P16, P24 (out of 40)</td>
</tr>
<tr>
<td>Upper Manager</td>
<td>P29, P33, P34, P35, P36, P37 (out of 20)</td>
<td></td>
</tr>
</tbody>
</table>
We selected to survey both managers and individual contributors (those who do not manage others) in “Marketing”, “Finance”, “Sales”, “Program Management”, and “Business Programs & Operations”. The survey was identical except for a few small changes. We added a question asking which discipline the respondent works in. We changed occurrences of “developer” to “employee” and “engineering manager” to “manager”. Due to concerns that the attribute “Is Technical” might be too domain specific we changed the name of the attribute to “Is a Domain Expert”. The survey was deployed to 7,100 employees and received 1,082 responses (15% response rate).

**Analysis.** We used descriptive statistics to rank attributes and regression modelling techniques to identify demographics that positively or negatively influence the perceived importance of the manager attributes. The details will be discussed in Section 7.

We present our findings in the following five sections. In Section 4 we introduce and describe the conceptual model that emerged from our qualitative analysis, while in Section 5 we give details about each of the attributes, providing representative quotes and examples. The attribute of being technical is presented separately in Section 6. In Section 7 we present quantitative evidence of the ranking of the attributes by importance, as well as identified demographic differences in perceptions on engineering management. Finally, in Section 8 we review the findings from software engineering relative to other knowledge worker groups.

All the empirical evidence we present and discuss in the rest of the paper about great engineering managers reflects the perceptions of the participants about attributes, actions and strategies. Hence, when we mention “the great engineering manager” we mean what engineers and managers perceive as important for engineering managers that are seen as great. We use the former for brevity, and to avoid repetition.

## 4 Conceptual Framework for Great Engineering Managers

We identified 15 high level attributes of great software engineering managers; they are listed in Table 2 with a description for each and a quote capturing the participants’ impression.

We have organized the attributes into a conceptual framework in Figure 1. The 83 attributes identified during the interviews and surveys were qualitatively analyzed and card sorted in the 15 attributes we present in this paper. Of these final 15 attributes, 6 (40%) map back to seed attributes; 4 (27%) to the Microsoft Poll and 2 (13%) to the management literature. The remaining 9 attributes (60%) were write-in attributes provided by the participants.

The framework is organized along two dimensions, labeled on Figure 1: the levels of interaction, and the engineer manager’s functions. We found the engineering manager interacting on two levels; with the individual engineer, and with the engineering team or other entities in the organization. We symbolize this at the top of each column in Figure 1. The vertical, dashed-lined grouping in the framework shows the relevant attributes for each interaction.

A second categorization of the attributes surfaced from our data, around three functions of the engineering manager; these reflect the perceptions of the involved parties, not just the job description. We note that identifying and grouping attributes is an inherently subjective activity and we often referred to feedback and contextual information from participants during the process [63]. Certainly there is no single objective correct way to group them; for example, the literature on Job Design [62] considers autonomy to be connected to motivation while our respondents often related autonomy to growing and cultivating engineers. The horizontal grouping with solid lines in Figure 1 show the relevant attributes; we present all identified attributes in detail in Section 5.

Throughout the paper, we use icons to indicate the dimensions the attributes belong to. For the level of interaction, we distinguish whether the interaction is with the team ( المتوسط) or the individual (متوسط). For the manager function, we signal when the attribute relates to the manager cultivating engineering wisdom (متوسط)، motivating the engineers (متوسط)، or mediating communication (متوسط).

Two attributes—being technical and being available—are relevant in all interactions and functions. We note this because these attributes were often mentioned by participants as being pre-requisites to, or supportive of, the other attributes (e.g., a manager would need to be technical to facilitate external communication with another team about a dependency between modules). To indicate this, in the framework we show these two attributes encompassing all the rest.

We hasten to note that while we identified 15 attributes from coding the 83 that emerged from our interviews, they are not completely independent of each other and inter-relationships exist between them. For instance, the attribute supports autonomy may enable the attribute grows talent. As this paper is an initial exploratory foray into identifying and characterizing these attributes, we do not explore the subtle relationships between them.

In an effort to evaluate how well the identified attributes and our conceptual framework represent the ideas of participants of our study, we conducted member checks—a technique used by researchers to evaluate the internal validity or “fittingness” of a study [63]. We reached out to those we had interviewed to elicit feedback on the attributes and conceptual framework. Of the 37 individuals interviewed, 31 were still employed at Microsoft and not on leave. Of these, 16 provided feedback (ten managers, three leads, and three engineers). All indicated that the attributes and framework accurately captured their views and experiences. Many were enthusiastic about our results and asked to share preliminary drafts of this paper with others.

## 5 The Functions of Great Engineering Managers

In this section we present qualitative evidence for the attributes. We use representative cases, examples, and quotes that came out of coding a discussion of each particular attribute with interviewees. Our findings are thus contextualized, showing why attributes are considered important and how they are instantiated. We indicate whether a quote
comes from an engineer (E) or manager (M), and the participant ID. The attributes are presented following the horizontal grouping in Figure 1: cultivates, motivates, and mediates.

The attribute is available has a simple description (see Table 2) and we have not included it in our detailed presentation of the attributes below. Yet, it was reported as important for helping engineering managers achieve the other attributes.

5.1 Cultivates engineering wisdom

Developers and managers described great engineering managers enabling the autonomy of engineers. The manager communicates and explains the desired outcome (see Drives alignment later), but the engineer is seen as the expert of implementation and owns decisions such as picking tasks and tools. One manager described this, linking it to higher speed in their team:

\[ M \] “We inherited a pile of code, and discovered one piece was entirely busted. Should we fix it or should we rewrite it? The guidance was “get this thing to work 100% bulletproof”. We started rewriting it from the ground up with TDD [Test Driven Development], the team made that decision. We got it figured out in an afternoon when it usually takes a person a week.” [P11]

The engineer needs context informing their decision making to enact autonomy. A common way described in interviews was involving the engineer in discussions traditionally exclusively owned by managers, e.g. deadlines.

\[ M \] “I leave almost every decision to the engineer if they feel strongly enough about it. Say a partner needs something by a particular deadline, even then I would give a lot of leeway. I would not say “we have to have this done by this time”, I would present the rationale and ask how we can meet this, or if meeting this is even the right thing for us to do.” [P13]

Autonomy also manifests on the team level, with room for the engineers to collectively decide on coding conventions, and development process.

Engineers develop their skills as they try new things, while newcomers can familiarize themselves with a project’s landscape, the great engineering manager supports experimentation. Both new hires—for whom experimentation is necessary to gain skills—and senior developers interested in keeping up to date with new technologies—favoured this attribute. However, experimentation should be safe and the engineering manager needs to signal that.

\[ E \] “Nobody wants to report failures. Then it’s less stressful to do what other people do, rather than try something new. It has to be somehow communicated that we will let you try out stuff with the assumption that if it doesn’t work it’s fine.” [P7]

Managers agreed experimentation with safe haven is important for getting good ideas on the table, but also try to be cautious of potentially introducing technical debt.

\[ M \] “We built someone’s fun project into a product. Since we rely on that tool we have debt now to pay because the person did it as a hobby and wanted to make progress fast and not disturb any project work. We encourage that but if we don’t do it with some quality gates, we inherit more debt later.” [P14]

The room for autonomy and experimentation supports another attribute of the great engineering manager, that of growing talent. Our interviewees reported three main ways to enable talent growth.

First, by providing opportunities for challenging work; the great manager picks the scope and priorities for the team to have impact towards overall goals, and provide learning and experience.

\[ E \] “You want to advance and grow and not necessarily do test automation for 10 years. I think that’s where they need to look out
for you and make sure you are working on something that will advance your skills.” [P2]

Second, by providing timely and actionable feedback to improve the engineer’s performance; developers see such feedback as a signal that the manager is invested in their progress and career, and helps establish trust towards them. Managers commented that giving negative feedback is a tough process but that postponing giving negative feedback is a property of bad managers; the delay only leaves less time to the engineer to address their performance issues.

Third, managers described creating experiences for the engineer to learn something on the job, instead of telling them how to approach it, resulting in empowerment. One manager said:

M:"I ask a new hire to take difficult tasks on. By failing we are going to find out where you need the help and then you will go to person X and ask them for help.” [P31]

While managers find that such a strategy works, they cautioned about people too introverted to collaborate with others or ask for help—especially if they have strong technical knowledge themselves.

The great engineering manager establishes and demonstrates the habits of the team, and what the team believes in;

<table>
<thead>
<tr>
<th>Attribute and description</th>
<th>Representative quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>Is available—to signal themselves as approachable and devote time to the engineer when needed</td>
<td>E “I ask the manager if he has 5 minutes and he always says yes, and then 20 minutes later he is still there.”</td>
</tr>
<tr>
<td>Is technical—to be knowledgeable about the system and technologies the engineer is working with, understanding the complexity of problems and solutions, and have input for design dilemmas</td>
<td>E “The manager keeps up with languages, platforms, development practices. Otherwise they will not have the respect of their team.”</td>
</tr>
<tr>
<td>Enables autonomy—to provide freedom on how engineers work, show trust and support for their decisions, and help engineers be independently responsible</td>
<td>M “I tell them where I would like to end up; the way there, they are the ones that know better how to get there.”</td>
</tr>
<tr>
<td>Supports experimentation—to encourage the engineer to try out new things, and signal a safe environment for unsuccessful attempts</td>
<td>E “Discovering that something isn’t going work is not a problem, it’s about evaluating what is the best solution.”</td>
</tr>
<tr>
<td>Grows talent—to provide opportunities for challenging work, suggest training for the engineer to gain industry relevant skills, and provide actionable feedback to improve engineer performance</td>
<td>E “Your manager is your direct connection to your career; if they’re not giving you good projects you might as well not work here.”</td>
</tr>
<tr>
<td>Promotes fairness—to show appreciation for the engineer’s contributions, hold themselves accountable for the team’s progress, and recognize value publicly while correcting the engineer privately</td>
<td>M “Think back to what you liked when you were 5 years old and what made you happy, what was the gold star. Cheering people up, like it and they want it.”</td>
</tr>
<tr>
<td>Builds a relationship with team members—to take an interest in the employees’ life outside work, and care about them as a person</td>
<td>M “Treat them as a friend, I think that is what I learnt, you have to build the relationship first, the work part is much easier.”</td>
</tr>
<tr>
<td>Recognizes individuality—to understand each engineer’s strengths and weaknesses, value diverse perspectives in the team, and fine tune the definition of success to each individual’s talents and interests</td>
<td>E “I felt that my manager was interested in what I was doing, you feel like someone’s in your corner and they are rooting for you.”</td>
</tr>
<tr>
<td>Clears path to execution—to shield the engineer from randomization, remove distractions and blockers, and help to resolve issues or conflicts</td>
<td>E “I had a manager, she kept the path clear for me to do my work, to go sit down and code for 10 hours. That was perfect.”</td>
</tr>
<tr>
<td>Builds team culture—to demonstrate the rules, norms, and habits of the team, and create “what this team believes in” with input from the team</td>
<td>M “We have a culture of openness in the team; very open conversations about what works and what we should improve.”</td>
</tr>
<tr>
<td>Guides the team—to coach engineers on quality aspects (e.g scalability), provide guidance through appropriate questions to engineers struggling with their tasks, and help the engineer build independent decisions making skills</td>
<td>M “If the requirements change I don’t want to redesign. I want to make sure they have thought about scalability and extensibility.”</td>
</tr>
<tr>
<td>Maintains a positive working environment—to provide flexibility to balance work and personal life, energize the team through organizing events, celebrate team successes, and ensure good morale</td>
<td>M “Take them out to lunch, or have birthday cakes etc. Everyone needs to come in with energy to do their best.”</td>
</tr>
<tr>
<td>Inspires the team—to be viewed as a leader, to respond in situations individually rather than have general approaches, and demonstrate passion about their work, their team, and the company</td>
<td>M “In a battle no one follows a manager into war, everyone follows a leader, and it’s about whether you are telling people what to do or if you are coaching them.”</td>
</tr>
<tr>
<td>Facilitates external communication—to act as a buffer with other teams and managers, negotiate what the team can provide when, and mediate their own team’s requests to other teams</td>
<td>M “I will make sure it bubbles up and I correspond with my peers to make sure that we get what we need, but you have to not micromanage.”</td>
</tr>
<tr>
<td>Drives alignment—to share information about higher level context, explain the business intent for the product/service, create a mission with input from the team, and set clear goals for the trajectory</td>
<td>M “They have to know and believe in it, it’s about what our mission is and why is that important, why does it matter.”</td>
</tr>
</tbody>
</table>

TABLE 2: Attributes of great software engineering managers, each with a short description and representative quote.
in this sense they build the team culture. The culture covers issues that have to do with the quality of work the team aspires to:

M “Messaging to the team that ‘our goal is to ship a product with 0 known bugs’ is a very aspirational goal, but it should be everybody’s goal. You may not know what the bug is or how to fix it, that’s a different thing, but there should be no concept in people’s head that it’s okay to ship with bugs.” [P21]

The great engineering manager guides the team by coaching developers on quality aspects; implementation decisions are left to engineers, but the manager ensures that software quality aspects like reliability, scalability, availability, and extensibility are considered.

Similar to enabling autonomy, the technique that managers agree works better is to ask questions rather than give directives, and involve the team.

M “It’s more about asking questions instead of providing direct answers, getting the team together for brainstorming to determine direction instead of making decisions for people. Even if you already know the outcome you need the team to get to, you can help them arrive to the same conclusion and guide the conversation that way.” [P27]

Developers and managers pointed out the importance for the developers to be convinced about the direction, connecting it to job satisfaction and turnover in the team:

M “If the engineers don’t feel they are doing something important it doesn’t matter if it’s going to get them a promotion or money because they will feel they are doing nothing with their lives, because they spend so much time at work. If they don’t hear from my boss that something is important to do it’s hard for them to buy into the idea of doing this, and that guarantees churn.” [P14]

5.2 Motivates the engineers

Developers and managers agreed that a great engineering manager promotes fairness in their interaction with the individual engineer. One perceived component of fairness was actively showing appreciation for the engineers’ work:

E “They value your contributions, they give you feedback that what you have done is helpful, or brought success to the team or the organization. That is great motivation to engineers.” [P18]

Email—especially if upper management can be included in the communication to give more exposure to the work—and meetings were the commonly mentioned venues. Managers give opportunities to the individual engineers to present their work in team meetings where they can give positive reinforcement in front of the whole team.

Managers highlighted that showing appreciation for the engineers’ contributions is important, following a maxim of “Praise publicly; correct privately” which has positive impact on the developers’ trust and motivation. Great managers hold themselves accountable for mishappenings; doing this acts as a form of proof that helps developers be candid when having work challenges. A manager gave the following example:

M “Sometimes they forget tests for a scenario and there will be an email from management about it. I will take the responsibility, and then talk individually to the person to make sure we do a better job. They know they didn’t get hit at that point and they trust you; you protected them rather than passing blame.” [P28]

An extension of demonstrating appreciation, is that the great engineering manager builds a relationship with each team member. Knowing about personal interests beyond work helps create common ground and empathy between the developer and the engineering manager; it contributes to motivate engineers, and helps build trust with the engineering manager. Managers especially insisted on how important this attribute is to great engineering managers, and how it is frequently overlooked. Managers mentioned a different approach to how they meet with engineers, based on this attribute.

M “Having 1-1 meetings in their office is better, it gives them home field advantage so that they don’t feel like they are going to the principal’s office. We might talk about life and things at work, it goes back and forth. It makes them comfortable and allows them to open up about work things because we have camaraderie.” [P31]

The great engineering manager recognizes the individuality of each engineer; this attribute helps the manager tailor the work to the interests and skills of the engineer, and build a team with complementing skills. A developer described how this can impact productivity:

E “I had a manager asking me what I was interested in and giving me work related to that and I felt a lot more comfortable and happier. I had a manager try to mold [sic] me to their definition of what a good engineer does and I was probably working the hardest and yet my output was probably the least.” [P9]

The great engineering manager takes steps to maintain a positive working environment for the team. One example is the flexibility to achieve work-life balance; it signals a manager personally interested and invested in the well-being of the engineer beyond the professional level. A second example of maintaining a positive working environment is energizing the team. One of the managers mentioned that the general feeling in the stand up meetings shows the team’s health.

M “We do daily scrum meetings that are about making fun of each other, making jokes at 10 in the morning. We can tell in the meeting a certain amount of health, and if people are happy they are generally good with their job. They will also talk to me if something is off.” [P31]

Finally, echoing the trait of showing appreciation on the individual level, managers pointed out that celebrating team successes is good for morale, and linked it to job satisfaction.

M “There is a lot of job satisfaction that comes from knowing that people care about what you’re doing. Celebrations can also be about transparency, I share all the feedback that we get from higher up—good and not so good—people like to see a direct line between what they do on a daily basis to senior leadership.” [P35]

Engineers also described the importance of having a positive working environment, sometimes even more so than the work they do:
“I would compromise on the work or the product if the team has a positive working environment which I think the manager influences deeply.” [P9]

The great engineering manager inspires the team. This attribute was almost exclusively mentioned by managers; they felt that the engineering managers that are great are viewed as leaders, although in organizational culture, management and leadership are seen as different functions [67]. The simplest way to explain the difference between manager and leader was by drawing the line between enabling and giving a directive.

“Managers issue decrees, whereas leaders encourage everyone to move to a certain direction. Are you telling them what to do in a way that they are on board with it, they get it, and they see it as a growth opportunity, not as a directive?” [P36]

5.3 Mediates communication

The engineering team has dependencies and communication needs with other teams in the organization [68]. A great engineering manager mediates information flow between their team and other stakeholders.

First, the great engineering manager clears the path to execution. Engineering managers recognized that any type of interruption can be detrimental to the engineers’ productivity:

“The operational space for engineers is that flow moment where they are deep into writing code. The last thing they need is some random person—business person, or the manager—going “hey, have you got a second?”, you just killed half their day in that moment. Giving them the space to focus is important, just be the person that tells other people to go away. Defend their time.” [P36]

The concept of “flow”—originally introduced by Csikszentmihalyi [69]—has been popularized and is now well-known and frequently cited in software engineering practice. In a state of flow, the software engineer is focused on their work and their performance is optimized [70]. Unfortunately, the state of flow is fragile, and a developer whose concentration is broken needs significant time to recover. The concept of “flow” in this paper is distinct from how “flow” is described in lean manufacturing and product development where it refers to a sequence of development actions, each clearly adding value to the creation of a product [71] (citing [72]).

The great engineering manager acts as a noise filter, protecting the developers’ flow state and keeping the path to execution clear for them. A manager described this further during the member checking:

“[...] as an Engineering Manager I often feel that my job is to shield the team from distractions, among other things, basically to get out of their way, keep the business out of their way, and let them execute against clearly communicated/understood/shared goals.” [P14]

One strategy mentioned by the interviewees was for the engineering manager to filter incoming requests to the developer, and discuss with them individually if and how to prioritize them. The engineering manager also handles requests or changes coming from upper management, in the service of flow. Developers and managers see the great engineering manager shielding the team from changing requirements (“randomization”, in corporate lingo), and manage upwards to negotiate workload. Through insulation from randomization, the engineering manager helps the team maintain its collective flow and performance.

The great engineering manager also facilitates external communication; with other engineering teams, and with upper management.

Often, the engineering team has outgoing requests for other teams; the great engineering manager pushes to get what their team needs, especially if it is critical to work that is underway. In facilitating communication with external entities the manager is not bypassing the engineer or limiting their autonomy; the manager is instead using their status and connections to achieve results on behalf of their team. The other forms of external communication are performance reviews and other meetings with upper management, where the engineering manager represents the team.

The great engineering manager navigates the two attributes, clearing path to execution and facilitating external communication with upper management. On the one hand, to shield their team, the engineering manager may prioritize requests from upper management lower, or decline them. On the other hand, to advocate the teams’ work, the engineering manager needs to showcase the team’s impact on achieving organizational goals, which are closely related to upper management requests. To balance between the two situations data and prior success are persuasive factors.

“For stopping randomization I bring soft data: names, efforts assigned to them, show we don’t have capacity for more, just different priorities. Sometimes management may ask for things that are, regardless of our capacity, probably wrong, not timed right, or not scoped enough. Then I bring a deeper analysis of what the problem space is.” [P14]

The engineers’ focus is on implementation details and delivery of features; there lies a risk that the goals they see are removed from the strategic vision of the organization because they are unaware of business drivers [73]. The great engineering manager actively drives alignment between individual output and the organizational scope. By sharing strategic information about goals, and clearly explaining the intent and desired outcome, the engineering manager ensures that effort is channeled in the right direction, and that engineers know enough to make informed decisions as part of their autonomy on implementation. An engineering manager explained:

“Every team member are the experts of their area, they know the best things that can come out, but they can push in different directions. Those are their personal contributions and they feel ownership to them. My goal is to see how we can align these contributions in a way that they still feel like their own and they are now all pushing in the same direction, helping the organization move the business forward.” [P13]

As with guiding the team, the great engineering manager consults with the team about achieving the higher level goals and does not enforce a certain path.
6 BEING TECHNICAL

The attribute of “being technical” emerged consistently in the interviews, but in an unexpected way that warranted more careful examination.

By the respondents’ account the engineering manager, as a rule, does not produce technical output, i.e. does not write code. In fact, respondents were explicit about a great engineering manager not making technical decisions; rather the engineers do.

What, then, is the role of technical knowledge for an engineering manager? According to the interviewees, a technical engineering manager:

- is respected by the team,
- may be more vigilant about quality issues,
- would be a fair evaluator of the engineers’ work,
- empathizes with engineers and clears their path to execution, and
- would represent the team better, both to other teams and to upper management.

We noticed all interviewees using the same, albeit abstract, lingo of the engineering manager “being technical”. To address the possibility that the interviewees meant different things concealed by the use of the same term, we mind mapped their input in Figure 2. “Being technical” was described in terms of what the engineering manager should be in a position to comprehend, and how it helps.

The engineering manager needs to have enough technical knowledge to understand the engineers’ work, the tools and technologies they are working with, and the system they are building (languages and frameworks were the most cited examples of technologies). The engineering manager should also understand the tasks engineers work on, the complexity of problems they report to their manager, and the proposed solutions. With a nuanced view of the engineers’ work, the engineering manager can facilitate their growth; they mentor and set the standards of quality through code reviews and feedback.

Comprehension also helps the engineering manager facilitate discussion of approaches to implementation, or what to build next. An engineering manager with enough technical knowledge can explain the rationale between alternatives, and ask the right questions about why one is preferable to another.

Engineers often encounter design dilemmas [74], and discuss them with the engineering manager, who is expected to act as an arbiter. In an iterative process the engineering manager makes suggestions and helps the engineer navigate their way out of the dilemma by spotting flaws and raising concerns. Overall then, “being technical” means that the engineering manager has enough knowledge to hold informed discussions that will help the engineer make decisions. Developers particularly mentioned that having enough knowledge cannot be faked, and that they can tell even from a very brief conversation if someone has enough technical understanding.

“It is very easy for the engineer to understand if the other person is technical or not. For example I may talk about something that I am working on and then I will say what I will do and how long it will take. When you discuss there will be some technical details, and they will be unable to say if you need some help or parts from other teams.” [P18]

There is an underlying tension at this point. Engineers at Microsoft (and most companies in the tech industry) are usually promoted to managerial posts because of their technical excellence; this explains why they find “letting go” challenging as one manager of managers explained.

“The biggest piece is giving up the need to jump in and do. New managers see this all the time; it may take the engineer 3 days to do something and the manager one. They have to step back and let the other person do it in 3 for the long term success of the team, otherwise that’s not people management. That’s counterintuitive to someone who was promoted the first time because they were the best technical person on the team. You think as a software company as you move up the most senior person should be the most technical person; that probably is true from an intellectual perspective but that’s not how they spend their time” [P29]

Engineering managers who kept on producing technical output when they became managers described situations of exhaustion and burnout; they also recognized that when they continue to do technical work there are less opportunities for the engineers to grow. This highlighted that while a level of technical knowledge is required for an engineering manager—enough to cover the items in Figure 2—technical excellence is not the most critical factor for greatness.

We explored this point further in our survey with the scenario-based question described in our methodology. The majority of respondents (75%) indicated they would hire someone with average technical skills and excellent social skills (social manager henceforth for brevity), over the reverse (technical manager), as an engineering manager. When elaborating on their choice in their response, the reasons they gave are congruent with what was explained to us in the interviews, especially under the “tends to the motivational aspects” grouping. For example, the following quote from a survey participant’s response to the hiring question captures the general sentiment of the participants that chose the “social” manager:

“Even though he is not technically 100% great, this is something which he/she can learn fast. Inspiring others is not something you can learn overnight and this skill is precious.”

We provide additional details from the survey about the being technical attribute in the following section.

7 Quantitative Support through Survey Results

Here we provide survey results about the attributes’ relative importance, and the view of attributes across demographic groups. We only display statistically significant results ($p < 0.05$) in our tables and figures; in the text we provide coefficients in parentheses. Our analysis is based exclusively on the data from the software engineering survey.

Figure 3 shows the distributions of the importance score for each of the attributes, in descending order of mean score. For each attribute, the top portion shows a violin plot for data from engineers and the bottom from managers. The thicker horizontal bar for both top and bottom indicates the interquartile range and the small vertical line indicates the mean.

A Principal Component Analysis showed that while there is non-trivial personal tendency to responses (personal tendencies appear to account for 33% of the variance), the responses for the attribute ratings were largely independent [25]. 13 of the 15 principal components are required in order to capture 95% of the variance in the responses (except for the first, which captured personal tendency) each component had exactly one dominant attribute that had a weight of over 0.5. This provides quantitative evidence that the attributes capture ideas with little overlap and they are largely independent. All attributes are rated quite high, with even the lowest, builds relationship with team members receiving an average rating of 7.47. The information in Figure 3 corresponds to the views of all types of respondents in the engineering discipline. Ratings were fairly consistent as well, as the interquartile range for eleven attributes was only two units and for the others, three units.

The highest rated attribute for great engineering managers is maintains a positive working environment (mean of 9.05), which was part of the motivational aspect of managers. Grows talent (8.98) and enables autonomy (8.91) follow in rating, demonstrating the importance of the engineering manager helping engineers develop their talents and allowing them to organize their work.

Being technical (7.84) ranked as 14th of the 15 identified attributes for great engineering managers; agreeing with input from interviews that technical knowledge is important, but not the most important attribute.

We also related the respondents’ hiring choice of a social manager (vs. a technical manager) with two logistic regression models. The first model related the hiring decision to demographics. Our results show that engineering managers (+1.17) are more strongly in favor of hiring a social manager as compared to engineers. The second model related the hiring decision to the attribute ratings. Here 5 attributes had significant coefficients. Positively linked to the choice of a social manager were inspires the team (+0.18), maintains a positive working environment (+0.24), builds team culture (+0.15), and being available (+0.17); that is, respondents with higher ratings for these attributes were more likely to hire a social manager. On the other hand, and not surprisingly, respondents who place more importance on the attribute being technical are less likely to hire a social manager (-0.71).

The results of the interviews and survey taken together point to the following conclusion: great engineering managers need a sufficient level of technical knowledge—not excellence—while people management attributes are essential. We further discuss this finding and its implications.
TABLE 3: Change in ratings of attribute by demographic. Each demographic’s rating for an attribute is compared to the ratings for that attribute for the majority class in that demographic category. For instance, females are compared to males and India is compared to the U.S. Each difference shown is statistically significant. Coefficients for Mgr Group Size is the change per additional person in the group being managed and for Years at Microsoft is the change per additional year at Microsoft.

<table>
<thead>
<tr>
<th>Demographic</th>
<th>Attribute</th>
<th>Change</th>
</tr>
</thead>
<tbody>
<tr>
<td>Role: Managers (90) compared to Engineers (465)</td>
<td>builds a relationship with team members ↑</td>
<td>1.21</td>
</tr>
<tr>
<td></td>
<td>inspires the team ↑</td>
<td>0.98</td>
</tr>
<tr>
<td></td>
<td>builds team culture ↑</td>
<td>0.97</td>
</tr>
<tr>
<td></td>
<td>is available ↑</td>
<td>0.60</td>
</tr>
<tr>
<td></td>
<td>grows talent ↑</td>
<td>0.54</td>
</tr>
<tr>
<td>Gender: Female (59) compared to Male (494)</td>
<td>is technical ↑</td>
<td>0.83</td>
</tr>
<tr>
<td></td>
<td>inspires the team ↑</td>
<td>0.80</td>
</tr>
<tr>
<td></td>
<td>facilitates external communication ↑</td>
<td>0.62</td>
</tr>
<tr>
<td></td>
<td>guides the team ↑</td>
<td>0.53</td>
</tr>
<tr>
<td></td>
<td>grows talent ↑</td>
<td>0.46</td>
</tr>
<tr>
<td>Region: China (32) compared to U.S. (410)</td>
<td>is technical ↑</td>
<td>1.02</td>
</tr>
<tr>
<td></td>
<td>recognizes individuality ↑</td>
<td>0.70</td>
</tr>
<tr>
<td></td>
<td>guides the team ↑</td>
<td>0.65</td>
</tr>
<tr>
<td>Region: India (56) compared to U.S. (410)</td>
<td>builds team culture ↑</td>
<td>0.99</td>
</tr>
<tr>
<td></td>
<td>builds a relationship with team members ↑</td>
<td>0.85</td>
</tr>
<tr>
<td></td>
<td>grows talent ↓</td>
<td>-0.55</td>
</tr>
<tr>
<td>Region: Europe (50) compared to U.S. (410)</td>
<td>drives alignment ↓</td>
<td>-0.53</td>
</tr>
<tr>
<td></td>
<td>recognizes individuality ↓</td>
<td>-0.50</td>
</tr>
<tr>
<td>Mgr Group Size (in people)</td>
<td>clears path to execution ↓</td>
<td>-0.01</td>
</tr>
<tr>
<td></td>
<td>enables autonomy ↓</td>
<td>-0.01</td>
</tr>
<tr>
<td>Years at Microsoft</td>
<td>grows talent ↓</td>
<td>-0.03</td>
</tr>
</tbody>
</table>

Positive coefficients indicate higher importance. Negative coefficients indicate lower importance.

We looked for demographic differences in the importance rating for the attributes. For each attribute we built a linear regression model using the demographics (gender, location, role, group size, experience) as independent variables and the importance rating of the attribute as the dependent variable. Table 3 summarizes the results and shows only the statistically significant coefficients, grouped by demographic. Each coefficient indicates the change in importance for an attribute relative to an artificial baseline (intercept) constructed as the majority class for each categorical demographic (e.g., gender, region, etc.) and a value of zero for numerical values; the regression model intercept corresponds to a male engineer, working in the U.S. in a team of zero people with no years of experience at Microsoft. In interpreting the magnitude of the change, recall that since the interquartile range of responses for most attributes was just 2 units, a 1 unit increase is a non-trivial change. The change indicated for engineering manager group size and years at Microsoft is the change when the demographic increases by one. For example, engineers in a team of 100 people value enables autonomy 0.90 units less than those in a team of 10 people.

A finding that stood out was that female participants rated being technical as more important (+0.84), relative to male participants. Coupled with other attributes that female participants rated more important for engineering managers—grows talent (+0.46) and guides the team (+0.53)—the findings indicate that female participants seek to learn from technically stronger managers.

One of the goals in our study was to investigate how engineers and engineering managers compare in their views of what attributes are important for engineering management. While there is alignment in views, our statistical analysis shows differences between the two groups; engineering managers see it as slightly more important than engineers do. Referring to Table 3, the attributes with the largest coefficients (ranked more important by managers than engineers) are related to motivational aspects: these are building a relationship with team members (+1.21), inspiring the team (+0.98), and building team culture (+0.97). Engineering managers thus appear to rank attributes that create a feeling of being part of a team higher than the engineers do.

Growing talent is another attribute that engineering managers seem to value as more important, compared to engineers (+0.54). However, grows talent ranked second (out of the 15 attributes) in importance for either group, with managers seeing it as slightly more important.

8 Perceptions in software engineering relative to other knowledge work groups

We viewed the perceptions on management held in software engineering in light of other knowledge work domains; the
differences are shown in Table 4. As before, we only display statistically significant results ($p < 0.05$).

We selected the five disciplines with the most Microsoft employees for comparison and included both managers and non-managers. For the analysis, we built a linear regression model for the importance of the attributes using the demographics as control and the knowledge work domains as dummy variables. Each number in Table 4 shows the change in importance of an attribute for a knowledge work group, relative to the software engineering discipline. A positive value means that the knowledge work discipline rated the importance of a particular attribute higher than the software engineering discipline, while a negative value indicates that the importance is rated lower by the knowledge work discipline.

Software engineering values **being technical** more, relative to all the knowledge groups we investigated. However, as explained in 3.2, we used different wording for this attribute between disciplines and this may account for the difference we see. As a result we refrain from drawing conclusions; we identify this aspect as one of our validity threats in Section 10.

Disregarding **being technical**, the largest difference relates to **building team culture**, which seems to be valued less highly as a management attribute in Software Engineering (between 0.36 to 0.88 points lower compared to other disciplines). This attribute surfaced as important for great engineering managers in the interviews and survey, with managers viewing it as more important. It appears, however, that while the software engineering domain sees value in great managers **building team culture**, it does not value it as highly as any of the other knowledge work domains. It would be interesting to investigate if this relates to the incremental nature of feature work that developers usually engage in and if, as development is increasingly seen as a team-based activity, the gap in perception between domains is closing.

Software engineering also regards **driving alignment** as less important (between 0.45 to 0.68 points lower), with the largest difference compared to Business Programs & Operations and Sales. In business literature, Sales are considered a key area that needs to be aligned with Operations and Marketing, for an organization to achieve its financial goals; this may explain why **driving alignment** is seen as more important by the respondents in the Sales discipline.

**Driving alignment** seems also more valued in Program Management; this can be explained by the fact that this discipline is typically concerned with managing clusters of related projects. Interestingly, although alignment is important to Program Management, **mediating inter-team interaction** is seen as more important in software engineering (0.47 points higher in Software Engineering than in Program Management). This is in line with business literature that has found that the program management discipline—despite its nature of handling dependencies—neglects inter-organizational issues and inter-project coordination, as well as the interplay between the temporary and the permanent organization.

Builds **team culture**, drives **alignment**, and inspires the **team** were consistently ranked lower in importance by the software engineering discipline, compared to all other knowledge work groups.

One potential tension highlighted by our findings is that Software Engineering sees **clearing path to execution** as more important (0.38 points higher), relative to the Program Management discipline. This indicates the importance engineers place on being able to work uninterrupted and on maintaining a productive state of flow. Program Management usually has requests of the engineering teams that affect their workload, and seeing **clearing path to execution** as less important may have implications for how the two disciplines coordinate with each other.

### 9 Discussion

Practitioners in the software industry are looking for concrete insight on how to manage software teams and are currently getting their information from consultancy studies. Management is by no means a new discipline, yet the transferability of long-standing management principles has recently been put to question [36]. We see this as a call for a domain-specific view on management; our study aimed to help understand the role of management in software engineering currently.

Given the interest to practitioners, there is an abundance of anecdotal information on the web about what it means to manage engineers and how one can be successful in it. However, the software engineering practice deserves a thorough, specific, and contextual understanding of software engineering management. The software engineering research community can use its expertise and high academic standards to provide concrete empirical advice to engineering managers, that is scientifically compiled.

In this study, we started this process by building a view of the aspects and attributes perceived as important in real-world software engineering rather than general management principles alone. Our study makes a timely and significant contribution by rigorously establishing what is relevant for managers of software engineering teams.

#### 9.1 Implications for research

The goal of this study was to understand how software engineering managers function and what people management aspects are perceived important.

In describing their perceptions and experiences (as presented in sections 4 and 5) the interviewees alluded to links between a manager’s attributes and the outcomes of the team. For example, in their quotes participants mentioned the manager’s impact on productivity through motivation, software quality through facilitating the team’s technical work, and helping developers grow their skills. While these are useful indications of the manager’s impact on outcomes, we have not probed further into this aspect. Future work should assess each of the attributes we have identified and their degree of contribution to the final product of development. Our findings can inform research seeking to model the software development activity (e.g., the Intermediate COCOMO model [79]), or empirical studies studying developer and team productivity [80], [81], [82].
TABLE 4: Differences in importance placed on the manager attributes by each discipline in the knowledge worker survey, relative to the Software Engineering discipline. The importance placed by Software Engineers was folded into the intercept of the regression model and is reported in the column “Software Engineering”. For the other columns, a positive value indicates that a discipline places a higher importance on that attribute than the Software Engineering discipline; a negative value indicates a lower importance on that attribute. For bold attributes, all knowledge worker domains showed a statistically significant difference in the same direction compared to Software Engineering.

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Software Engineering</th>
<th>Business Programs &amp; Operations</th>
<th>Finance</th>
<th>Marketing</th>
<th>Program Management</th>
<th>Sales</th>
</tr>
</thead>
<tbody>
<tr>
<td>Respondents</td>
<td>563</td>
<td>193</td>
<td>106</td>
<td>184</td>
<td>265</td>
<td>266</td>
</tr>
<tr>
<td>🍃 Facilitates external communication</td>
<td>7.86</td>
<td></td>
<td>−0.47</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>🌱 Grows talent</td>
<td>8.93</td>
<td>+0.40</td>
<td>−0.36</td>
<td>1.12</td>
<td>−0.99</td>
<td></td>
</tr>
<tr>
<td>🌱 Guides the team</td>
<td>8.19</td>
<td></td>
<td>+0.50</td>
<td>−0.99</td>
<td></td>
<td></td>
</tr>
<tr>
<td>🇺 Clear path to execution</td>
<td>8.30</td>
<td></td>
<td>−0.38</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>🌱 Inspires the team</td>
<td>8.43</td>
<td>+0.54</td>
<td>+0.48</td>
<td>+0.54</td>
<td>+0.27</td>
<td>+0.56</td>
</tr>
<tr>
<td>🌱 Drives alignment</td>
<td>8.33</td>
<td>+0.68</td>
<td>+0.58</td>
<td>+0.45</td>
<td>+0.67</td>
<td></td>
</tr>
<tr>
<td>🌱 Builds a relationship with team members</td>
<td>7.41</td>
<td></td>
<td>−0.36</td>
<td>0.88</td>
<td></td>
<td></td>
</tr>
<tr>
<td>🌱 Builds team culture</td>
<td>8.13</td>
<td>+0.59</td>
<td>+0.53</td>
<td>+0.64</td>
<td>+0.88</td>
<td></td>
</tr>
<tr>
<td>🍃 Is technical/is domain expert</td>
<td>7.89</td>
<td>−1.43</td>
<td>−0.63</td>
<td>−0.82</td>
<td>−1.12</td>
<td>−0.99</td>
</tr>
</tbody>
</table>

While our findings have novelty for software engineering, our attributes relate to research in management and organizational psychology; that enhances the validity of our attributes and helps us understand why they apply in software engineering. The attributes of guiding the team and enabling autonomy remind us of certain constructs of psychological empowerment [83]. Psychological empowerment is a form of increased intrinsic task motivation, and is influenced by meaning (the purpose an employee sees in their work) and self-determination (an employee having a choice in actions that relate to their work). Indeed, our interviewees described autonomy from the manager and getting to do challenging work as empowering and motivating. Research in organizational behaviour has found that psychological empowerment correlates to innovative behaviour [83] and organizational commitment [84]; such relationships can guide further work to measure management impact.

The attributes of builds a relationship with engineers, and maintains a positive working environment share similarities in spirit with employee perceived fit with the organization, and may be affected by it. Employee perceived fit has been found to correlate to organizational commitment, job satisfaction, and turnover intention [85]. Finally, the attribute of promotes fairness is similar to the perception of procedural justice, known to correlate with job satisfaction and, in turn, with performance [86]. Such similarities demonstrate how prior work in other domains can—in conjunction with our findings—lead to testable hypothesis for further empirical studies.

By reviewing the differences in perceptions between engineers and managers, we found that managers rate higher attributes that relate to the team (inspires the team and builds team culture), or make engineers feel part of a team (builds relationship with team members). One explanation could be that the difference in perceptions is the result of the evolution in the managers’ views due to their role; they may see an influence of these attributes on outcomes. Another possible explanation is that, as engineering managers have undergone management training, their different views may be an artifact of materials or resources they became acquainted with. Future research can investigate these aspects further.

There are conflicting views about whether managing software engineers is the same as other knowledge workers; this can cause confusion for both research and practice. Software engineers fit the definition of knowledge workers [57], but their similarities to other knowledge work groups have so far been assumed, or informally argued (e.g. [88], citing [89]). At the same time, there are those who claim that the creativity and high skill level of software engineers makes managing them a special challenge [90]. Reports from consulting companies seem to support the view that managing people in the tech industry has unique features [81] (reporting on a study by VitalSmarts [92]).

The perception that engineers are different, often makes them reluctant to follow management practices from other domains, if at all. Google faced this problem [59] when its engineering-focused leadership team believed management is unnecessary. The internal study to assess if the belief is true [59] ended up showing that managers are impactful; Google then proceeded to study what its employees value in their managers. While their results may have strong resemblance to other domains, it was enough evidence for Google employees and managers to change their disposition.

Our study discussed the similarity of managing software engineers to other knowledge workers. On the one hand, we presented how the shared beliefs with other knowledge work domains are appropriated in software engineering. On the other hand, we identified differences between the domains; this implies that not everything from management literature can be applied directly in a software engineering context. Based on our findings we can now articulate the attributes that are considered relevant for software engineering in the words of developers and managers, and give examples grounded in their experience. Hopefully this will convince the skeptics and, more importantly, will provide guidelines for researchers to ask further questions and practitioners to tailor management training and approaches.

The similarities to other knowledge work domains are rooted in the theoretical contributions of areas such as organizational theory and psychology. We urge software en-
engineering researchers and practitioners interested in the potential effects of management to educate themselves about theories coming from these areas; they appear to heavily influence the software engineering management practice, and—given the overlap across domains—may reflect “universal” people management principles.

9.2 Implications for practice/managers

Our framework can provide guidelines to engineering managers; it can be read as a matrix showing which attributes are relevant in different combinations of conditions. New and existing engineering managers could benefit from our framework by knowing what are the desired attributes for great engineering managers, highlighting that social and motivational aspects are important.

One of the unexpected findings in our study was the role of being technical for a great engineering manager; if it is not the defining characteristic of the engineering manager, what is? Developers and managers highlighted people management skills as the critical element of the great engineering managers; however, these are not skills they have prior knowledge or training in:

"It’s a big career choice to choose management or technical because as much as people think you can do both, you can’t. Most engineers tend to be introverts and that’s how they got into technology. To just automatically assume they are going to be great people persons by giving them a new title is not true generally. It takes a lot of work to learn some of those behaviors that are not natural as a technical person." [P29]

This view is consistent with discussions among software engineering practitioners about how engineers find the transition to managerial roles difficult. One of the identified issues is that the necessary people management skills are in fact not what got engineers promoted in the first place.

There seems to be a concept of diminishing returns of technical excellence for engineering managers; while some level of technical knowledge (enough to cover the elements in Figure) is needed to understand and facilitate engineering work, after a point the focus on technical matters can jeopardize the people management aspect. This finding runs almost opposite to usual reward and promotion systems in large organizations, a paradox often satirically referred to as “the Peter principle” [93]. The fact that the engineering manager does not need to be the most technical person on the team raises questions about how to select engineering managers, and our findings provide food for thought about which traits to look for.

There is an isolated case giving a different view on the role of technical competence. A study by Artz et al. [94] from economics reported that “a boss’s technical competence is the single strongest predictor of employee wellbeing”. The study was based on 35,000 randomly selected employees from various workplaces. Although the study was published in 2016, the data it used comes from National Longitudinal Surveys of Youth two in Britain (in 1990 and 2000) and one in the United States (covering the time 1979-1988). It is, however, unclear which professions are included in the survey or what part of the population corresponds to software engineers.

In addition to how our findings may have impact on how to select engineering managers, they can also inform how to train them. We highlighted that the people management aspect is for the most part foreign to engineers, yet critical for engineering managers; interviewees identified needing guidance in communication and generally “soft” skills. At the same time, we found that, compared to other knowledge work disciplines, the software engineering domain places lower importance on aspects such as inspiring the team, and building team culture. Our input could be used to augment and tailor management training programs based on the needs and beliefs that are relevant for software engineering management specifically.

9.3 Connection to related work

Our findings agree with the conclusion of Li et al. [39] that productivity is not the only criterion for excellence and that the decision making behind how engineering is conducted is important. The engineering manager seems to introduce the developer to other aspects of engineering that matter by maintaining an environment that allows the engineer to act autonomously, to experiment safely, to work with and ask for help from others. With attributes such as enables autonomy, supports experimentation, guides the team, and through arbitrating decisions supported by being technical, the engineering manager cultivates effective decision making behaviour to engineers, getting them from good to great.

Our findings are also in line with the 8 behaviours that Google identified as key to its managers [39]. In the course of a year, Google coded and analyzed interviews (both with current employees and employees leaving the organization), quarterly performance reviews, feedback surveys, and data on team performance to understand manager behaviours and their impact. While the wording of the findings may differ between the two studies, the spirit of the behaviours/attributes is similar. Our study has independently identified the 8 behaviours in the Google study, as attributes of great managers; we provide the mapping between the two studies in Table.

Furthermore, our study has identified additional attributes; for example, our participants placed importance on how the manager inspires the team, how they support experimentation, and how they facilitate external communication. As Google’s study drew on insights about managers in several departments in the company—not specifically software engineering—the attributes in our study reflect what is perceived as most relevant to the particular discipline. Our study also provided a ranking of the attributes, by perceived importance. Further research should include the study of more organizations to identify additional attributes and check the applicability of the ones we have offered here.

The Harvard Business Review publishes articles on management behaviour that is considered effective, in domains outside software engineering; the results have similarities with our study’s findings. Valcour [95] describes great managers as understanding individual motivation, helping

6. https://www.nlsinfo.org/content/cohorts/nlsy79
employees connect their work to the company’s mission, providing timely feedback, and helping employees learn and grow. These manager qualities map to the attributes recognizes individuality, drives alignment, and grows talent, in our study. Sturt [96] reported that recognizing employees’ great work is one of the great manager’s important traits; in our study interviewees reported a manager showing appreciation for the engineers’ work as part of the attribute promotes fairness. Similar findings to Sturt [96] were reported by Beck & Harter [4] summarizing research from Gallup [7], Buckingham [27], reporting on a large-scale study he conducted for Gallup, found that great managers “discover what is unique about each person and then capitalize on it”. A similar quality for a great engineering manager was described in our study as recognizes individuality. Finally, some of the attributes we uncovered have a strong relationship to those already brought to light, albeit in a more general context, in the “Rethinking Project Management” movement [98]. For instance, the attribute drives alignment is similar in nature to “aligning a project’s value with the firm’s strategic business priorities” [99].

### 10 Threats to Validity

As with any empirical study, there may be threats and/or limits to our methods and findings [100].

The phrase “great software engineering manager” means different things to different people. While we intentionally left it undefined during our investigation in an effort to rely on participants’ own perceptions, there is clearly no universal definition and thus our results aggregate the views of people with diverse experiences. In future work, we hope to explore the actual and different meanings of this phrase as different perspectives using an approach similar to França et al. [101].

While we interviewed many people, our goal was not to capture a purely random sample. Rather, we chose a stratified sampling approach in an effort to capture a wide range of responses from a diverse group [40]. We ensured that the participants came from a range of projects and backgrounds and had various tenures and levels of seniority. Such a selection strategy is called Maximum Variation Sampling and is appropriate, as in this case, when a sample may be limited and “the goal is not to build a random and generalizable sample, but rather to try to represent a range of experiences related to what one is studying.”

We then used these to inform our survey which was deployed broadly enough to provide representativeness and a sample large enough for statistical significance. Within the strata we identified, the interview participants were self-selected; even so, all 37 interviewees belonged to different teams. Despite this diversity, it is impossible to cover the entire variety of teams that work on Microsoft products and services. As a result, some types of teams may not be represented in our study (e.g. multi-disciplinary teams). The fact that the interviewees came from different teams, however, gives us confidence that we have covered as much ground as possible, given pragmatic restrictions of time and access. Another effect of self-selection may be that participants with strong opinions about manager attributes may have been more likely to participate in the study; we can only rely on what the participants reported given their time and motivation to participate in the study.

We solicited the views of members of multiple organizational levels in our study, to enhance the richness of our data. While the engineers (most of the time) have not been in a managerial position, the engineering managers and upper managers have been engineers in the past. We have made a point of reminding the participants—both verbally and in writing—that they are asked their perspectives about the engineering manager role. Still, it is likely that the managers’ views incorporate elements from both perspectives; we see this as part of the natural evolution of the participants’ perspective, rather than a differentiator between them. This is reflected in our findings, where we found that responses were in alignment across the different management roles.

Because one of our primary instruments was a survey,

### TABLE 5: Comparison of findings with Google’s study of managers

<table>
<thead>
<tr>
<th>Manager behaviour in Google study</th>
<th>Description (taken from the Google study report in [40])</th>
<th>Manager attribute in our study</th>
</tr>
</thead>
<tbody>
<tr>
<td>Is a good coach</td>
<td>Caters to the team members’ skill set and personality with guidance and feedback, and pushes them to grow while still making them feel supported</td>
<td>Grows talent &amp; Recognizes individuality</td>
</tr>
<tr>
<td>Empowers team and does not micro-manage</td>
<td>Trusts the team to manage their work as they see fit, while still be available for questions</td>
<td>Enables autonomy</td>
</tr>
<tr>
<td>Expresses interest/concern for team members’ success and well-being</td>
<td>Is caring, ensures the team members achieve their goals while ensuring everyone on the team feels personally as if they are valuable</td>
<td>Builds a relationship with team members</td>
</tr>
<tr>
<td>Is productive and results-oriented</td>
<td>Is relentless in removing obstacles for the team</td>
<td>Clears path to execution</td>
</tr>
<tr>
<td>Is a good communicator</td>
<td>Encourages open dialogue that permits team members to share issues and concerns</td>
<td>Builds team culture (partial fit)</td>
</tr>
<tr>
<td>Helps with career development</td>
<td>Shows that career development is not just promotion, but also growth</td>
<td>Grows talent</td>
</tr>
<tr>
<td>Has a clear vision/strategy for the team</td>
<td>Takes time to collaboratively create a vision and share and act on it</td>
<td>Drives alignment</td>
</tr>
<tr>
<td>Has important technical skills that help him/her advise the team</td>
<td>Has deep knowledge of the infrastructure, willing to get to the bottom of a problem</td>
<td>Is technical</td>
</tr>
</tbody>
</table>

---

we were concerned that the right questions were included and presented the right way [102]. To address construct validity [103], our survey questions were informed primarily from analysis of our interviews with software engineers and software engineering managers. We also deployed a pilot survey which led to feedback that allowed us to fine tune the questions in the final survey.

Since we built one regression model per attribute from our survey data, there is the possibility of making false discoveries due to multiple statistical tests. According to McDonald [104], there is “no universally accepted approach for dealing with the problem of multiple comparisons”. Any correction brings trade-offs between false and missed discoveries. Section 4.C is exploratory and therefore more liberal with including discoveries. Any discovery needs further validation, no matter how low/significant the p-values are. In an effort to address the topic of false discoveries, we computed the false discovery rate value for our analysis. The resulting value of 0.1705 is an acceptable value according to McDonald [104]. We also have made the full regression models including p-values available in a GitHub repository associated with this paper to allow for alternative corrections [57].

With regard to external validity [105], our analysis comes wholly from one software organization. This makes it unlikely that our results are completely representative of the views of software managers and engineers in general. While studies of multiple organizations are valuable, the sensitive nature of management and access needed to data and employees makes studies across multiple organizations difficult, and responses may not be as candid if the investigators are “outsiders”. We talked to employees of other software companies but were told that the employees could not discuss management practices outside the company. Most studies in the management literature involve a single organization for this reason and are considered valuable contributions. Single-case empirical studies are historically supported by evidence as contributing to scientific discovery [106], and intense observation has delivered insights in the social sciences [107]. We believe that our approach of randomly sampling improves generalizability. That being said, our results likely generalize more for large software organizations and less for small software organizations, organizations in which software is not the primary focus (e.g. the software department in a bank or healthcare company), or organizations that are moving towards self-organized and self-managed teams (such as Zappos [108]). These are all worthy of study and in an effort to increase external validity and encourage replication, we have made our survey instrument available so that others can deploy it in different organizations and contexts [57].

11 Conclusion

In this paper we presented an exploration of the engineering manager role and highlighted which attributes are perceived important by engineers and managers. Our study makes the following contributions, opening opportunities for future work:

- It offers a framework of engineering manager attributes, together with actionable strategies for enacting them. This can help both research and practice understand how the engineering manager impacts the software engineering process and team. Future work can look into how widespread these perceptions are by studying more companies. Empirical studies can also find ways to measure some or all of the attributes we identified, to operationalize engineering management and its impact on developer productivity and software quality. We demonstrated similarity between attributes in our study and variables identified in organizational psychology which correlate to several organizational outcomes; future work can use these as testable hypotheses and develop additional ones.

- It brings empirical evidence of the similarities and differences in perceptions about management between software engineering and other domains of knowledge work. To the best of our knowledge our study is the first to empirically investigate this aspect. Future work can compare with additional knowledge work groups.

- Our findings about the role of technical excellence for engineering managers, provide input to consider for selecting and training engineering managers. Future work can use our findings to further create management training and assessment processes, tailored to the software engineering domain.
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