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Process:
1. User requests access to a resource.
2. Server verifies the credentials provided (Username, Password).
3. Server generates a MAC for verified credentials.
4. Client receives the MAC to verify with their request.
5. Printer or other resource is validated by the server.
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- **PASTA**: a framework of construction for various types of tokens
  - Minimal round complexity
  - Low computational & communication complexity

- Implementations and experiments
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y = F_k(x)
\]

Any \( t \) valid responses can recover \( y \).

\( k \) is hidden to the client.
\( x \) is hidden to the servers.
Any \( t - 1 \) key shares cannot recover the key or compute \( F_k(x) \).
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Diagram shows a flow of information from a laptop to a series of database entries labeled with Username and y.
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Diagram:
- A laptop labeled with $x = \text{(Username, Password)}$
- Multiple output nodes labeled with $\text{Username, y}$
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## Experiment

<table>
<thead>
<tr>
<th>(n, t)</th>
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<th>(3,2)</th>
<th>(3,3)</th>
<th>(6,2)</th>
<th>(6,3)</th>
<th>(6,6)</th>
<th>(10,2)</th>
<th>(10,5)</th>
<th>(10,10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>0.1</td>
<td>1.3</td>
<td>1.3</td>
<td>1.6</td>
<td>1.3</td>
<td>1.6</td>
<td>2.7</td>
<td>1.3</td>
<td>2.3</td>
<td>4.1</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>11.3</td>
<td>14.5</td>
<td>14.5</td>
<td>15.0</td>
<td>14.6</td>
<td>15.1</td>
<td>18.6</td>
<td>14.5</td>
<td>16.8</td>
<td>22.6</td>
</tr>
</tbody>
</table>
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We showed public key operations are theoretically necessary to achieve our goal.

<table>
<thead>
<tr>
<th>(n, t)</th>
<th>plain</th>
<th>(2,2)</th>
<th>(3,2)</th>
<th>(3,3)</th>
<th>(6,2)</th>
<th>(6,3)</th>
<th>(6,6)</th>
<th>(10,2)</th>
<th>(10,5)</th>
<th>(10,10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>0.1</td>
<td>1.3</td>
<td>1.3</td>
<td>1.6</td>
<td>1.3</td>
<td>1.6</td>
<td>2.7</td>
<td>1.3</td>
<td>2.3</td>
<td>4.1</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>11.3</td>
<td>14.5</td>
<td>14.5</td>
<td>15.0</td>
<td>14.6</td>
<td>15.1</td>
<td>18.6</td>
<td>14.5</td>
<td>16.8</td>
<td>22.6</td>
</tr>
</tbody>
</table>

Token request performance (ms) for an average of 10,000 token requests

LAN network: 10Gbps, 0.1ms RTT latency
## Experiment

<table>
<thead>
<tr>
<th>(n, t)</th>
<th>plain</th>
<th>(2,2)</th>
<th>(3,2)</th>
<th>(3,3)</th>
<th>(6,2)</th>
<th>(6,3)</th>
<th>(6,6)</th>
<th>(10,2)</th>
<th>(10,5)</th>
<th>(10,10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>80.2</td>
<td>81.4</td>
<td>81.4</td>
<td>81.7</td>
<td>81.4</td>
<td>81.7</td>
<td>82.7</td>
<td>81.4</td>
<td>82.4</td>
<td>84.2</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>80.4</td>
<td>81.8</td>
<td>81.8</td>
<td>82.2</td>
<td>81.8</td>
<td>82.2</td>
<td>83.6</td>
<td>81.9</td>
<td>83.1</td>
<td>85.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>80.4</td>
<td>81.8</td>
<td>81.8</td>
<td>82.2</td>
<td>81.8</td>
<td>82.2</td>
<td>83.6</td>
<td>81.9</td>
<td>83.1</td>
<td>85.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>91.3</td>
<td>94.6</td>
<td>94.6</td>
<td>95.0</td>
<td>94.6</td>
<td>95.3</td>
<td>98.6</td>
<td>94.5</td>
<td>96.9</td>
<td>102.8</td>
</tr>
</tbody>
</table>

Token request performance (ms) for an average of 10,000 token requests

**WAN network**: 40Mbps, 80ms RTT latency
## Experiment

<table>
<thead>
<tr>
<th>(n, t)</th>
<th>plain</th>
<th>(2,2)</th>
<th>(3,2)</th>
<th>(3,3)</th>
<th>(6,2)</th>
<th>(6,3)</th>
<th>(6,6)</th>
<th>(10,2)</th>
<th>(10,5)</th>
<th>(10,10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>80.2</td>
<td>81.4</td>
<td>81.4</td>
<td>81.7</td>
<td>81.4</td>
<td>81.7</td>
<td>82.7</td>
<td>81.4</td>
<td>82.4</td>
<td>84.2</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>80.4</td>
<td>81.8</td>
<td>81.8</td>
<td>82.2</td>
<td>81.8</td>
<td>82.2</td>
<td>83.6</td>
<td>81.9</td>
<td>83.1</td>
<td>85.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>80.4</td>
<td>81.8</td>
<td>81.8</td>
<td>82.2</td>
<td>81.8</td>
<td>82.2</td>
<td>83.6</td>
<td>81.9</td>
<td>83.1</td>
<td>85.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>91.3</td>
<td>94.6</td>
<td>94.6</td>
<td>95.0</td>
<td>94.6</td>
<td>95.3</td>
<td>98.6</td>
<td>94.5</td>
<td>96.9</td>
<td>102.8</td>
</tr>
</tbody>
</table>

Token request performance (ms) for an average of 10,000 token requests

**WAN network**: 40Mbps, 80ms RTT latency
<table>
<thead>
<tr>
<th>(n, t)</th>
<th>plain</th>
<th>(2,2)</th>
<th>(3,2)</th>
<th>(3,3)</th>
<th>(6,2)</th>
<th>(6,3)</th>
<th>(6,6)</th>
<th>(10,2)</th>
<th>(10,5)</th>
<th>(10,10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>0.1</td>
<td>1.3</td>
<td>1.3</td>
<td>1.6</td>
<td>1.3</td>
<td>1.6</td>
<td>2.7</td>
<td>1.3</td>
<td>2.3</td>
<td>4.1</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>11.3</td>
<td>14.5</td>
<td>14.5</td>
<td>15.0</td>
<td>14.6</td>
<td>15.1</td>
<td>18.6</td>
<td>14.5</td>
<td>16.8</td>
<td>22.6</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>(n, t)</th>
<th>plain</th>
<th>(2,2)</th>
<th>(3,2)</th>
<th>(3,3)</th>
<th>(6,2)</th>
<th>(6,3)</th>
<th>(6,6)</th>
<th>(10,2)</th>
<th>(10,5)</th>
<th>(10,10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>80.2</td>
<td>81.4</td>
<td>81.4</td>
<td>81.7</td>
<td>81.4</td>
<td>81.7</td>
<td>82.7</td>
<td>81.4</td>
<td>82.4</td>
<td>84.2</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>80.4</td>
<td>81.8</td>
<td>81.8</td>
<td>82.2</td>
<td>81.8</td>
<td>82.2</td>
<td>83.6</td>
<td>81.9</td>
<td>83.1</td>
<td>85.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>80.4</td>
<td>81.8</td>
<td>81.8</td>
<td>82.2</td>
<td>81.8</td>
<td>82.2</td>
<td>83.6</td>
<td>81.9</td>
<td>83.1</td>
<td>85.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>91.3</td>
<td>94.6</td>
<td>94.6</td>
<td>95.0</td>
<td>94.6</td>
<td>95.3</td>
<td>98.6</td>
<td>94.5</td>
<td>96.9</td>
<td>102.8</td>
</tr>
<tr>
<td>(n, t)</td>
<td>plain</td>
<td>(2,2)</td>
<td>(3,2)</td>
<td>(3,3)</td>
<td>(6,2)</td>
<td>(6,3)</td>
<td>(6,6)</td>
<td>(10,2)</td>
<td>(10,5)</td>
<td>(10,10)</td>
</tr>
<tr>
<td>----------</td>
<td>-------</td>
<td>-------</td>
<td>-------</td>
<td>-------</td>
<td>-------</td>
<td>-------</td>
<td>-------</td>
<td>--------</td>
<td>--------</td>
<td>---------</td>
</tr>
<tr>
<td>Sym-MAC</td>
<td>0.1</td>
<td>1.3</td>
<td>1.3</td>
<td>1.6</td>
<td>1.3</td>
<td>1.6</td>
<td>2.7</td>
<td>1.3</td>
<td>2.3</td>
<td>4.1</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>0.4</td>
<td>1.7</td>
<td>1.7</td>
<td>2.1</td>
<td>1.7</td>
<td>2.1</td>
<td>3.5</td>
<td>1.7</td>
<td>3.0</td>
<td>5.4</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>11.3</td>
<td>14.5</td>
<td>14.5</td>
<td>15.0</td>
<td>14.6</td>
<td>15.1</td>
<td>18.6</td>
<td>14.5</td>
<td>16.8</td>
<td>22.6</td>
</tr>
</tbody>
</table>

Our round complexity is optimal!
# Time Breakdown

<table>
<thead>
<tr>
<th></th>
<th>plain</th>
<th>(10,2)</th>
<th>Server</th>
<th>Client</th>
<th>(10,6)</th>
<th>Server</th>
<th>Client</th>
<th>(10,10)</th>
<th>Server</th>
<th>Client</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sym-MAC</td>
<td>0.1</td>
<td>1.3</td>
<td>0.2</td>
<td>1.0</td>
<td>2.7</td>
<td>0.2</td>
<td>2.3</td>
<td>4.1</td>
<td>0.2</td>
<td>3.7</td>
</tr>
<tr>
<td>Public-MAC</td>
<td>0.4</td>
<td>1.7</td>
<td>0.4</td>
<td>1.2</td>
<td>3.5</td>
<td>0.4</td>
<td>2.9</td>
<td>5.4</td>
<td>0.4</td>
<td>4.6</td>
</tr>
<tr>
<td>Pairing-Sig</td>
<td>0.4</td>
<td>1.7</td>
<td>0.4</td>
<td>1.2</td>
<td>3.5</td>
<td>0.4</td>
<td>2.9</td>
<td>5.4</td>
<td>0.4</td>
<td>4.6</td>
</tr>
<tr>
<td>RSA-Sig</td>
<td>11.3</td>
<td>14.5</td>
<td>11.4</td>
<td>3.0</td>
<td>18.5</td>
<td>11.5</td>
<td>6.8</td>
<td>22.6</td>
<td>11.5</td>
<td>10.7</td>
</tr>
</tbody>
</table>

Token request performance (ms) for an average of 10,000 token requests

**LAN network:** 10Gbps, 0.1ms RTT latency
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Summary

• What problem is PASTA trying to solve?
  • Password-based threshold authentication
  • Protect both secret key and passwords

• How does PASTA work?
  • Generic construction from NITTG + TOPRF
  • Framework for various types of tokens

• Is it practical?
Request for Token – A Fix

Input: \( x = (\text{Username, Password}) \)

\[ y \]

\( k_1, k_2, k_3, k_4, k_5 \)

Any \( t \) valid responses can recover the token.

Any \( t - 1 \) servers cannot recover the password (by offline attack) or forge a token?