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CHAPTER 1

SCIENTIFIC GOALS

With the prevailing usage of hidden Markov models (HMMs), rapid progress in automatic speech recognition (ASR) has been witnessed in the last two decades. Usually, HMM parameters are estimated by the traditional maximum likelihood estimation (MLE) method. MLE is known to be optimal for density estimation, but it often does not lead to minimum recognition error, which is the goal of ASR. As a remedy, several discriminative training (DT) methods have been proposed in recent years to boost ASR system accuracy. Typical methods are maximum mutual information estimation (MMIE) [6], [92], [118]; minimum classification error (MCE) [48], [83], [107]; and minimum word/phone error (MWE/MPE) [101]. MMIE training separates different classes by maximizing approximate posterior probabilities. On the other hand, MCE directly minimizes approximate string errors, while MWE/MPE attempts to optimize approximate word and phone error rates. If the acoustic conditions in the testing set match well with those in the training set, these DT algorithms usually achieve very good performance when tested. However, such a good match cannot always be expected for most practical recognition conditions. To avoid the problem of over-fitting on the training set, regularization is achieved by using “I-smoothing” [101] in MMIE and MWE/MPE, while MCE exploits a smoothing parameter in a sigmoid function for regularization [84], [85].

According to statistical learning theory [119], a test risk is bounded by the summation of two terms: an empirical risk (i.e., the risk on the training set) and a generalization function. The power to deal with possible mismatches between the training and testing conditions can often be measured by the generalization function. In particular, large margin learning frameworks, such as support vector machines (SVMs) [11], have demonstrated superior generalization abilities over other conventional classifiers. By securing a margin from the decision boundary to the nearest training sample, a correct decision can still be
made if the mismatched testing sample falls within a tolerance region around the original training sample defined by the margin. The idea of SVMs is explored widely in speech research. Different kinds of kernels are employed in the area of speaker recognition, such as the work in [12], [79]. However, this kind of work cannot be easily incorporated into ASR because it is hard to combine with HMMs. SVMs were also used in the framework of landmark-based speech detection [46]; however this framework is not widely used because it deviates from the HMM paradigm. Some technologies (e.g., [26], [117]) loosely couple SVMs with HMMs by using SVMs instead of Gaussian mixture models (GMMs) as the state observation density of HMMs. These frameworks do not take full advantage of SVMs to get better generalization with a larger margin. A combination of SVMs and HMMs, called HM-SVMs, was explored in [3] with discrete distributions, but it is far from being a solution to the state-of-the-art ASR systems, whose state distributions are usually continuous densities. Moreover, like SVMs, HM-SVMs work on the problem of finding the optimal projection matrix. HM-SVMs differ from SVMs in that the observations of HM-SVMs are sequences instead of discrete samples. Therefore, HMMs are used to model the hidden state of the sequences in HM-SVMs. Obviously, HM-SVMs are too simple to solve the ASR problem.

Adopting the concept of enhancing margin separation, large margin estimation (LME) [45], [73] and its variant, large relative margin estimation (LRME) [77], of HMMs have been proposed. In essence, LME and LRME update models only with accurately classified samples. However, it is well known that misclassified samples are also critical for classifier learning. Recently, LRME was modified [78] to consider all of the training samples, especially to move the most incorrectly classified sample toward the direction of correct decision. However, this modification makes the algorithm vulnerable to outliers, and the idea of margin is not very meaningful. In [111], a large margin algorithm for learning GMMs was proposed, but makes some approximations to use GMMs instead of HMMs. More recently, the work of [111] was extended to deal with HMMs in [112] by summing
the differences of Mahalanobis distances [21] between the models in the correct and competing strings and comparing the result with a Hamming distance. It is not clear whether it is suitable to directly compare the Hamming distance (the number of different labels of two strings) with the difference of Mahalanobis distance, which is the distance of two Gaussian models given an observation.

The research to integrate margin into ASR is still in its initial stage. The above-mentioned margin-based methods cannot be considered as perfect solutions. They were only reported to be successful in specified ASR tasks. For example, no report from those methods was given for the success on large vocabulary continuous speech recognition (LVCSR) tasks. The success on LVCSR tasks should be an important criterion to evaluate new ASR training methods. A new margin-based method with discriminative power and generalization ability should be designed to work well in different application situations.

The objective of this proposed research is to design a discriminative training method that makes direct use of the successful ideas of soft margin in support vector machines to improve generalization capability and decision feedback learning in discriminative training to enhance model separation in classifier design. The proposed method is called soft margin estimation (SME). This method will be demonstrated successfully on different kinds of tasks, such as spoken language recognition tasks and ASR tasks. SME will also be shown to outperform popular discriminative training methods not only on small ASR tasks but also on challenging ASR tasks, such as noisy ASR tasks and LVCSR tasks.

The research issues surrounding SME are to:

- Build a framework of SME from statistical learning theory. Formulate SME by designing unique separation measures, loss functions, and final optimization target functions.
- Work out different solutions for SME.
• Investigate SME for Gaussian mixture models in applications such as language identification.

• Investigate SME for hidden Markov models in ASR applications.
  – Initiate the theoretical work of SME on small ASR tasks.
  – Apply SME to LVCSR tasks.
  – Apply SME to robust speech recognition tasks.
  – Extend SME to joint optimization of HMM parameters and acoustic features.

To build the framework of SME from statistical learning theory, the famous test risk bound from Vapnik [119] needs to be studied. The object function of SME will be designed to reflect the essence of that bound.

Different solutions need to be worked out for SME. The generalized probabilistic descent (GPD) [50] is a convenient method to optimize parameters in relatively small tasks. In contrast, the extended Baum-Welch (EBW) algorithm [91] is a popular algorithm for LVCSR tasks. Both methods will be employed to solve the optimization problem for SME.

SME is targeted as a generalized machine learning method. Therefore, different kinds of applications will be explored. SME also needs to work with different kinds of models. The most popular models in the area of speech research are GMMs and HMMs. SME will be used to boost the performance of a language identification system, which uses GMMs as underlying models.

The major research in this study is to use SME to improve the discrimination and generalization of HMMs. The whole framework of SME will first be built and tested on relatively small tasks, such as TIDIGITS [61]. To be a discriminative training method with great influence, SME needs to be applied to LVCSR tasks.

SME is proposed to have a nice property of generalization. To test this property, SME will be applied to robust speech recognition, where there is a mismatch between the training and testing conditions.
Feature extraction is an important component in ASR systems. Most current ASR systems use Mel-frequency cepstrum coefficients (MFCCs) [16] as their standard input acoustic features, but MFCCs may not be optimal for all ASR tasks. SME will be extended to get optimal acoustic features and HMM parameters jointly.

This dissertation will be organized as follows. In Chapter 2, a very rough overview of ASR is first given. Then, two topics related with this dissertation are discussed. The first is conventional discriminative training methods in ASR. The second is statistical learning theory and previous margin-based methods. Chapter 3 presents the formulation of the proposed SME method, gives its solution, compares with other margin-based methods, and tests it on a connected-digit task and a spoken language recognition task. Chapter 4 extends SME to get optimal acoustic features and HMM parameters jointly. Chapter 5 discusses the generalization issue of discriminative training methods on a noise-robust ASR task. Chapter 6 tries to link the margin in SME with HMM parameters. Chapter 7 works on how to apply SME to LVCSR tasks. The EBW algorithm, the most widely used optimization method on LVCSR tasks, is adopted, comparing to the GPD method used in previous chapters. Different formulations of SME are studied and compared comprehensively with the popular discriminative training methods in ASR. Chapter 8 concludes the study of this dissertation.
CHAPTER 2
BACKGROUND

In this chapter, we first give a brief overview of automatic speech recognition (ASR) technology. Conventional discriminative training methods and the optimization methods are described. Then, we show that there is a gap between the empirical risk and the test risk. The theory of statistical learning explains this gap and gives insight into current state-of-the-art HMM learning algorithms for designing ASR systems. Two margin-based ASR algorithms are discussed.

2.1 Background of automatic speech recognition

The research of automatic speech recognition (ASR) has been developed for several decades [38], [42], [58], [104]. The goal of ASR is to get a word sequence $W$, given the spoken speech signal $O$. This is a decision problem, and can be formulated as a well-known maximum a posteriori problem:

$$\hat{W} = \arg \max_W P_\Lambda(W)P_\Gamma(O|W),$$

(2.1)

where $P(O|W)$ is the acoustic model (AM) likelihood and $P(W)$ is the language model (LM) probability. They are characterized by the AM parameter, $\Lambda$, and the LM parameter, $\Gamma$. The state of the art ASR systems usually use the framework in Figure 2.1. The speech signal is first processed by the feature extraction module to get the acoustic feature. The feature extraction module is often referred as the front end of ASR systems. The acoustic feature will be passed to acoustic model and language model to compute the likelihood score. The output is a word sequence with the largest probability from AM and LM. The combination of AM and LM are usually referred as the back end of ASR systems.

Given a training set, we can estimate the AM parameter, $\hat{\Lambda}$, and the LM parameter, $\hat{\Gamma}$. Then these estimated parameters are plugged into the maximum a posteriori decision
process as:

\[
\hat{W} = \arg \max_W P_{\Lambda}(W)P_{\Gamma}(O|W). \tag{2.2}
\]

2.1.1 Feature Extraction

The most widely used acoustic features are Mel-frequency cepstrum coefficients (MFCCs) [16] and perceptual linear prediction (PLP) [34]. Both features are perceptually motivated representations and have been used successfully in most ASR systems. However, if the training and testing conditions are severely mismatched, these features cannot work well. Therefore, feature-domain methods are proposed to enhance the distorted speech with advanced signal processing methods on noise-robust ASR tasks. Spectral subtraction (SS) [10] is widely used as a simple technique to reduce additive noise in the spectral domain. Cepstral Mean Normalization (CMN) [5] removes the mean vector in the acoustic features of the utterance in order to reduce or eliminate the convolutive channel effect. As an extension to CMN, Cepstral Variance Normalization (CVN) [86] also adjusts the feature variance to improve ASR robustness. Relative spectra (RASTA) [35] employs a long span of speech signals in order to remove or reduce the acoustic distortion. All these traditional feature-domain methods are relatively simple, and are shown to have achieved medium-level distortion reduction. In recent years, new feature-domain methods have been proposed using more advanced signal processing techniques to achieve more significant performance improvement in noise-robustness ASR tasks than the traditional methods. Examples include feature space non-linear transformation techniques [86],[94], the ETSI advanced front end (AFE) [82], and stereo-based piecewise linear compensation for environments (SPLICE) [17].
2.1.2 Language Modeling

Language model provides a way to estimate the probability of a possible word sequence. In current large vocabulary continue speech recognition (LVCSR) systems, the overwhelming language model technology is still the n-gram language model. The kernel issue for n-gram language model is how to deal with data sparseness. The general technology is smoothing, which is widely used in these years’ LVCSR systems (e.g., [116], [52]). The popular smoothing algorithms are deleted interpolation smoothing [43], Katz smoothing [51], Witten-Bell smoothing [120], and Kneser-Ney smoothing [53]. According to [14], Kneser-Ney smoothing works better than other classical smoothing method because of its unique back-off distribution where a fixed discount was subtracted from each nonzero count. In [14], detailed comparison of different smoothing methods was given and modified Kneser-Ney smoothing was proposed and outperformed all other smoothing methods.

2.1.3 Acoustic Modeling

Acoustic model is used to characterize the likelihood of acoustic feature with respect to (w.r.t.) the underlying word sequence. The research in ASR has been fast developed since hidden Markov models (HMMs) were introduced [47], [102]. HMMs gracefully handle the dynamic time evolution of speech signals and characterize it as a parametric random process. HMMs are now used in most of the state of the art ASR systems. According to how the acoustic emission probabilities are modeled for the HMMs’ state, we can have discrete HMMs [76], semi-continuous HMMs [39], and continuous HMMs [62]. For the continuous output density, the most popular used one is Gaussian mixture model (GMM), in which the state output density is:

\[ P_\Lambda(o) = \sum_i c_i N(o; \mu_i, \sigma_i^2), \]  

(2.3)

where \( N(o; \mu_i, \sigma_i^2) \) is a Gaussian with mean \( \mu_i \) and variance \( \sigma_i^2 \), and \( c_i \) is the weight for the \( i \)-th Gaussian component. Three fundamental problems of HMMs are probability evaluation, determination of the best state sequence, and parameter estimation [102]. The probability
evaluation can be realized easily with the forward algorithm [102].

The determination of the best state sequence is often referred as a decoding or search process. Viterbi search [87] and $A^*$ search [96] are two major search algorithms. Search is an important issue for implementing LVCSR in realtime. A lot of methods have been proposed for fast decoding, such as beam search [89], lexical tree [88], factored language model probabilities [2], language model look-ahead [93], fast likelihood computation [9], and multi-pass search [109].

The parameter estimation in ASR is solved with the well-known maximum likelihood estimation (MLE) [19] using a forward-backward procedure [103]. The quality of acoustic model is the most important issue for ASR.

MLE is known to be optimal for density estimation, but it often does not lead to minimum recognition error, which is the goal of ASR. As a remedy, several discriminative training (DT) methods have been proposed in recent years to boost ASR system accuracy. Typical methods are maximum mutual information estimation (MMIE) [6], [92], [118]; minimum classification error (MCE) [48], [83], [107]; and minimum word/phone error (MWE/MPE) [101]. These methods will be discussed in the next section.

Model adaptation is another important research issue for acoustic modeling. Adaptation is used to modify the original trained model to fit a new speaker, style, or environment. Maximum likelihood linear regression (MLLR) [59] and maximum a posteriori adaptation (MAP) [29] are two most popular adaptation methods for speaker adaptation. Both adaptation methods have some variants. For example, constrained MLLR considers the transformation of variance matrices [24]. Structural MAP uses a hierarchical tree to automatically allocate adaptation data [113]. MLLR-MAP combines the advantage of MLLR and MAP together [115]. Speaker adaptive training (SAT) [4] is proposed to extend MLLR with better generative models. For environment adaptation, in addition to MLLR and MAP, parallel model combination (PMC) [25] and joint compensation of additive and convolutive distortions (JAC) with vector Taylor series (VTS) approximation [1], [31], [64] are widely
used.

2.2 Conventional Discriminative Training

As stated in [49], modern ASR can be viewed with a communication-theoretic formulation. Because of lots of variations in the generation process for the speech signal $O$, we do not know what the real forms of $P(O|W)$ and $P(W)$ are. We also cannot have an explicit knowledge of the AM parameter $\Lambda$ and LM parameter $\Gamma$. Therefore, the estimated parameters used in the plug-in decision process (Eq. (2.2)) may not be optimal for ASR. We need better models for the purpose of recognition. Discriminative training were then proposed to get better models. Typical methods are maximum mutual information estimation (MMIE) [6], [92], [118]; minimum classification error (MCE) [48], [83], [107]; and minimum word/phone error (MWE/MPE) [101].

2.2.1 Maximum Mutual Information Estimation (MMIE)

MMIE training separates different classes by maximizing approximate posterior probabilities. It maximizes the following objective function:

$$
\sum_{i=1}^{N} \log \frac{P_{\Lambda}(O_{i}|S_{i})P(S_{i})}{\sum_{\hat{S}_{i}} P_{\Lambda}(O_{i}|\hat{S}_{i})P(\hat{S}_{i})},
$$

(2.4)

where $S_{i}$ is the correct transcription and $\hat{S}_{i}$ is the possible string sequence for utterance $O_{i}$ (may include the correct string). $P_{\Lambda}(O_{i}|\hat{S}_{i})$ (or $P_{\Lambda}(O_{i}|S_{i})$) and $P(\hat{S}_{i})$ (or $P(S_{i})$) are acoustic and language model scores, respectively. When used on LVCSR tasks, a probability scale is usually applied to get better generalization [122]. This is also applied to other discriminative training methods on LVCSR tasks.

2.2.2 Minimum Classification Error (MCE)

MCE directly minimizes approximate string errors. It defines the likelihood function for class $i$ as

$$
g_{i}(O_{i}, \Lambda) = \log P_{\Lambda}(O_{i}|S_{i}).
$$

(2.5)
A misclassification measure is then defined to separate the correct class from the competing classes [48]:

$$d_i(O_i, \Lambda) = -g_i(O_i, \Lambda) + \log \left[ \frac{1}{N-1} \sum_{j \neq i} \exp g_j(O_i, \Lambda) \eta \right]^{1/\eta}. \quad (2.6)$$

The misclassification measure can also be defined by taking into account the language model probability [81]:

$$d_i(O_i, \Lambda) = \sum_{i=1}^{N} \log \frac{P(\Lambda | S_i) P(S_i)}{\sum_{\hat{S}_i} P(\Lambda | \hat{S}_i) P(\hat{S}_i)}. \quad (2.7)$$

Then, the misclassification measure is embedded into a sigmoid function:

$$\frac{1}{1 + \exp(-\gamma d_i(O_i, \Lambda) + \theta)}. \quad (2.8)$$

$\gamma$ and $\theta$ are parameters for a sigmoid function. Eq. (2.8) can be considered as a smoothed count for the number of misclassification utterance. This is because if an utterance is misclassified, Eq.(2.7) will have a positive value, resulting a value around 1 for Eq. (2.8). In contrast, a correct classified utterance will get a value around 0 for Eq. (2.8).

MCE can also be applied to optimize acoustic feature. For example, the cepstral lifter is optimized with MCE in [8].

It should be noted that the smoothed 0-1 count in Eq. (2.8) is very attractive. The same idea can be applied not only to speech recognition, but also to all kinds of applications (e.g., minimum verification error [105], maximal figure-of-merit [27], minimize call routing error [56], and discriminative language model training [55]) by mapping the target discrete count with a smoothed function of system parameters. This nice property is not easy got from MMIE or MPE.

### 2.2.3 Minimum Word/Phone Error (MWE/MPE)

MWE/MPE attempt to optimize approximate word and phone error rates. This is directly related with the target of ASR. Therefore, MWE/MPE have achieved great success in recent years. As a result, several variations have been proposed recently, such as minimum divergence training [20] and minimum phone frame error training [127].
The objective function of MPE is:

\[
\sum_{i=1}^{N} \frac{\sum_{j} P_{\Lambda}(O_{i} | \hat{S}_{i}) P(\hat{S}_{i}) \text{RawPhoneAccuracy}(\hat{S}_{i})}{\sum_{j} P_{\Lambda}(O_{i} | \hat{S}_{i}) P(\hat{S}_{i})},
\]

(2.9)

where \(\text{RawPhoneAccuracy}(\hat{S}_{i})\) is the phone accuracy of the string \(\hat{S}_{i}\) comparing with the ground truth \(S_{i}\). For MWE, \(\text{RawWordAccuracy}(\hat{S}_{i})\) is used to replace \(\text{RawPhoneAccuracy}(\hat{S}_{i})\) in Eq. (2.9).

As an extension of MPE, feature-space minimum phone error (fMPE) [100] works on how to get the discriminative acoustic feature. The acoustic feature is modified online with an offset:

\[
\hat{O}_{t} = O_{t} + Wh_{t},
\]

(2.10)

where \(O_{t}\) is the original low-dimension acoustic feature, and \(W\) is a big matrix to project the high-dimension feature \(h_{t}\) to the low-dimension space. \(h_{t}\) is got by computing the posterior probabilities of each Gaussian in the system. Eq. (2.10) is then plugged into the framework of MPE for optimization. This method has achieved great success and shares a similar idea with SPLICE [17], [18], which is a successful method for robust speech recognition.

### 2.2.4 Gradient-Based Optimization

Gradient-based optimization methods are widely in MCE, and also was used in MMIE during its early developing stage. The most popular one is the generalized probabilistic descent (GPD) algorithm [50], which has a nice convergence property. The GPD algorithm takes the first-order derivative of the loss function \(L\) w.r.t. the model parameter \(\Lambda\), and update the model parameter iteratively:

\[
\Lambda_{t+1} = \Lambda_{t} - \eta_{t}\nabla L|_{\Lambda=\Lambda_{t}}.
\]

(2.11)

Since the loss function \(L\) can be expressed as a function of the misclassification measure in Eq. (2.7), which is in turn a function of the density function, the key of Eq. (2.11) is to compute the derivative of the density function. Suppose we are using GMM as the density
function for state $j$:
\[ b_j(o) = \sum_k c_{jk} N(o; \mu_{jk}, \sigma_{jk}^2). \quad (2.12) \]

Then the following formulations for the derivatives w.r.t. mean and variance parameters are listed according to [48]. We will use them in the GPD optimization from Chapter 3 to Chapter 6.

For the $l$-th dimension of mean $\mu_{jk}$ and variance $\sigma_{jk}^2$, the following parameter transformation is used to keep the original parameter relationship intact after the parameter update.

\[ \mu_{jkl} \rightarrow \tilde{\mu}_{jkl} = \frac{\mu_{jkl}}{\sigma_{jkl}} \quad (2.13) \]
\[ \sigma_{jkl} \rightarrow \tilde{\sigma}_{jkl} = \log \sigma_{jkl} \quad (2.14) \]

The derivatives are:
\[ \frac{\partial \log b_j(o)}{\partial \tilde{\mu}_{jkl}} = c_{jk} N(o; \mu_{jk}, \sigma_{jk}^2)(b_j(o))^{-1} \left( \frac{o_l - \mu_{jkl}}{\sigma_{jkl}} \right), \quad (2.15) \]
and
\[ \frac{\partial \log b_j(o)}{\partial \tilde{\sigma}_{jkl}} = c_{jk} N(o; \mu_{jk}, \sigma_{jk}^2)(b_j(o))^{-1} \left[ \left( \frac{o_l - \mu_{jkl}}{\sigma_{jkl}} \right)^2 - 1 \right]. \quad (2.16) \]

GPD is a first-order gradient method, which is slow in convergence [90]. There is an attempt to use second-order gradient methods (the family of Newton method) for MCE training [83]. The original Newton method for parameter update is [90]:
\[ \Lambda_{t+1} = \Lambda_t - (\nabla^2 L)^{-1} \nabla L|_{\Lambda=\Lambda_t}. \quad (2.17) \]

$\nabla^2 L$ is called a Hessian matrix, and is hard to compute and store. All kinds of approximations are made to approximate $\nabla^2 L$ with reasonable computation efforts. One popular method is Quickprop [83], which uses an approximated diagonal Hessian matrix. For a scalar parameter $\lambda$ (e.g., $\mu_{jkl}$), the approximation is made as:
\[ \frac{\partial^2 L}{\partial \lambda^2} \bigg|_{\lambda=\lambda_t} \approx \frac{\frac{\partial L}{\partial \lambda} \big|_{\lambda=\lambda_t} - \frac{\partial L}{\partial \lambda} \big|_{\lambda=\lambda_{t-1}}}{\lambda_t - \lambda_{t-1}}. \quad (2.18) \]
Since the output in Eq. (2.18) may be negative, Eq. (2.17) is modified to ensure the second order components are positive by adding an positive offset:

$$\Lambda_{t+1} = \Lambda_t - [(\nabla^2 L)^{-1} + \epsilon] \nabla L \big|_{\Lambda=\Lambda_t}. \quad (2.19)$$

In [83], other second (e.g., Rprop) order optimization methods are also used for MCE training. Compared with GPD and Rprop, Quickprop showed better performance in [83].

### 2.2.5 Extended Baum-Welch (EBW) Algorithm

EBW is now the most popular optimization methods for discriminative training on LVCSR tasks. It can be applied to MMIE, MCE, and MPE/MWE training. It use an easily-optimized weak-sense auxiliary function to replace the original target function, and optimize this weak-sense auxiliary function. In LVCSR training, there are two lattices, one is called numerator lattice, which is for the correct transcription. The other is denominator lattice, which has all the decoded strings. Forward-backward method is used to get occupancy probabilities for arcs within the lattices. EBW is then used to optimize a function of the separation between the likelihood of the numerator lattice and the likelihood of the denominator lattice [99].

Following [99], the update formulas for the $k$-th Gaussian component of the $j$-th state for MMIE are:

$$\mu_{jk} = \frac{\theta_{jk}^{num}(O) - \theta_{jk}^{len}(O) + D_{jk} \mu'_{jk}}{\gamma_{jk}^{num} - \gamma_{jk}^{len} + D_{jk}}$$

$$\sigma^2_{jk} = \frac{\theta_{jk}^{num}(O^2) - \theta_{jk}^{len}(O^2) + D_{jk}(\sigma^2_{jk} + \mu^2_{jk})}{\gamma_{jk}^{num} - \gamma_{jk}^{len} + D_{jk}} - \mu^2_{jk}, \quad (2.21)$$

where

$$\gamma_{jk}^{num} = \sum_{q=1}^{Q} \sum_{t=s_q}^{e_q} \gamma_{q, jk}^{num}(t) \gamma_{q}^{num} \quad (2.22)$$

$$\theta_{jk}^{num}(O) = \sum_{q=1}^{Q} \sum_{t=s_q}^{e_q} \gamma_{q, jk}^{num}(t) \gamma_{q}^{num} O(t) \quad (2.23)$$

$$\theta_{jk}^{num}(O^2) = \sum_{q=1}^{Q} \sum_{t=s_q}^{e_q} \gamma_{q, jk}^{num}(t) \gamma_{q}^{num} O(t)^2. \quad (2.24)$$
$D_{jk}$ is a Gaussian dependent constant, decided by a routine described in [99]. $\gamma_{q,jk}^{num}(t)$ is the within-arc probability at time $t$, $\gamma_{q}^{num}$ is the occupation probability of arc $q$ in the numerator lattice. $s_q$ and $e_q$ are the starting and ending times of arc $q$. Similar formulations are for the statistics in the denominator lattice.

EBW can also be applied for MCE [107] and MWE/MPE [99] training. The recent 3.4 version of HTK [125] provides the implementation of MMIE and MWE/MPE using EBW. Chapter 7 will also use EBW for optimization on a LVCSR task.

2.3 Empirical Risk

The purpose of classification and recognition is usually to minimize classification errors on a representative testing set by constructing a classifier $f$ (modeled by the parameter set $\Lambda$) based on a set of training samples $(x_1,y_1)...(x_N,y_N) \in X \times Y$. $X$ is the observation space, $Y$ is the label space, and $N$ is the number of training samples. We do not know exactly what the property of testing samples is and can only assume that the training and testing samples are independently and identically distributed from some distribution $P(x,y)$. Therefore, we want to minimize the expected classification risk:

$$R(\Lambda) = \int_{X \times Y} l(x,y, f_\Lambda(x,y)) dP(x,y). \quad (2.25)$$

$l(x,y, f_\Lambda(x,y))$ is a loss function. There is no explicit knowledge of the underlying distribution $P(x,y)$. It is convenient to assume that there is a density $p(x,y)$ corresponding to the distribution $P(x,y)$ and replace $\int dP(x,y)$ with $\int p(x,y) dx dy$. Then, $p(x,y)$ can be approximated with the empirical density as

$$p_{emp}(x,y) = \frac{1}{N} \sum_{i=1}^{N} \delta(x,x_i)\delta(y,y_i), \quad (2.26)$$
Table 2.1. Discriminative training target function and loss function

<table>
<thead>
<tr>
<th>Optimization Object</th>
<th>Loss Function $l$</th>
</tr>
</thead>
<tbody>
<tr>
<td>MMIE</td>
<td>$\max_{\Lambda} \frac{1}{N} \sum_{i=1}^{N} \log \frac{P_{\Lambda}(O_i</td>
</tr>
<tr>
<td>MCE</td>
<td>$\min_{\Lambda} \frac{1}{N} \sum_{i=1}^{N} \frac{1}{1+\exp(-y d(O_i,\Lambda)+\theta)}$ [\frac{1}{1+\exp(-y d(O_i,\Lambda)+\theta)}]</td>
</tr>
<tr>
<td>MPE</td>
<td>$\max_{\Lambda} \frac{1}{N} \sum_{i=1}^{N} \frac{\sum_{j} P_{\Lambda}(O_i</td>
</tr>
</tbody>
</table>

where $\delta(x,x_i)$ is the Kronecker delta function. Finally, the empirical risk is minimized instead of the intractable expected risk:

$$R_{\text{emp}}(\Lambda) = \int_{x,y} l(x,y,f_{\Lambda}(x,y))p_{\text{emp}}(x,y)dx\,dy = \frac{1}{N} \sum_{i=1}^{N} l(x_i,y_i,f_{\Lambda}(x_i,y_i)), \quad (2.27)$$

Most learning methods focus on how to minimize this empirical risk. However, as shown above, the empirical risk approximates the expected risk by replacing the underlying density with its corresponding empirical density. Simply minimizing the empirical risk does not necessarily minimize the expected test risk.

In the application of speech recognition, most discriminative training (DT) methods directly minimize the risk on the training set, i.e., the empirical risk, which is defined as

$$R_{\text{emp}}(\Lambda) = \frac{1}{N} \sum_{i=1}^{N} l(O_i,\Lambda), \quad (2.28)$$

where $l(O_i,\Lambda)$ is a loss function for utterance $O_i$, and $N$ is the total number of training utterances. $\Lambda = (\pi, a, b)$ is a parameter set denoting the set of initial state probability, state transition probability, and observation distribution. Table 2.1 lists the optimization objectives and loss functions of MMIE, MCE, and MPE. With these loss functions, these DT methods all attempt to minimize some empirical risks.

### 2.4 Test Risk Bound

The optimal performance of the training set does not guarantee the optimal performance of the testing set. This stems from statistical learning theory [119], which states that with at
least a probability of $1 - \delta$ ($\delta$ is a small positive number) the risk on the testing set (i.e., the test risk) is bounded as follows:

$$R(\Lambda) \leq R_{\text{emp}}(\Lambda) + \sqrt{\frac{1}{N}(VC_{\text{dim}}(\log(\frac{2N}{VC_{\text{dim}}}) + 1) - \log(\frac{\delta}{4})).}$$

(2.29)

$VC_{\text{dim}}$ is the VC dimension that characterizes the complexity of a classifier function group $G$, and means that at least one set of $VC_{\text{dim}}$ (or less) number of samples can be found such that $G$ shatters them. Equation (2.29) shows that the test risk is bounded by the summation of two terms. The first is the empirical risk, and the second is a generalization (regularization) term that is a function of the VC dimension. Although the risk bound is not strictly tight [11], it still gives us insight to explain current technologies in ASR:

- The use of more data: In current large scale large vocabulary continuous speech recognition (LVCSR) tasks, thousands of hours of data may be used to get better performance. This is a simple but effective method. When the amount of data is increased, the empirical risk is usually not changed, but the generalization term decreases as the result of increasing $N$.

- The use of more parameters: With more parameters, the training data will be fit better with reduced empirical risk. However, the generalization term increases at the same time as a result of increasing $VC_{\text{dim}}$. This is because with more parameters, the classification function is more complex and has the ability to shatter more training points. Hence, by using more parameters, there is a potential danger of over-fitting when the empirical error does not drop while the generalization term keeps increasing.

- Most DT methods: DT methods, such as MMIE, MCE, and MWE/MPE in Table 2.1, focus on reducing the empirical risks and do not consider decreasing the generalization term in Eq. (2.29) from the perspective of statistical learning theory. However, these DT methods have other strategies to deal with the problem of over-training. “I-smoothing” [101], used in MMIE and MWE/MPE, makes an interpolation between
the objective functions of MLE and the discriminative methods. The sigmoid function of MCE can be interpreted as the integral of a Parzen kernel [85], helping MCE for regularization. Parzen estimation has the attractive property that it converges when the number of training sample grows to infinity. In contrast, margin-based methods reduce the test risk from the viewpoint of statistical learning theory with the help of Eq. (2.29).

2.5 Margin-based Methods in Automatic Speech Recognition

Inspired by the great success of margin-based classifiers, there is a trend toward incorporating the margin concept into hidden Markov modeling for speech recognition. Several attempts based on margin maximization were proposed recently. There are three major methods. The first method is large margin estimation, proposed by ASR researchers at York university [45], [66], [73], [74]. The second algorithm is large margin hidden Markov models, proposed by computer science researchers at the University of Pennsylvania [111], [112]. The third one is soft margin estimation (SME), proposed by us [65], [66], [68]. Another attempt is to consider the offset in the sigmoid function as a margin to extend minimum classification error (MCE) training of HMMs [126]. In this section, the first two algorithms are introduced. Our proposed method, SME, is discussed in the preliminary research section.

2.5.1 Large Margin Estimation

Motivated by large margin classifiers in machine learning, large margin estimation (LME) is proposed as the first ASR method that strictly uses the spirit of margin and has achieved success on the TIDIGITS task [61]. In this section, LME is briefly introduced.

For a speech utterance \( O_i \), LME defines the multi-class separation margin for \( O_i \):

\[
d(O_i, \Lambda) = p_{\Lambda}(O_i | S_i) - p_{\Lambda}(O_i | \hat{S}_i).
\]

(2.30)
For all utterances in a training set $D$, LME defines a subset of utterances $S$ as:

$$S = \{O_i | O_i \in D \text{ and } 0 \leq d(O_i, \Lambda) \leq \epsilon\},$$

(2.31)

where $\epsilon > 0$ is a preset positive number. $S$ is called a support vector set and each utterance in $S$ is called a support token.

LME estimates the HMM models $\Lambda$ based on the criterion of maximizing the minimum margin of all support tokens as:

$$\tilde{\Lambda} = \arg \max_\Lambda \min_{O_i \in S} d(O_i, \Lambda).$$

(2.32)

With Eq. (2.30), large margin HMMs can be equivalently estimated as follows:

$$\tilde{\Lambda} = \arg \max_\Lambda \min_{O_i \in S} \left[ p_{\Lambda}(O_i | S_{i}) - p_{\Lambda}(O_i | \hat{S}_{i}) \right]$$

(2.33)

The research focus of LME is to use different optimization methods to solve LME. In [73], generalized gradient descent (GPD) [50] is used to estimate $\Lambda$. GPD is widely used in discriminative training, especially in MCE. Constrained joint optimization is applied to LME for the estimation of $\Lambda$ in [71]. By making some approximations, the target function of LME is converted to be convex and $\Lambda$ is got with semi-definite programming (SDP) [7] in [74], [72]. Second order cone programming [124] is used to improve the training speed of LME.

One potential weakness of LME is that it updates models only with accurately classified samples. However, it is well known that misclassified samples are also critical for classifier learning. The support set of LME neglects the misclassified samples, e.g., samples 1, 2, 3, and 4 in Figure 2.2. In this case, the margin obtained by LME is hard to justify as a real margin for generalization. Consequently, LME often needs a very good preliminary estimate from the training set to make the influence of ignoring misclassified samples small. Hence, LME usually uses MCE models as its initial model. The above-mentioned problem has been addressed in [44].
2.5.2 Large Margin Gaussian Mixture Model and Hidden Markov Model

Large margin GMMs (LM-GMMs) are very similar to SVMs, using ellipsoids to model classes instead of using half-spaces. For the simplest case, every class is modeled by a Gaussian. Let $(\mu_c, \Psi_c, \theta_c)$ denote the mean, precision matrix, and scalar offset for class $c$. For any sample $x$, the classification decision is made by choosing the class that has the minimum Mahalanobis distance [21]:

$$y = \arg\min_c \{ (x - \mu_c)^T \Psi_c (x - \mu_c) + \theta_c \}. \tag{2.34}$$

LM-GMMs collects the parameters of each class in an enlarged positive semi-definite matrix:

$$\Phi_c = \begin{bmatrix} \Psi_c & -\Psi_c \mu_c \\ -\mu_c^T \Psi_c & \mu_c^T \Psi_c \mu_c + \theta_c \end{bmatrix}. \tag{2.35}$$

Eq. (2.34) can be re-written as:

$$y = \arg\min_c [z^T \Phi_c z], \tag{2.36}$$

where

$$z = \begin{bmatrix} x \\ 1 \end{bmatrix}. \tag{2.37}$$

Parallel to the separable case in SVMs, for the $n$-th sample with label $y_n$, LM-GMMs have the following formulation:
\[ \forall c \neq y_n, \quad z_n^T \Phi_c z_n \geq 1 + z_n^T \Phi_{y_n} z_n \quad (2.38) \]

For the inseparable case, a hinge loss function \((f)_+ = \max(0, f)\) is used to get the empirical loss function for large margin Gaussian modeling. By regularizing with the sum of all traces of precision matrices, the final target function for large margin Gaussian modeling is:

\[ L = \lambda \sum_n \sum_{c \neq y_n} [1 + z_n^T (\Phi_{y_n} - \Phi_c) z_n]_+ + \sum_c \text{trace}(\Psi_c). \quad (2.39) \]

All the model parameters are optimized by minimizing Eq. (2.39). Approximations are made to apply the Gaussian target function in Eq. (2.39) to the case of GMMs [111] and HMMs [112]. Remarkable performance has been achieved on the TIMIT database [28].

In [111], GMMs are used for ASR tasks instead of HMMs. This work is not consistent with the HMMs structure in ASR. The work of [111] was extended to deal with HMMs in [112] by summing the differences of Mahalanobis distances between the models in the correct and competing strings and comparing the result with a Hamming distance. It is not clear whether it is suitable to directly compare the Hamming distance with the difference of Mahalanobis distances. The kernel of LM-GMMs or LM-HMMs is to use the minimum trace for generalization. It is hard to know whether the trace is a good indicator for the generalization of HMMs.

It should be noted that the approximation made for convex optimization sacrifices precision in some extent. The author of LM-HMMs found that if he could not get the exact phoneme boundary information from the TIMIT database, no performance improvement was got if the boundary was determined by force alignment [110]. He doubted it is because of the approximation made for convex target function. In most ASR tasks, it is impossible to get the exact phoneme boundary as the case in the TIMIT database. No report from LM-HMMs on other ASR tasks rather than TIMIT.
CHAPTER 3
SOFT MARGIN ESTIMATION (SME)

In this chapter, soft margin estimation (SME) [68] is proposed as a link between statistical learning theory and ASR. We provide a theoretical perspective about SME, showing that SME relates to an approximate test risk bound. The idea behind the choice of the loss function for SME is then illustrated and the separation functions are defined. Discriminative training (DT) algorithms, such as MMIE, MCE, and MWE/MPE, can also be cast in the rigorous SME framework by defining corresponding separation functions. Two solutions to SME are provided and the difference with other margin-based methods is discussed. SME is test on two different tasks. One is the spoken language recognition task, and the other is a connected-digit recognition task.

3.1 Approximate Test Risk Bound Minimization

Let’s revisit the risk bound in statistical learning theory. The bound of the test risk is:

$$R(\Lambda) \leq R_{emp}(\Lambda) + \sqrt{\frac{1}{N} VC_{dim}(\log(\frac{2N}{VC_{dim}}) + 1)} - \log(\frac{\delta}{4}) \tag{3.1}$$

If the right hand side of Eq. (3.1) can be directly minimized, it is possible to minimize the test risk. However, as a monotonic increasing function of $VC_{dim}$, the generalization term cannot be directly minimized because of the difficulty of computing $VC_{dim}$. It can be shown that $VC_{dim}$ is bounded by a decreasing function of the margin [119]. Hence, $VC_{dim}$ can be reduced by increasing the margin. Now, there are two targets for optimization: one is to minimize the empirical risk, and the other is to maximize the margin. Because the test risk bound of Eq. (3.1) is not tight, it is not necessary to strictly follow Vapnik’s theorem. Instead, the test risk bound can be approximated by combining two optimization targets into a single SME objective function:

$$L_{SME}^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + R_{emp}(\Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} l(O_{i}, \Lambda), \tag{3.2}$$
where $\rho$ is the soft margin, and $\lambda$ is a coefficient to balance the soft margin maximization and the empirical risk minimization. A smaller $\lambda$ corresponds to a higher penalty for the empirical risk. The soft margin usage originates from the soft margin SVMs, which deal with non-separable classification problems. For separable cases, margin is defined as the minimum distance between the decision boundary and the samples nearest to it. As shown in Figure 3.1, the soft margin for the non-separable case can be considered as the distance between the decision boundary (solid line) and the class boundary (dotted line). The class boundary has the same definition as for the separable case after removing the tokens near the decision boundary and treating these tokens differently using slack variable $\epsilon_i (l(O_i, \Lambda))$ in Figure 3.1. The approximate test risk is minimized by minimizing Eq. (3.2).

This view distinguishes SME from both ordinary DT methods and LME. Ordinary DT methods only minimize the empirical risk $R_{emp}(\Lambda)$ with additional generalization tactics. LME only reduces the generalization term by minimizing $\lambda/\rho$ in Eq. (3.2), and its margin $\rho$ is defined on correctly classified samples.

It should be noted that there is no exact margin for the inseparable classification task, since different balance coefficients $\lambda$ will result in different margin values. The study here is to bridge the research in machine learning and the research in ASR, and tries to investigate whether embedded the margin into the object function will boost ASR system performance.
3.2 Loss Function Definition

The next issue is to define the loss function \( l(O, \Lambda) \) for Eq. (3.2). As shown in Eq. (3.2), the essence of the margin-based method is to use a margin to secure some generalization in classifier learning. If the mismatch between the training and testing causes a shift less than this margin, a correct decision can still be made. So, a loss occurs only when \( d(O, \Lambda) \) is less than the value of the soft margin. It should be emphasized that the loss here is not the recognition error. A recognition error occurs when \( d(O, \Lambda) \) is less than 0. Therefore, the loss function can be defined with the help of a hinge loss function (\((x)_+ = \max(x, 0)\)):

\[
 l(O, \Lambda) = (\rho - d(O, \Lambda))_+ \\
= \begin{cases} 
\rho - d(O, \Lambda), & \text{if } \rho - d(O, \Lambda) > 0 \\
0, & \text{otherwise} 
\end{cases}.
\] (3.3)

The SME objective function can be rewritten as

\[
 L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} (\rho - d(O, \Lambda))_+ \\
= \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} (\rho - d(O, \Lambda))I(O_i \in U),
\] (3.4)

where \( I \) is an indicator function, and \( U \) is the set of utterances that have the separation measures less than the soft margin.

3.3 Separation Measure Definition

The third step is to define a separation (misclassification) measure, \( d(O, \Lambda) \), which is a distance between the correct and competing hypotheses. A common choice is to use a log likelihood ratio (LLR), as in MCE [48] and LME [73]:

\[
d^{LLR}(O, \Lambda) = \log \left[ \frac{P_\Lambda(O_i | S_i)}{P_\Lambda(O_i | \hat{S}_i)} \right].
\] (3.5)

If \( d^{LLR}(O, \Lambda) \) is greater than 0, the classification is correct. Otherwise, a wrong decision is obtained. \( P_\Lambda(O_i | S_i) \) and \( P_\Lambda(O_i | \hat{S}_i) \) are the likelihood scores for the target and the most
competitive strings. In the following, a more precise model separation measure is defined. For every utterance, we select the frames that have different HMM model labels in the target and competitive strings. These frames can provide discriminative information. The model separation measure for a given utterance is defined as the average of those frame LLRs. \( n_i \) is used to denote this number of different frames for utterance \( O_i \). Then, the separation of the models is defined as

\[
d^{SME,\text{utter}}(O_i, \Lambda) = \frac{1}{n_i} \sum_j \log \left[ \frac{P_\Lambda(O_{ij}|\hat{S}_i)}{P_\Lambda(O_{ij}|S_i)} \right] I(O_{ij} \in F_i),
\]

where \( F_i \) is the frame set in which the frames have different labels in the competing strings. \( O_{ij} \) is the \( j \)th frame for utterance \( O_i \). Only the most competitive string is used in the definition of Eq. (3.6).

Our separation measure definition is different from LME or MCE, in which the utterance LLR is used. For the usage in SME, the normalized LLR may be more discriminative because the utterance length and the number of different models in the competing strings affect the overall utterance LLR value. For example, it may not be appropriate that an utterance consisting of five different units in the target and competitive strings has greater separation for models inside it than another utterance with only one different unit because the former has a larger LLR value.

By plugging the quantity in Eq. (3.6) into Eq. (3.4), the optimization function of SME becomes:

\[
L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} \left( \rho - \frac{1}{n_i} \sum_j \log \left[ \frac{P_\Lambda(O_{ij}|\hat{S}_i)}{P_\Lambda(O_{ij}|S_i)} \right] I(O_{ij} \in F_i) \right) I(O_i \in U). \tag{3.7}
\]

As shown in Eq. (3.7), frame selection (by \( I(O_{ij} \in F_i) \)), utterance selection (by \( I(O_i \in U) \)), and discriminative separation are unified in a single objective function. This quantity provides a flexible framework for future studies. For example, for frame selection, \( F_i \) can be defined as a subset with frames more critical for discriminating HMM models, instead of equally choosing distinct frames in current study. This will be discussed in detail in Chapter 7.
We can also define separations corresponding to MMIE, MCE, and MPE, as shown in Table 3.1. These separations will be studied in the future. All these measures can be put back into Eq. (3.4) for HMM parameter estimation.

### Table 3.1. Separation measure for SME

<table>
<thead>
<tr>
<th>Separation Measure</th>
<th>Expression</th>
</tr>
</thead>
<tbody>
<tr>
<td>$d_{SME, utter}^{MMIE}(O_i, \Lambda)$</td>
<td>$\frac{1}{n_i} \sum_j \log \frac{P_{\Lambda}(O_{ij}</td>
</tr>
<tr>
<td>$d_{SME, MMIE}(O_i, \Lambda)$</td>
<td>$\log \frac{P_{\Lambda}(O_i</td>
</tr>
<tr>
<td>$d_{SME, MCE}(O_i, \Lambda)$</td>
<td>$1 - \frac{1}{1 + \exp(-\gamma (\rho - d(O_i, \Lambda)) + \theta)}$</td>
</tr>
<tr>
<td>$d_{SME, MPE}(O_i, \Lambda)$</td>
<td>$\frac{\sum_{S_i} P_{\Lambda}(O_i</td>
</tr>
</tbody>
</table>

### 3.4 Solutions to SME

In this section, two solutions to SME are proposed. One solution is to optimize the soft margin and the HMM parameters jointly. The other is to set the soft margin in advance and then find the optimal HMM parameters.

1) **Jointly optimize the soft margin and the HMM parameters:** In this solution, the indicator function $I(O_i \in U)$ in Eq. (3.4) is approximated with a sigmoid function. Then Eq. (3.4) becomes

$$L_{SME}^{\rho, \Lambda} = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} (\rho - d(O_i, \Lambda)) \frac{1}{1 + \exp(-\gamma (\rho - d(O_i, \Lambda)))},$$

where $\gamma$ is a smoothing parameter for the sigmoid function. Equation (3.8) is a smoothing function of the soft margin $\rho$ and the HMM parameters $\Lambda$. Therefore, these parameters can be optimized by iteratively using the GPD algorithm on the training set as in [50], with $\eta_t$ and $\kappa_t$ as step sizes for iteration $t$:

$$\begin{align*}
\Lambda_{t+1} &= \Lambda_t - \eta_t \nabla L_{SME}^{\rho, \Lambda}|_{\Lambda=\Lambda_t} \\
\rho_{t+1} &= \rho_t - \kappa_t \nabla L_{SME}^{\rho, \Lambda}|_{\rho=\rho_t}
\end{align*}$$

(3.9)

We need to preset the coefficient $\lambda$, which balances the soft margin maximization and the empirical risk minimization.
2) Presetting the soft margin and optimizing the HMM parameters: For a fixed $\lambda$, there is one corresponding $\rho$ as the final solution. Instead of choosing a fixed $\lambda$ and trying to get the solution of $(\rho, \Lambda)$ as in the first solution, we can directly choose a $\rho$ in advance. There is no explicit knowledge of what $\lambda$ should be, so it is not necessary to start from $\lambda$ and get the exact corresponding solution of $\rho$. Instead, we will show in the section of experiments that it is easy to draw some knowledge of the range of $\rho$. Setting $\rho$ in advance is a simple way to solve the SME problem.

Because of a fixed $\rho$, only the samples with separation smaller than the margin need to be considered. Assuming that there are a total of $N_c$ utterances satisfying this condition, we can minimize the following with the constraint $d(O_i, \Lambda) < \rho$:

$$L_{sub}(\Lambda) = \sum_{i=1}^{N_c} (\rho - d(O_i, \Lambda)).$$

(3.10)

Now, this problem can be solved by the GPD algorithm by iteratively working on the training set, with $\eta_t$ as a step size for iteration $t$:

$$\Lambda_{t+1} = \Lambda_t - \eta_t \nabla L_{sub}(\Lambda)|_{\Lambda=\Lambda_t}.$$  

(3.11)

3.4.1 Derivative Computation

The derivatives of SME objective functions with respect to (w.r.t.) $\Lambda$ and $\rho$ are the key to implement the GPD algorithm (Eq. (3.9) or Eq. (3.11)). In the following, we give the deduction of those derivatives using Eq. (3.8) as the objective function.

For the derivative w.r.t. model parameters $\Lambda$, we have the following equations.

$$\frac{\partial L^{SME}(\rho, \Lambda)}{\partial \Lambda} = \frac{1}{N} \sum_{i=1}^{N} \frac{\partial(\rho - d(O_i, \Lambda))}{\partial \Lambda} [1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))]$$

$$= \frac{1}{N} \sum_{i=1}^{N} \{A + B\},$$

(3.12)

where

$$A = \frac{\partial(\rho - d(O_i, \Lambda))}{\partial \Lambda} \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda))},$$

(3.13)
and
\[ B = (\rho - d(O_i, \Lambda)) \frac{\partial 1/[1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))]}{\partial \Lambda}. \]

(3.14)

The two derivatives in Eq. (3.13) and Eq. (3.14) can be further written as:
\[ \frac{\partial (\rho - d(O_i, \Lambda))}{\partial \Lambda} = \frac{\partial (-d(O_i, \Lambda))}{\partial \Lambda}, \]

(3.15)

and
\[ \frac{\partial 1/[1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))]}{\partial \Lambda} = \gamma \left\{ 1 - \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \right\} \frac{\partial (\rho - d(O_i, \Lambda))}{\partial \Lambda}. \]

(3.16)

Putting above two equations together, we get
\[ \frac{\partial L^{SME}(\rho, \Lambda)}{\partial \Lambda} = \frac{1}{N} \sum_{i=1}^{N} \left\{ \frac{\partial (\rho - d(O_i, \Lambda))}{\partial \Lambda} \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \left( 1 + \gamma (\rho - d(O_i, \Lambda)) \right) \left( 1 - \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \right) \right\}. \]

(3.17)

Since \( d(O_i, \Lambda) \) is a normalized LLR, its derivative w.r.t. \( \Lambda \) can be computed similarly to what has been done in MCE training. Please refer [48] and Eqs. (2.15), (2.16) for the detailed formulations of those derivatives.

For the derivative w.r.t. \( \rho \), we have
\[ \frac{\partial L^{SME}(\rho, \Lambda)}{\partial \rho} = \left\{ \frac{\partial (\rho - d(O_i, \Lambda))}{\partial \rho} \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \right\} \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \]

(3.18)

\[ \frac{\partial L^{SME}(\rho, \Lambda)}{\partial \rho} = \left\{ \frac{\partial (\rho - d(O_i, \Lambda))}{\partial \rho} \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \right\} \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \left( 1 - \frac{1}{1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))} \right) (\rho - d(O_i, \Lambda)) \]

3.5 Margin-Based Methods Comparison

In this section, SME is compared with two margin-based method groups. One group is LME [45], [73], [74], and the other is large margin GMM (LM-GMM) [111] and large margin HMM (LM-HMM) [112]. LM-HMM and LM-GMM are very similar, except that
LM-HMM measures model distance in a whole utterance, while LM-GMM measures in a segment. The differences of these margin-based methods are listed in Table 3.2 and are discussed in the following.

<table>
<thead>
<tr>
<th>Table 3.2. Comparison of margin-based methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>LME</td>
</tr>
<tr>
<td>Training samples</td>
</tr>
<tr>
<td>Separation measure</td>
</tr>
<tr>
<td>Segmental modeling</td>
</tr>
<tr>
<td>Target function</td>
</tr>
<tr>
<td>Convex problem</td>
</tr>
</tbody>
</table>

- **Training sample usage:** Both LM-GMM/LM-HMM and SME use all the training samples, while LME only uses correctly classified samples. The misclassified samples are important for classifier learning because they carry the information to discriminate models. Except for LME, discriminative training methods usually use all the training samples.

- **Separation measure:** It is crucial to define a good separation measure because it directly relates to margin. LME uses utterance-based LLR as a measure while in SME it is carefully represented by a normalized LLR measure over only the set of different frames. With such normalization, the utterance separation values can be more closely compared with a fixed margin than an un-normalized LLR without being affected by different numbers of distinct units and length of the utterances. LM-GMM and LM-HMM use Mahalanobis distance [21], which makes it hard to be directly used in the context of mixture models. In [111] and [112], an approximation to the mixture component with the highest posterior probability under GMM is applied.
• **Segmental training**: Speech is segment based. Both SME and LME use HMMs, while LM-GMM uses frame-averaged GMM to approximate segmental training. As an improvement, LM-HMM directly works on the whole utterance. It sums the difference of the Mahalanobis distances between the models in the correct and competing strings and compares it with a Hamming distance. That Hamming distance is the number of mismatched labels of recognized string. Although similar distance (raw phone accuracy) has been used in MPE [101] for weighting the contribution from different recognized strings, it is not clear whether Hamming distance is suitable to be directly used to compare with the Mahalanobis distance because these two distances are very different types of measures (one is for string labels and the other is for Gaussian models).

• **Target function**: SME maximizes the soft margin penalized with the empirical risk as in Eq. (3.2). This objective directly relates to the test risk bound shown in Eq. (3.1). LME only maximizes its margin, assuming the empirical risk is 0. The idea of LME is to define the minimum positive separation distance as a margin and then maximize it. Because of this, the technology dealing with misclassified samples by making use of a soft margin or slack variable cannot be easily incorporated in LME. LM-GMM/LM-HMM minimizes the summation of all the traces of Gaussian models, penalized with a Mahalanobis-distance-based misclassification measure.

• **Convex problem**: LME has several different solutions. In [45],[73], the target function is non-convex. By using a series of transformations and constraints [74], LME can have a convex target function. Also, LM-GMM and LM-HMM formulate their target function as a convex one. The convex function has the nice property that its local minimum is a global minimum. This will make the parameter optimization much easier. To get a convex target function, it needs to approximate the GMM with
a single mixture component of the GMM. It should be noted that the approximation made for convex optimization sacrifices precision in some extent. The author of LM-HMM found that if he could not get the exact phoneme boundary information from the TIMIT database, no performance improvement was got if the boundary was determined by force alignment [110]. He doubted it is because of the approximation made for convex target function. The target function of SME is not convex. Therefore, SME is subject to local minima like most other DT methods. In the future, we will investigate whether SME can also get a convex target function with the cost of approximation and some transformations.

3.6 Experiments

In this section, SME is evaluated on two tasks. The first is a spoken language recognition task, with GMM as the underlying model. The other is a connected-digit recognition task, with HMM as the underlying model. On both tasks, SME demonstrated its superiority over MCE.

3.6.1 SME with Gaussian Mixture Model

SME is designed for ASR applications. In the case of designing ASR systems, the classifier parameters are often related to defining a set of HMMs, one for each of the fundamental speech units. To show SME is a generalized machine learning method, we should not constrain SME in ASR applications. Many applications in the speech research area use models rather than HMMs. For example, GMMs are widely used in language identification [114] and speaker verification [106].

The same framework of SME will be applied to GMMs for the application of language identification (LID) in the following. NIST (National Institute of Standards and Technology) has coordinated evaluations of automatic language recognition technologies in 1996, 2003 and, recently, in 2005 to promote spoken language recognition research. Several techniques have achieved recent successes. The most popular framework is parallel phone
recognition followed by language model (P-PRLM) [128]. It uses multiple sets of phone models to decode spoken utterances into phone sequences, and builds one set of phone language model (LM) for each P-PRLM tokenizer-target language pair. The P-PRLM scores are computed by combining acoustic and language scores and the language with the maximum combination score is determined to be the recognized language. Another recently proposed approach is to use bag-of-sounds (BOS) models of phone-like units, such as acoustic segment units [80], to convert utterances into text-like documents. Then vector-based techniques, such as GMM and support vector machine (SVM), can easily be adopted for language recognition [80],[114],[13].

In [70], we have presented a language recognition system designed for 2005 NIST LRE. Instead of using the scores computed from P-PRLM and BOS systems directly to make language recognition decisions, we used the scores from them for all competing languages to serve as input features to train the linear discriminative function (LDF) and artificial neural network (ANN) verifiers, and fuse the output verification scores to make final decisions. Both the LDF and ANN classifiers can be obtained with discriminative training. For the LDF verifier with a small number of parameters we achieved a comparable performance with that of the ANN verifier, which is much more complex than the LDF verifier. We have also shown that the distribution of confidence scores from the ANN and LDF verifiers exhibited large diversity, which is ideal for score fusion. Experiments have demonstrated the fused system achieved a better performance than systems based on the individual LDF and ANN classifiers. However, the performance for that system is not desirable. For the 30-second test set, we only get 13% equal error rate (EER).

In [63], a method called vector space modeling (VSM) output coding is proposed to form the feature vector for back-end processing. Here, we directly use 110-dimension vector generated by that method as the input feature for every utterance, and use GMM to train the classifiers for 2003 and 2005 NIST 30-second evaluation set. We obtained models for 15 languages/dialects in the training stage. They are Arabic, Farsi, French, German,
Hindi, Japanese, Korean, Tamil, Vietnamese, 2 English dialects, 2 Mandarin dialects and 2 Spanish dialects. The training database consists of the 15 languages/dialects from the Call-Friend corpus [75]. The NIST 2003 test set has 12 target languages (as listed above) and one out-of-target (OOT) language. The NIST 2005 test set consists of 7 target languages (English, Hindi, Japanese, Korean, Mandarin, Spanish, and Tamil) and one OOT language.

In the training stage, there are two GMMs for each language or dialect: a target GMM with 32 Gaussian components and a filler GMM with 256 Gaussian components. The baseline GMM models (got from the researchers in Institute for Infocomm Research) were trained with MLE. The EER for the NIST 2003 30-second test set is 3.59% while the EER for the NIST 2005 30-second evaluation set is 5.46%.

Two discriminative training (DT) methods were applied. One uses SME, and the other uses MCE. These two DT methods share most implementations, differing only in individual algorithm parts. Figures 3.2 and 3.3 show the EER evolutions for NIST 03 and 05 30-second test sets. Almost in every iteration, SME performs better than MCE.

3.6.2 SME with Hidden Markov Model

The proposed SME framework was evaluated on the TIDIGITS [61] connected-digit task. For the TIDIGITS database [61], there are 8623 digit strings in the training set and 8700
digit strings for testing. The hidden Markov model toolkit (HTK) [125] was first used to build the baseline MLE HMMs. There were 11 whole-digit HMMs: one for each of the 10 English digits, plus the word “oh”. Each HMM has 12 states and each state observation density is characterized by a mixture Gaussian density. GMM Models with 1, 2, 4, 8, and 16 mixture components were trained. The input features were 12 Mel-frequency cepstrum coefficients (MFCCs) [16] + energy, and their first and second order time derivatives. MCE models were also trained for comparison. N-best incorrect strings were used for training. The performance of this choice was better than the implementation with the top incorrect string. Different smoothing parameters were tried and the reported results were for the best one. SME models were initiated with the MLE models. This is in clear contrast with the LME models [73], [45] and [74], which are typically built upon the well-performed MCE models. Digit decoding was based on unknown length without imposing any language model or insertion penalty.

\[ d^{SME_{utter}}(O, \Lambda) \] was used as the separation measure, which means that only the most competitive string was used in SME training. Two different solutions of SME are compared in this study. The column labeled SME in Table 3.3 presets the soft margin values. Various soft margin values were set corresponding to different model complexities as shown in
Table 3.3. SME: Testing set string accuracy comparison with different methods. Accuracies marked with an asterisk are significantly different from the accuracy of the SME model (p<0.025, paired Z-test, 8700 d.o.f. [60]).

<table>
<thead>
<tr>
<th>Method</th>
<th>MLE</th>
<th>MCE</th>
<th>LME</th>
<th>SME</th>
<th>SME_joint</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-mix</td>
<td>95.20%*</td>
<td>96.94%*</td>
<td>96.23%*</td>
<td>98.76%</td>
<td>98.74%</td>
</tr>
<tr>
<td>2-mix</td>
<td>96.20%*</td>
<td>97.40%*</td>
<td>98.30%*</td>
<td>98.95%</td>
<td>98.92%</td>
</tr>
<tr>
<td>4-mix</td>
<td>97.80%*</td>
<td>98.24%*</td>
<td>98.76%*</td>
<td>99.20%</td>
<td>99.11%</td>
</tr>
<tr>
<td>8-mix</td>
<td>98.03%*</td>
<td>98.66%*</td>
<td>99.13%</td>
<td>99.29%</td>
<td>99.26%</td>
</tr>
<tr>
<td>16-mix</td>
<td>98.36%*</td>
<td>98.87%*</td>
<td>99.18%</td>
<td>99.30%</td>
<td>99.32%</td>
</tr>
</tbody>
</table>

Table 3.4. Margin value assignment.

<table>
<thead>
<tr>
<th>1-mix</th>
<th>2-mix</th>
<th>4-mix</th>
<th>8-mix</th>
<th>16-mix</th>
</tr>
</thead>
<tbody>
<tr>
<td>5</td>
<td>6</td>
<td>7.5</td>
<td>8.5</td>
<td>9</td>
</tr>
</tbody>
</table>

Table 3.4. These soft margin values were empirically chosen as the mode of all the separation distances obtained from the MLE model. For example, in Figure 3.5, the mode of the separation distance of the 1-mixture MLE model is about 5. Therefore, the soft margin value for the 1-mixture SME model was set as 5. Slightly changing values in Table 3.4 only made very little difference in the final results. While this setting produced satisfactory results, we believe it is too heuristic and suboptimal, and we will investigate in future work whether any plausible theory underlies it.

The column labeled SME_joint in Table 3.3 solves SME by optimizing the soft margin and HMM parameters jointly. For the purpose of comparison, the final margin values achieved by SME_joint are listed in Table 3.5. These values are similar to those margin values preset in Table 3.4. There are only very small differences between the performance of SME and SME_joint in Table 3.3. This demonstrates that the two proposed solutions are nearly equivalent because of the mapping relationship between $\lambda$ and $\rho$.

Figure 3.4 shows the string accuracy improvement of SME in the training set for different SME models after 200 iterations. Although the initial string accuracies (got from

Table 3.5. Margin value obtained by joint optimization.

<table>
<thead>
<tr>
<th>1-mix</th>
<th>2-mix</th>
<th>4-mix</th>
<th>8-mix</th>
<th>16-mix</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.2</td>
<td>5.9</td>
<td>7.1</td>
<td>7.4</td>
<td>9.6</td>
</tr>
</tbody>
</table>
MLE models) were very different, all SME models ended up with nearly the same accuracies of 99.99%. The training errors are nearly the same for all of these different mixture models, and the margin plays a significant role in the test risk bound, resulting in different test errors, which are listed in Table 3.3 (to be discussed later).

Figures 3.5 and 3.6 compare histograms of the measure defined in Eq. (3.6) with the normalized LLR for the case of a 1-mixture GMM before and after SME training. Usually, the larger the separation value, the better the models are. We observe in Figure 3.6 a very sharp edge around a value of 5, which is the soft margin value for the 1-mixture model update shown in the left-most column of Table 3.4. It is clear that when SME finishes
Figure 3.6. The histogram of separation distances of 1-mixture SME model in the TIDIGITS training set.

Figure 3.7. The histogram of separation distances of 16-mixture SME model in the TIDIGITS training set.
parameter update, most samples that have separation values less than the specified margin move to the right side of histogram, resulting in separation values greater than the margin value. This demonstrates the effectiveness of the SME algorithms. We can also see the effect in Figure 3.7 with the histogram separation for the 16-mixture case after SME update. The sharp edge now is around 11, the margin shown in the right-most column in Table 3.4. With a greater margin, the 16-mixture model can attain a string accuracy of 99.32% in the testing set, while the 1-mixture model can only get 98.76%, although both models have nearly the same string accuracy in the training set. This observation is greatly consistent with the test risk bound inequality of Eq. (3.1).

For high-accuracy tasks such as TIDIGITS, it is interesting to test the significance of SME compared with other methods. For each mixture model setting, we denote $p_1$ as the accuracy of the SME model and denote $p_2$ as the accuracy for other models from MLE, MCE, and LME. If $p_1$ and $p_2$ are assumed independent, then we have the following hypothesis testing problem [60]:

$$H_0 : p_1 = p_2$$
$$H_1 : p_1 > p_2$$

(3.19)

The testing statistic is defined as:

$$z = \frac{\sqrt{N}(p_1 - p_2)}{\sqrt{p_1(1 - p_1)} + \sqrt{p_2(1 - p_2)}}$$

(3.20)

where $N$ denotes the total number of samples (8700 here).

A decision is made according to the following:

$$\begin{cases} 
\text{accept } H_0, & \text{if } z < Z_\alpha \\
\text{reject } H_0, & \text{if } z > Z_\alpha
\end{cases}$$

(3.21)

$Z_\alpha$ is called the upper quantile. Here, $Z_\alpha$ was set as 0.025. If hypothesis $H_0$ is rejected, the SME model is significantly better at the confidence level of 97.5%. For every mixture setting, the hypothesis testing was performed according to Eq. (3.21). In Table 3.3, an asterisk is used to denote when the performance of SME is significantly better.
Table 3.3 compares different training methods with various numbers of mixture components. Only string accuracies are listed in Table 3.3. At this high level of performance in TIDIGITS, the string accuracy is a strong indicator of model effectiveness. For the task of string recognition, the interest is usually in whether the whole string is correct. Therefore, string accuracy is more meaningful than word accuracy in TIDIGITS.

Clearly SME outperforms MLE and MCE significantly and is consistently better than LME. For 1-mixture SME models, the string accuracy is 98.76%, which is better than that of the 16-mixture MLE models. The goal of our design is to separate the models as far as possible instead of modeling the observation distributions. With SME, even 1-mixture models can achieve satisfactory model separation. The excellent SME performance is attributed to the well-defined model separation measure and good objective function for generalization.

To compare the generalization capability of SME with MLE and MCE, we plot the histograms of the separation measure defined in Eq. (3.6) for the testing utterances in Figure 3.8 for the 16-mixture MLE, MCE, and SME models. As indicated in the rightmost curve, SME achieves a significantly better separation than both MLE and MCE in the testing set because of direct model separation maximization and better generalization.

It is interesting to compare the generalization capability of MLE, MCE, and SME for the 1-mixture setting. In Figure 3.9, MCE has a rightmost tail, which means that MCE has a better separation for samples in its right tail. However, the performance in Table 3.3 shows that SME outperforms MCE in the 1-mixture case. The reason is that SME has fewer samples that have separation distances smaller than 0, as shown in Figure 3.9.

As a conclusion, SME puts more focus on samples that are possibly misclassified. If the underlying model has less modeling power with few parameters, SME increases the separation distances of the samples with small distances, as shown in Figure 3.9. In contrast, if the underlying model has better modeling power with many parameters, SME consistently increases the separation distances of all the samples, as shown in Figure 3.8.
Figure 3.8. The histogram of separation distances of 16-mix model of MLE, MCE, and SME in the TIDIGITS testing set. The short dashed curve, line curve, and dotted curve correspond to MLE, MCE, and SME models.

Figure 3.9. The histogram of separation distances of 1-mix model of MLE, MCE, and SME in the TIDIGITS testing set. The short dashed curve, line curve, and dotted curve correspond to MLE, MCE, and SME models.
Table 3.6. Comparison of GPD optimization and Quickprop optimization for SME.

<table>
<thead>
<tr>
<th></th>
<th>SME (GPD)</th>
<th>SME (Quickprop)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-mix</td>
<td>98.76%</td>
<td>98.82%</td>
</tr>
<tr>
<td>2-mix</td>
<td>98.95%</td>
<td>99.15%</td>
</tr>
<tr>
<td>4-mix</td>
<td>99.20%</td>
<td>99.26%</td>
</tr>
<tr>
<td>8-mix</td>
<td>99.29%</td>
<td>99.31%</td>
</tr>
<tr>
<td>16-mix</td>
<td>99.30%</td>
<td>99.39%</td>
</tr>
</tbody>
</table>

Quickprop [83] is also a gradient-based optimization method. Here, we just give the comparison of the GPD and Quickprop algorithms in Table 3.6.

In every mixture case, Quickprop-optimized SME gets better performance than GPD-optimized SME with small gaps. The best string accuracy (99.39%) is got by Quickprop-optimized SME in the 16-mixture case. Quickprop also gives fast convergence speed on the TIDIGITS task. Usually, after around 200 iterations GPD-optimized SME converges while SME with Quickprop takes about 50 iterations.

3.7 Conclusion

We have proposed a novel discriminative training method, called SME, to achieve both high accuracy and good model generalization. This proposed method utilizes the successful ideas of soft margin in SVMs to improve generalization capability. It directly maximizes the separation of competing models to enhance the testing samples to approach a correct decision if the deviation from training models is within a safe margin. Frame and utterance selections are integrated into a unified framework to select the training utterances and frames critical for discriminating competing models. From the view of statistical learning theory, we show that SME can minimize the approximate risk bound on the test set. The choice of various loss functions is illustrated and different kinds of separation measures are defined under a unified SME framework.

Tested on the NIST 03 and 05 LID evaluation sets, SME outperformed MCE on both sets in almost every iteration. Tested on the TIDIGITS database, even 1-mixture SME...
models can better separate different words and produce better string accuracy than 16-mixture MLE models. The performance of SME is consistently better than that of LME, and significantly better than those of MLE and MCE. The experiment coincides with the inequality of the test risk bound, showing that even though all the models have the same training errors, the test string accuracies differ because of different margin values associated with various models. SME has been optimized by GPD and Quickprop. The result here shows that SME with Quickprop has slightly better string accuracy than GPD-optimized SME. Quickprop can also provide fast convergence.
Feature extraction is an important component in automatic speech recognition (ASR) systems. Most current ASR systems use Mel-frequency cepstrum coefficients (MFCCs) \([16]\) as their standard input acoustic features. As shown in Figure 4.1, usually, lower dimension MFCCs are got by applying a discrete cosine transform (DCT) on higher dimension log filter bank energies and following an optional cepstrum lifter. The DCT transformation matrix is fixed for all tasks. It has been demonstrated that data-dependent transformation is usually better than data-independent transformation in classification tasks \([21]\). Therefore, the DCT transformation may not be the best choice for specific ASR tasks. We hope to get better features with more discriminative information, and these discriminative features will benefit our ASR backend.

Linear discriminant analysis (LDA) \([21]\) may be a choice for the data-dependent transformation. In \([33],[41]\), LDA has been successfully used in ASR systems for feature extraction. However, there are two major disadvantages of LDA. One is that LDA assumes the underlying sample distribution is Gaussian. The other is that it assumes that the class samples are of equal variance. Heteroscedastic discriminant analysis (HDA) \([54]\) was proposed to remove the equal variance assumption. However, HDA is under the framework of maximum likelihood estimation (MLE). Discriminative training (DT) technologies can also be applied to feature extraction for better performance. MCE was used in the work of

![Figure 4.1. Conventional feature extraction for MFCC](image-url)
discriminative feature extraction [8] to get optimal lifters. Feature-space MPE was used to get discriminative feature in [100].

In this section, soft margin feature extraction (SMFE) [65] is proposed to jointly optimize the feature transformation matrix and HMM parameters under the framework of SME, as shown in Figure 4.2. Because the purpose of feature extraction in this study is to find a transformation matrix rather than DCT to reduce the dimension of log filter bank energies, dimension reduction and feature extraction are interchanged frequently in this section.

4.1 SMFE for Gaussian Observations

The objective of feature extraction is to find a matrix $W$ to transform the original $n$-dimension feature vector $x$ into a new $d (d < n)$-dimension vector $y$. It is formulated as: $y = Wx$. To simplify the formula, we use $x$ to stand for $O_{ij}$, which is used in Eq. (3.7). To embed $W$ into the framework of SMFE, we need to express $log p(x|S_i) − log p(x|\hat{S}_i)$ as a function of $W$.

We first investigate a simple case, in which the state observation probability is modeled by a Gaussian distribution.

An $n \times n$-dimension matrix $V$ is used to obtain $z = Vx$ ($z$ is a $n$-dimension vector). If the probability density function (pdf) of $z$ is modeled by a Gaussian with $(\mu_n, \Sigma_n)$ as the mean
and covariance, the pdf of $x$ can be expressed as:

$$p(x|\mu, \Sigma) = \frac{|V|}{(2\pi)^{n/2}|\Sigma|^{1/2}} \exp \left\{ -\frac{1}{2}(Vx - \mu)^T \Sigma^{-1}_n (Vx - \mu) \right\}.$$  \hspace{1cm} (4.1)

For the purpose of dimension reduction, only the first $d$-dimension feature is needed. Therefore, the $n$-dimension vector of $z$ and $\mu_n$ can be split into two sub-vectors with dimension $d$ and $n-d$, respectively. Also, the $n \times n$-matrix of $V$ can be split into two matrices with dimension $d \times n$ and $(n-d) \times n$, respectively. That is

$$z = \begin{bmatrix} y \\ y_{n-d} \end{bmatrix}, \mu_n = \begin{bmatrix} \mu \\ \mu_{n-d} \end{bmatrix}, V = \begin{bmatrix} W \\ W_{(n-d) \times n} \end{bmatrix}.$$  \hspace{1cm} (4.2)

Block approximation for the covariance matrix is made as:

$$\Sigma_n = \begin{bmatrix} \Sigma & 0 \\ 0 & \Sigma_{n-d} \end{bmatrix},$$  \hspace{1cm} (4.3)

where $\Sigma$ and $\Sigma_{n-d}$ are the matrices with dimension $d \times d$ and $(n-d) \times (n-d)$, respectively.

Let $(\mu_{n+}, \Sigma_{n+})$ and $(\mu_{n-}, \Sigma_{n-})$ denote the means and covariance matrices of Gaussians of the target and competing labels, respectively. The difference between the log values of two Gaussian distributions will be
d

$$\log p(x|S_i) - \log p(x|\hat{S}_i) = \log p(x|\mu_{n+}, \Sigma_{n+}) - \log p(x|\mu_{n-}, \Sigma_{n-})$$

$$= \log |V| - \frac{1}{2} \log |\Sigma_{n+}| - \frac{1}{2}(Vx - \mu_{n+})^T \Sigma_{n+}^{-1} (Vx - \mu_{n+})$$

$$- \left\{ \log |V| - \frac{1}{2} \log |\Sigma_{n-}| - \frac{1}{2}(Vx - \mu_{n-})^T \Sigma_{n-}^{-1} (Vx - \mu_{n-}) \right\}$$

$$= R + R_{n-d},$$  \hspace{1cm} (4.4)

where

$$R = \frac{1}{2} \log |\Sigma_{n-}| + \frac{1}{2}(Wx - \mu_{n-})^T \Sigma_{n-}^{-1} (Wx - \mu_{n-}) - \frac{1}{2} \log |\Sigma_{n+}| - \frac{1}{2}(Wx - \mu_{n+})^T \Sigma_{n+}^{-1} (Wx - \mu_{n+}),$$  \hspace{1cm} (4.5)

and

$$R_{n-d} = \frac{1}{2} \log |\Sigma_{(n-d)-}| + \frac{1}{2}(W_{(n-d) \times n}x - \mu_{(n-d)-})^T \Sigma_{(n-d)-}^{-1} (W_{(n-d) \times n}x - \mu_{(n-d)-})$$

$$- \frac{1}{2} \log |\Sigma_{(n-d)+}| - \frac{1}{2}(W_{(n-d) \times n}x - \mu_{(n-d)+})^T \Sigma_{(n-d)+}^{-1} (W_{(n-d) \times n}x - \mu_{(n-d)+}).$$  \hspace{1cm} (4.6)
If $|\Sigma_{n-d}|^{-1/2} \exp \left\{ -\frac{1}{2} (W_{n-d} x - \mu_{n-d})^T \Sigma_{n-d}^{-1} (W_{n-d} x - \mu_{n-d}) \right\}$ is assumed to be a constant, then $R_{n-d}$ is equal to 0. This assumption makes sense because the target of dimension reduction is to discard unnecessary information and this additional dimension cannot be removed if the $(n - d)$-dimension features of different classes are very different. A similar assumption is used in HDA [54]. Now, we only need to be concerned about $R$, which is a function of $W$. As given in Eq. (3.7), the objective function of SME is

$$L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} \left( \rho - \frac{1}{n_i} \sum_{j} \log \frac{P_{\Lambda}(O_{ij}|S_i)}{P_{\Lambda}(O_{ij}|S_i)} \right) I(O_i \in F_i) I(O_i \in U).$$

(4.7)

Then, $R$ in Eq. (4.5) is used to replace $\log p(O_{ij}|S_i) - \log p(O_{ij}|\bar{S}_i)$ in Eq. (4.7).

### 4.2 SMFE for GMM Observations

For the case when the state observation probability is modeled by a GMM:

$$\log p(x|\mu_n, \Sigma_n) = \log |V| + \log \left( \sum_{j} \frac{c_j}{(2\pi)^{n/2} |\Sigma_j|^{1/2}} \exp \left\{ -\frac{1}{2} (Vx - \mu_j)^T \Sigma_j^{-1} (Vx - \mu_j) \right\} \right).$$

(4.8)

Here, $(c_j, \mu_j, \Sigma_j)$ are the weight, mean, and covariance matrix of the $j$-th Gaussian component of GMM. The $\log |V|$ item still can be removed by the subtraction of two log values of state observation probabilities of the target and competing classes. By applying the same splitting strategy for each component of GMMs as the case for Gaussian and making the constant assumption for $|\Sigma_{j,n-d}|^{-1/2} \exp \left\{ -\frac{1}{2} (W_{n-d} x - \mu_{j,n-d})^T \Sigma_{j,n-d}^{-1} (W_{n-d} x - \mu_{j,n-d}) \right\}$, the difference of log values can be written as

$$\log p(x|S_i) - \log p(x|\bar{S}_i) = R$$

$$= \log \left( \sum_{j} \frac{c_{j+}}{(2\pi)^{n/2} |\Sigma_{j+}|^{1/2}} \exp \left\{ -\frac{1}{2} (Wx - \mu_{j+})^T \Sigma_{j+}^{-1} (Wx - \mu_{j+}) \right\} \right)$$

$$- \log \left( \sum_{j} \frac{c_{j-}}{(2\pi)^{n/2} |\Sigma_{j-}|^{1/2}} \exp \left\{ -\frac{1}{2} (Wx - \mu_{j-})^T \Sigma_{j-}^{-1} (Wx - \mu_{j-}) \right\} \right),$$

(4.9)

where $(c_{j+}, \mu_{j+}, \Sigma_{j+})$ and $(c_{j-}, \mu_{j-}, \Sigma_{j-})$ are the weight, mean, and covariance matrix of the
$j$-th component of GMM for target and competing classes, respectively. Equation (4.10) can then be plugged into Eq. (4.7) for the solution.

### 4.3 Implementation Issue

In our implementation of SMFE, we simplify the process by using the same transformation matrix $W$ for the static, first and second order time derivatives of the log filter bank energies. Let $x$ denote the static log filter bank energies, $\Delta x$ and $\Delta \Delta x$ denote the first and second order derivatives of $x$. Then the new transformed static feature vector is given by: $y = Wx$, and the dynamic features of $y$ are: $\Delta y = W\Delta x$ and $\Delta \Delta y = W\Delta \Delta x$. The final feature $Q$ is composed of $y$, $\Delta y$, $\Delta \Delta y$, log energy $e$ and its derivatives $\Delta e$, $\Delta \Delta e$ as $Q = (Wx, W\Delta x, W\Delta \Delta x, e, \Delta e, \Delta \Delta e)^T$. Then, $R$ in Eq. (4.10) can be expressed:

$$R = \log \left( \sum_j c_j^+ \frac{1}{(2\pi)^{n/2}|\Sigma_j^+|^{1/2}} \exp \left\{ -\frac{1}{2}(Q - \mu_{j+})^T \Sigma_j^{-1}(Q - \mu_{j+}) \right\} \right)$$

$$- \log \left( \sum_j c_j^- \frac{1}{(2\pi)^{n/2}|\Sigma_j^-|^{1/2}} \exp \left\{ -\frac{1}{2}(Q - \mu_{j-})^T \Sigma_j^{-1}(Q - \mu_{j-}) \right\} \right). \quad (4.10)$$

Eq. (4.10) is a function of the matrix $W$. Now, we can embed $R$ into the SME formulation to replace $\log p(O_{ij}|S_i) - \log p(O_{ij}|\hat{S}_i)$ and use GPD to get the final parameters of transformation matrix $W$ and all the HMM parameters.

### 4.4 Experiments

All the experiments in Chapter 3 use MFCCs as the front end feature. As discussed earlier, SMFE should boost the ASR performance with joint optimization of the acoustic feature and HMMs. The proposed SMFE framework was evaluated in the following.

Five sets of models are trained and compared in Table 4.1. The MLE and SME models trained with MFCCs are denoted as MLE_M and SME_M in Table 4.1. In parallel, LDA is used to extract the acoustic features. For each speech frame, there are 24 log filter bank energies. LDA was applied to reduce the dimension from 24 to 12. To get the LDA transformation, each HMM-state was chosen as a class. This dimension-reduced feature
Table 4.1. SMFE: Testing set string accuracy comparison with different methods. Accuracies marked with an asterisk are significantly different from the accuracy of the SMFE model (p<0.1, paired Z-test, 8700 d.o.f. [60]).

<table>
<thead>
<tr>
<th></th>
<th>MLE_M</th>
<th>SME_M</th>
<th>MLE_L</th>
<th>SME_L</th>
<th>SMFE</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-mix</td>
<td>95.20%*</td>
<td>98.76%*</td>
<td>96.82%*</td>
<td>98.91%*</td>
<td>99.13%</td>
</tr>
<tr>
<td>2-mix</td>
<td>96.20%*</td>
<td>98.95%*</td>
<td>97.82%*</td>
<td>99.15%*</td>
<td>99.36%</td>
</tr>
<tr>
<td>4-mix</td>
<td>97.80%*</td>
<td>99.20%*</td>
<td>98.51%*</td>
<td>99.31%</td>
<td>99.44%</td>
</tr>
<tr>
<td>8-mix</td>
<td>98.03%*</td>
<td>99.29%*</td>
<td>98.63%*</td>
<td>99.39%*</td>
<td>99.56%</td>
</tr>
<tr>
<td>16-mix</td>
<td>98.36%*</td>
<td>99.30%*</td>
<td>98.93%*</td>
<td>99.46%*</td>
<td>99.61%</td>
</tr>
</tbody>
</table>

is concatenated with energy and then extended with its first and second order derivatives to form a new 39-dimension feature. MLE and SME models were also trained based on this new LDA-based feature. These models are MLE_L and SME_L in Table 4.1. Finally, initiated with the models MLE_L and the LDA transformation matrix, SMFE models were trained to get the optimal HMM parameters and transformation matrix. The results of SMFE are also listed in Table 4.1.

It is clear that LDA-based features outperform MFCCs for both the MLE and SME models. Shown in the last column of Table 4.1, SMFE models achieved the best performance. Even the 1-mixture SMFE model can get better performance than 16-mixture MLE models with MFCCs or LDA-based features. SMFE achieved 99.61% string accuracy for 16-mixture model. This is a large improvement from the original SME work, in which MFCCs were used. The excellent SMFE performance is attributed to the joint optimization of the acoustic feature and HMM parameters.

For every mixture setting, hypothesis testing was performed according to Eq. (3.21). \( Z_\alpha \) is set to 0.1. If hypothesis \( H_0 \) is rejected, SMFE is significantly better at the confidence level of 90%. In Table 4.1, an asterisk is used to denote when the performance of SMFE is significantly better. It is shown that SMFE is significantly better than nearly all the other models at a significance level of 90%. The only exception is the 4-mixture SME_L model.
4.5 Conclusion

By extending our previous work of SME, we proposed a new discriminative training method, called SMFE, to achieve even higher accuracy and better model generalization. By jointly optimizing the acoustic feature and HMM parameters under the framework of SME, SMFE performs much better than SME, and significantly better than MLE. Tested on the TIDIG-ITS database, even 1-mixture model can get string accuracy of 99.13%. And 99.61% string accuracy was got with 16-mixture SMFE model. This is a great improvement comparing to our original SME work that uses MFCCs as acoustic feature. This SMFE work again demonstrates the success of soft margin based method, which directly makes usage of the successful ideas of soft margin in support vector machines to improve generalization capability, and of decision feedback learning in minimum classification error training to enhance model separation in classifier design.

This is our initial study. We need to work on many related research issues to further complete the work of SMFE. In this study, feature transformation matrix only works on the static log filter bank energies of the current frame. In [54], great benefits were obtained by using the frames in context before and after the current frame. We will try to incorporate these context frames into SMFE optimization. Secondly, in [67] we have shown that SME also worked well on a large vocabulary continuous speech recognition task. We will try to demonstrate the effectiveness of SMFE on the Wall Street Journal task in future work.
CHAPTER 5

SME FOR ROBUST AUTOMATIC SPEECH RECOGNITION

Environment robustness in speech recognition remains a difficult problem despite many years of research and investment [98]. The difficulty arises due to many possible types of distortions, including additive and convolutive distortions and their mixes, which are not easy to predict accurately during recognizers’ development. As a result, the speech recognizer trained using clean speech often degrades its performance significantly when used under noisy environments if no compensation is applied [30], [57].

Different methodologies have been proposed in the past for environment robustness in speech recognition over the past two decades. As shown in Figure 5.1, there are three main classes of approaches [57]. In the signal domain, the testing speech signal can be cleaned with classic speech enhancement technologies (e.g., spectral subtraction [10]). In the feature domain, the distorted acoustic feature can be normalized to match training feature (e.g., cepstral mean normalization [5], and stereo-based piecewise linear compensation for environments [17]). In the model domain, the original trained model can be adapted to match the testing environment (e.g., maximum likelihood linear regression [59], and maximum a posteriori adaptation [29]).

In contrast to the above methods, margin-based learning may provide a set of models with generalization capabilities to deal with noise robustness without actual compensation at operating time. The formulation of margin-based methods allows some mismatch

Figure 5.1. Methods for robust speech recognition
between the training and testing conditions. By securing a margin from the decision boundaries to the training samples, a correct decision can still be made if the mismatches between the testing and training samples are smaller than the value of the margin. Although this nice property of margin-based methods is quite desirable, we are not aware of any previously reported work on robust ASR with margin-trained HMMs. We study discriminative training (DT) methods, such as minimum classification error (MCE) and SME training, and investigate if they generalize well to adverse conditions without applying any special compensation techniques.

The generalization issue for the above DT methods was evaluated on the standard Aurora 2 task of recognizing digit strings in noise and channel-distorted environments. The clean training set and multi-condition training set, which consist of 8440 clean utterances and multi-condition utterances, individually, were used to train the baseline maximum likelihood estimation (MLE) HMMs. The test material consists of three sets of distorted utterances. The data in set a and set b consist of eight different types of additive noise, while set c contains two different types of noise plus additional channel distortion. Each type of noise is added into a subset of clean speech utterances, with seven different levels of SNRs. This generates seven SNR-specific subgroups, namely clean, 20db, 15db, 10db, 5db, 0db, and -5db SNRs, of testing sets for each specified noise type. The baseline experiment configuration follows the standard script provided by ETSI [37], including the simple “backend” of HMMs trained using HTK. The acoustic features are 13-dimension MFCCs, appended by their first- and second-order time derivatives. The baseline clean-trained and multi-condition-trained HMMs got 60.06% and 86.39% word accuracy (Acc), separately.

For a fair comparison, both SME and MCE were trained with similar implementations and differed only in the individual algorithm parts. Because the Aurora2 task is a connected-digit task, we need not use lattice for competing strings and extended Baum-Welch (EBW) for parameter optimization, GPD was used to train HMM parameters and N-Best lists were used to construct competing strings. SME used only one competing string
while MCE used 5 competing strings. If only one competing string was used for MCE, a worse performance was obtained. Therefore, we just reported the best performance for MCE with 5 competing strings.

For easy access, we rewrite the formulation and solution of SME in the following. SME optimizes a combination of empirical risk minimization and soft margin maximization:

\[
L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + R_{emp}(\Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} l(O_i, \Lambda),
\]

where \(\rho\) is the soft margin, and \(\lambda\) is a coefficient to balance the soft margin maximization and the empirical risk minimization. A larger \(\lambda\) favors a larger margin value, which corresponds to better generalization.

The soft margin \(\rho\) and the HMM parameters \(\Lambda\) can be optimized by iteratively using the generalized probabilistic descent (GPD) algorithm on the training set as in [50], with \(\eta_t\) and \(\kappa_t\) as step sizes for iteration \(t\):

\[
\begin{align*}
\Lambda_{t+1} &= \Lambda_t - \eta_t \nabla L^{SME}(\rho, \Lambda)|_{\Lambda=\Lambda_t}, \\
\rho_{t+1} &= \rho_t - \kappa_t \nabla L^{SME}(\rho, \Lambda)|_{\rho=\rho_t},
\end{align*}
\]

5.1 Clean Training Condition

Usually, DT methods are only reported to work on the multi-style training set or on the de-noised testing condition combined with other noise robustness techniques (e.g., [123]). In this section, we investigate whether DT methods can work well in a mismatched condition (i.e., clean training case) without using other noise robust technologies.

Table 5.1 lists the detailed test accuracies for MLE and DT methods (MCE and SME with different values of the balance coefficient \(\lambda\)) trained with clean data. The average digit accuracy was evaluated by averaging the accuracies on the subgroups with the SNRs from 0db to 20db, as described by the ETSI standard [37]. Table 5.2 shows the relative WER reductions for MCE and SME from the baseline. In average, SME with different balance coefficients achieved about 17%-29% relative WER reductions from MLE while
Table 5.1. Detailed test accuracies for MLE, MCE, and SME with different balance coefficient $\lambda$ using clean training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>99.03</td>
<td>94.07</td>
<td>85.04</td>
<td>65.52</td>
<td>38.61</td>
<td>17.09</td>
<td>8.53</td>
<td>60.06</td>
</tr>
<tr>
<td>SME ($\lambda=10$)</td>
<td>99.58</td>
<td>97.00</td>
<td>91.39</td>
<td>75.73</td>
<td>48.61</td>
<td>21.59</td>
<td>8.53</td>
<td>66.86</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>99.56</td>
<td>97.61</td>
<td>93.42</td>
<td>80.74</td>
<td>55.32</td>
<td>27.29</td>
<td>11.01</td>
<td>70.88</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>99.54</td>
<td>97.60</td>
<td>93.85</td>
<td>81.98</td>
<td>56.59</td>
<td>28.19</td>
<td>12.28</td>
<td>71.64</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>99.49</td>
<td>97.55</td>
<td>93.76</td>
<td>81.94</td>
<td>56.96</td>
<td>28.67</td>
<td>13.14</td>
<td>71.78</td>
</tr>
<tr>
<td>SME ($\lambda=300$)</td>
<td>99.46</td>
<td>97.41</td>
<td>93.55</td>
<td>81.43</td>
<td>56.54</td>
<td>28.86</td>
<td>13.33</td>
<td>71.56</td>
</tr>
<tr>
<td>SME ($\lambda=400$)</td>
<td>99.45</td>
<td>97.34</td>
<td>93.49</td>
<td>81.57</td>
<td>56.32</td>
<td>28.68</td>
<td>13.44</td>
<td>71.48</td>
</tr>
</tbody>
</table>

Table 5.2. Relative WER reductions for MCE, and SME from MLE baseline using clean training data.

<table>
<thead>
<tr>
<th>Rel. WER red.</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MCE ($\lambda=10$)</td>
<td>48.45%</td>
<td>22.93%</td>
<td>12.30%</td>
<td>4.15%</td>
<td>-2.15%</td>
<td>-3.4%</td>
<td>-2.1%</td>
<td>0.25%</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>56.70%</td>
<td>49.41%</td>
<td>42.45%</td>
<td>29.6%</td>
<td>16.29%</td>
<td>5.43%</td>
<td>0.00%</td>
<td>17.03%</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>56.64%</td>
<td>59.70%</td>
<td>56.02%</td>
<td>44.14%</td>
<td>27.22%</td>
<td>12.30%</td>
<td>2.71%</td>
<td>27.09%</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>52.58%</td>
<td>59.53%</td>
<td>58.89%</td>
<td>47.74%</td>
<td>29.29%</td>
<td>13.39%</td>
<td>4.10%</td>
<td>28.99%</td>
</tr>
<tr>
<td>SME ($\lambda=300$)</td>
<td>47.42%</td>
<td>58.68%</td>
<td>58.29%</td>
<td>47.62%</td>
<td>29.89%</td>
<td>13.97%</td>
<td>5.04%</td>
<td>29.34%</td>
</tr>
<tr>
<td>SME ($\lambda=400$)</td>
<td>44.33%</td>
<td>56.32%</td>
<td>56.89%</td>
<td>46.14%</td>
<td>29.21%</td>
<td>14.20%</td>
<td>5.25%</td>
<td>28.79%</td>
</tr>
</tbody>
</table>

MCE obtained only 0.2% relative WER reduction due to poor performance in low SNR conditions. Examining the results in detail, we see that the characteristics of individual recognition accuracies for different SNR subgroups are very different for these two DT methods.

For each SNR subgroup (column) in Tables 5.1-5.2, the best performance is shown in bold font. In all cases in Tables 5.1-5.2, SME outperformed MCE. It is interesting to note that for the clean testing subgroup, both SME and MCE got comparable accuracies, with the relative WER reductions ranging from 43% to 57%. This implies that under matched conditions, both DT methods performed similarly on this Aurora2 task. The major difference occurred in the mismatched testing subgroups. In 20db and 15db SNR conditions that are not severely distorted from the clean training conditions, MCE got 23% and 12% relative WER reductions. In contrast, all the SME methods achieved at least 42% relative WER reductions in the 20db and 15db SNR cases, with the best performance around 60%
relative WER reduction. In the 10db case, MCE got less than 5% relative WER reductions while most SME can still get more than 40%. In the 5db, 0db, and -5db SNR scenarios, which are severely distorted conditions, MCE can get even worse performance than the MLE baseline. In contrast, SME still obtained satisfactory relative WER reductions in all cases.

The above observations show that all these discriminative training methods have no big difference in matched testing conditions on the Aurora2 task. Big difference exists in the mismatched testing conditions. Because of the margin, SME greatly improved the generalization ability, allowing the classifier to make a correct decision as long as the testing samples deviate within the margin from the training samples.

Examining the results of Table 5.2 in detail, we see that the best relative WER reductions for clean, 20db, and 15db SNR testing cases are 57%, 60%, and 59%. This demonstrates the effectiveness of the margin in the cases of 20db and 15db SNR testing conditions which are not as severely distorted from clean training condition, the margin can easily cover the distortion as shown in Figure 5.2. However, for the 10db, 5db, 0db, and -5db cases, the relative WER reductions keep decreasing since these conditions are increasingly pulled away from clean training and the distortions cannot be easily covered by a margin.

SME, with different balance coefficients $\lambda$, affects the performance in different testing conditions. In the cleaning testing case, SME with the smallest $\lambda$ ($\lambda=10$) gives the best accuracy, since it is a matched testing and the classifier with a focus on empirical risk minimization works the best. With the testing SNR decreasing, larger $\lambda$ is required to give more weights to margin maximization which in turn gives better generalization. As a result, SME with $\lambda=50$ works best in the 20db SNR case, while SME with $\lambda=100$ gets best accuracies in the 15db and 10db SNR cases. SME with $\lambda=200$, 300, and 400 obtain the most word error reduction in the 5db, 0db, and -5db SNR testing conditions. We can easily see the trend of best SME with respect to the coefficient.
Figure 5.2. The distortion level from clean condition for different SNRs.

Table 5.3. Detailed accuracies on testing set a, b, and c for MLE and SME with different balance coefficient $\lambda$ using clean training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>set a</th>
<th>set b</th>
<th>set c</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>61.34</td>
<td>55.75</td>
<td>66.14</td>
<td>60.06</td>
</tr>
<tr>
<td>SME ($\lambda=10$)</td>
<td>68.35</td>
<td>63.79</td>
<td>70.04</td>
<td>66.86</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>72.30</td>
<td>69.76</td>
<td>70.25</td>
<td>70.88</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>72.79</td>
<td>71.77</td>
<td>69.08</td>
<td>71.64</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>72.86</td>
<td>72.06</td>
<td>69.04</td>
<td>71.78</td>
</tr>
<tr>
<td>SME ($\lambda=300$)</td>
<td>72.90</td>
<td>71.46</td>
<td>69.06</td>
<td>71.56</td>
</tr>
<tr>
<td>SME ($\lambda=400$)</td>
<td>72.65</td>
<td>71.94</td>
<td>68.21</td>
<td>71.48</td>
</tr>
</tbody>
</table>
Table 5.3 lists the detailed accuracies on testing set a, b, and c for MLE and SME with different balance coefficient $\lambda$ using clean training data. We can see that a clear accuracy increasing trend from $\lambda=10$ to $\lambda=200$ in set a and set b. However, the trend cannot keep increasing for the reason we analyzed above. For set c, the increasing trend stops only at $\lambda=50$. This maybe set c is more difficult than set a and b, with additional channel distortion. In all cases, the margin provides SME better accuracies, compared to the original MLE baseline.

The original generalization property of margin-based classifiers in statistical learning theory [119] requires the training and testing samples to be from the identically independent distributions (i.i.d.). The results here show that SME performs very well even if the training and testing distributions are very different, which means that SME may have even better generalization property. We believe this is because the formulation of SME can push training samples away from the decision boundary with a distance of the margin. That margin in turn allows correct decision be made as long as the testing samples are distorted from training samples within a distance less than the value of the margin.

5.2 Multi-condition Training Condition

Table 5.4 lists testing results for MLE, MCE, and SME using multi-condition training data. Table 5.5 shows the relative WER reductions for MCE and SME from the baseline using multi-condition training data. Table 5.6 gives the detailed word accuracies for testing set a, b, and c. Both DT methods obtained similar performance, with around 10% relative WER reduction, which is similar to the relative WER reduction reported in [123] when MCE was only applied to multi-condition trained HMMs without combining with other methods.

The improvement of SME in multi-condition training is not as impressive as that in the clean training case. The possible reason is given in the following. For model trained from the clean data, the accuracy is as high as 99% on the clean testing data. From Eq.
Table 5.4. Detailed test accuracies for MLE, MCE, and SME using multi-condition training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>98.52</td>
<td>97.35</td>
<td>96.29</td>
<td>93.79</td>
<td>85.52</td>
<td>59.00</td>
<td>24.50</td>
<td>86.39</td>
</tr>
<tr>
<td>MCE</td>
<td>98.79</td>
<td>98.23</td>
<td>97.37</td>
<td>95.23</td>
<td>86.40</td>
<td>60.37</td>
<td>24.69</td>
<td>87.52</td>
</tr>
<tr>
<td>SME ($\lambda=5$)</td>
<td>98.99</td>
<td>98.29</td>
<td>97.48</td>
<td>95.22</td>
<td>87.03</td>
<td>60.58</td>
<td>24.43</td>
<td>87.52</td>
</tr>
<tr>
<td>SME ($\lambda=10$)</td>
<td>98.95</td>
<td>98.20</td>
<td>97.41</td>
<td>95.25</td>
<td>87.25</td>
<td>61.16</td>
<td>25.33</td>
<td>87.86</td>
</tr>
<tr>
<td>SME ($\lambda=20$)</td>
<td>98.97</td>
<td>98.29</td>
<td>97.52</td>
<td>95.27</td>
<td>87.02</td>
<td>60.05</td>
<td>24.71</td>
<td>87.63</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>99.00</td>
<td>98.30</td>
<td>97.51</td>
<td>95.17</td>
<td>86.67</td>
<td>59.05</td>
<td>24.65</td>
<td>87.34</td>
</tr>
</tbody>
</table>

(5.1), we can see that classifier learning balances empirical risk minimization and margin maximization. Because the empirical risk (i.e., the risk on the training set) is already very small, the focus of classifier learning is to maximize the margin. The resulted large margin in turn gives better generalization for the classifier, making it perform very well in mismatched testing conditions although the classifier is trained only with clean data. In contrast for models trained from multi-condition data, the accuracy is only around 86% on the multi-condition test data. The classifier training has to care about both the empirical risk minimization and the margin maximization. As a result, the margin cannot play a significant role to contribute to significantly improving the generalization capabilities of SME-trained models.

Another possible reason is that the multi-condition training data already covers different environments. SME may be hard to generalize the multi-condition trained model. We may see this from Table 5.6. The word accuracy for test set a decreases as $\lambda$ increases since the noises in test set a has already been observed in the multi-condition training set. In contrast, the noises in test set b doesn’t occur in the training set, therefore bigger margin in SME plays a role for generalization, resulting the increasing word accuracies for test set b.

### 5.3 Single SNR Training Condition

Although 29% relative WER reduction was achieved in the clean training multi-condition testing case, the average word accuracy is only 71.78. That number is relatively low for real
Table 5.5. Relative WER reductions for MCE and SME from MLE baseline using multi-condition training data.

<table>
<thead>
<tr>
<th>Rel. WER red.</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MCE</td>
<td>18.24%</td>
<td>33.21%</td>
<td>29.11%</td>
<td>23.19%</td>
<td>6.08%</td>
<td>3.34%</td>
<td>0.25%</td>
<td>8.30%</td>
</tr>
<tr>
<td>SME (λ=5)</td>
<td>31.76%</td>
<td>35.47%</td>
<td>32.08%</td>
<td>23.03%</td>
<td>10.43%</td>
<td>3.85%</td>
<td>-0.09%</td>
<td>9.77%</td>
</tr>
<tr>
<td>SME (λ=10)</td>
<td>29.05%</td>
<td>32.08%</td>
<td>30.19%</td>
<td>23.51%</td>
<td>11.95%</td>
<td>5.27%</td>
<td>1.10%</td>
<td>10.80%</td>
</tr>
<tr>
<td>SME (λ=20)</td>
<td>30.41%</td>
<td>35.47%</td>
<td>33.15%</td>
<td>23.83%</td>
<td>10.36%</td>
<td>2.56%</td>
<td>0.28%</td>
<td>9.11%</td>
</tr>
<tr>
<td>SME (λ=50)</td>
<td>32.43%</td>
<td>35.85%</td>
<td>32.88%</td>
<td>22.22%</td>
<td>7.94%</td>
<td>0.12%</td>
<td>0.20%</td>
<td>6.98%</td>
</tr>
</tbody>
</table>

Table 5.6. Detailed accuracies on testing set a, b, and c for SME with different balance coefficient λ using multi-condition training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>set a</th>
<th>set b</th>
<th>set c</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME (λ=5)</td>
<td>89.75</td>
<td>87.54</td>
<td>84.02</td>
<td>87.72</td>
</tr>
<tr>
<td>SME (λ=10)</td>
<td>89.62</td>
<td>87.83</td>
<td>84.40</td>
<td>87.86</td>
</tr>
<tr>
<td>SME (λ=20)</td>
<td>89.27</td>
<td>87.97</td>
<td>83.66</td>
<td>87.63</td>
</tr>
<tr>
<td>SME (λ=50)</td>
<td>88.65</td>
<td>88.06</td>
<td>83.25</td>
<td>87.34</td>
</tr>
</tbody>
</table>

life applications. As discussed in Section 5.1, larger λ will give better generalization. This may cause some decreased performance on the matched testing condition. As shown in Figure 5.2, the model trained with clean data requires large margin to cover the distortions from SNR -5db to SNR 20db. We may add noises into the clean training data to get a single SNR training condition. In such a condition, it may be easy for margin to cover all the distortion cases, such as the case in Figure 5.3.

![Figure 5.3. The distortion level from a 10db SNR training condition for different SNRs.](image)

In the following, we will add noise into the clean training set, and get 5 different training sets with 20db, 15db, 10db, 5db, and 0db SNRs. As the multi-condition training, four types
of noise are randomly added. They are: subway, babble, car, and exhibition. These four types of noise are the same as those used in test set a. In every distorted training set, there are still 8440 utterances. SME with different balance coefficients $\lambda$ are investigated. Since the focus is on SME, MCE will not be compared in the following experiments.

### 5.3.1 20db SNR Training Condition

Tables 5.7, 5.8, and 5.9 give detailed test accuracies, relative WER reductions, and detailed accuracies on test set a, b, and c using the 20db SNR training data. SME with $\lambda=50$ and $\lambda=100$ are tested. SME methods can get about 27% relative WER reductions, with around 78% word accuracies. Small $\lambda$ (50) gives better performance around 20db SNR testing condition while big $\lambda$ (100) generates better accuracy for testing conditions far away from 20db SNR.

### 5.3.2 15db SNR Training Condition

Tables 5.10, 5.11, and 5.12 give detailed test accuracies, relative WER reductions, and detailed accuracies on test set a, b, and c using the 15db SNR training data. SME with
Table 5.10. Detailed test accuracies for MLE and SME using 15db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>90.21</td>
<td>96.79</td>
<td>94.18</td>
<td>86.92</td>
<td>66.44</td>
<td>27.22</td>
<td>2.84</td>
<td>74.31</td>
</tr>
<tr>
<td>SME ($\lambda=10$)</td>
<td>90.44</td>
<td>98.24</td>
<td>96.95</td>
<td>92.35</td>
<td>76.34</td>
<td>39.08</td>
<td>12.04</td>
<td>80.59</td>
</tr>
<tr>
<td>SME ($\lambda=30$)</td>
<td>93.00</td>
<td>98.49</td>
<td>97.27</td>
<td>93.12</td>
<td>77.57</td>
<td>41.48</td>
<td>13.70</td>
<td>81.59</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>93.38</td>
<td>98.47</td>
<td>97.36</td>
<td>93.22</td>
<td>77.72</td>
<td>42.11</td>
<td>13.95</td>
<td>81.78</td>
</tr>
<tr>
<td>SME ($\lambda=80$)</td>
<td>94.29</td>
<td>98.44</td>
<td>97.33</td>
<td>93.32</td>
<td>77.42</td>
<td>42.03</td>
<td>14.38</td>
<td>81.71</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>94.93</td>
<td>98.48</td>
<td>97.27</td>
<td>93.24</td>
<td>77.17</td>
<td>41.95</td>
<td>14.53</td>
<td>81.62</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>96.17</td>
<td>98.39</td>
<td>97.24</td>
<td>93.02</td>
<td>76.65</td>
<td>41.73</td>
<td>15.38</td>
<td>81.41</td>
</tr>
</tbody>
</table>

Table 5.11. Relative WER reductions for SME from MLE baseline using 15db SNR training data.

<table>
<thead>
<tr>
<th>Rel. WER red.</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=10$)</td>
<td>2.35%</td>
<td>45.17%</td>
<td>47.59%</td>
<td>41.51%</td>
<td>29.50%</td>
<td>16.30%</td>
<td>9.47%</td>
<td>24.45%</td>
</tr>
<tr>
<td>SME ($\lambda=30$)</td>
<td>28.50%</td>
<td>52.96%</td>
<td>53.09%</td>
<td>47.40%</td>
<td>33.16%</td>
<td>19.59%</td>
<td>11.18%</td>
<td>28.34%</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>32.38%</td>
<td>52.34%</td>
<td>54.64%</td>
<td>48.17%</td>
<td>33.61%</td>
<td>20.46%</td>
<td>11.43%</td>
<td>29.08%</td>
</tr>
<tr>
<td>SME ($\lambda=80$)</td>
<td>41.68%</td>
<td>51.40%</td>
<td>54.12%</td>
<td>48.93%</td>
<td>32.72%</td>
<td>20.35%</td>
<td>11.88%</td>
<td>28.80%</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>48.21%</td>
<td>52.65%</td>
<td>53.09%</td>
<td>48.32%</td>
<td>31.97%</td>
<td>20.24%</td>
<td>12.03%</td>
<td>28.45%</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>60.88%</td>
<td>49.84%</td>
<td>52.58%</td>
<td>46.64%</td>
<td>30.42%</td>
<td>19.94%</td>
<td>12.91%</td>
<td>27.64%</td>
</tr>
</tbody>
</table>

$\lambda=10, 30, 50, 80, 100, \text{and } 200$ are tested. The best SME option can get about 29% relative WER reduction, with around 82% word accuracy. For 20db and 15db SNR testing cases, SME can get more than 50% relative WER reduction. For 10db and 5db SNR testing cases, more than 40% and 30% relative WER reductions can be got. Large $\lambda$ results in good performance on severely mismatched testing conditions. For example, the best word accuracies for clean and -5db testing cases are achieved by SME with the largest $\lambda$ (200). Especially for clean condition, relative 61% relative WER reduction is obtained. However, because the accuracy for clean testing condition is not counted for the final average accuracy on the Aurora2 task, SME with $\lambda=200$ is not the best one in terms of the average accuracy. For practical applications, the accuracy for the clean testing condition should be an important criterion to evaluate the effectiveness of robust algorithms.

In Table 5.12, the word accuracy increases from SME with $\lambda=10$ to SME with $\lambda=50$, and then drops after SME with $\lambda=80$ for test set a. For test set b, the word accuracy keeps increasing with the increasing value of $\lambda$. This phenomenon also demonstrates the generalization property of SME. As stated previously, the 15db SNR training set has four
Table 5.12. Detailed accuracies on testing set a, b, and c for SME with different balance coefficient $\lambda$ using 15db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>set a</th>
<th>set b</th>
<th>set c</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=10$)</td>
<td>83.86</td>
<td>78.29</td>
<td>78.67</td>
<td>80.59</td>
</tr>
<tr>
<td>SME ($\lambda=30$)</td>
<td>84.68</td>
<td>80.16</td>
<td>78.25</td>
<td>81.59</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>84.75</td>
<td>80.77</td>
<td>77.84</td>
<td>81.78</td>
</tr>
<tr>
<td>SME ($\lambda=80$)</td>
<td>84.62</td>
<td>81.13</td>
<td>77.04</td>
<td>81.71</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>84.60</td>
<td>81.08</td>
<td>76.74</td>
<td>81.62</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>84.13</td>
<td>81.70</td>
<td>75.39</td>
<td>81.41</td>
</tr>
</tbody>
</table>

types of noise, which are same as the noise used in test set a. The noise in test set b is unseen in the training set. Therefore, the performance on test set b is better with larger $\lambda$, which corresponds to better generalization. We cannot see any improvement in test set c. Test set c has one type of noise (totally two types of noise) occurred in the training set. A guess is that the additional channel distortion in test set c may bring trouble to SME.

5.3.3 10db SNR Training Condition

Tables 5.13, 5.14, and 5.15 give detailed test accuracies, relative WER reductions, and detailed accuracies on test set a, b, and c using the 10db SNR training data. SME with $\lambda=50, 70, 80, 100,$ and 200 are tested. All SME options get around 29% relative WER reductions. The best one achieves 30% relative WER reduction, with around 84% word accuracy. For 20db, 15db, and 10db SNR testing cases, SME can get more than 40% relative WER reduction. For 5db and 0db SNR testing cases, more than 30% and 20% relative WER reductions can be got. Large $\lambda$ results in good performance for clean testing case, with 90% word accuracy. This is the first time that nearly all SME methods get less than 90% word accuracy for the clean testing case. The word accuracy of 84% in this 10db SNR training condition is approaching the word accuracy of 87% in the multi-condition training condition. However, the performance in clean testing case is not what we want to see.

Looking at Table 5.15, we can also find that SME generalize well in test set b, which has noise unseen in the training set.
### Table 5.13. Detailed test accuracies for MLE and SME using 10db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>86.42</td>
<td>95.78</td>
<td>93.63</td>
<td>87.98</td>
<td>72.95</td>
<td>38.99</td>
<td>6.56</td>
<td>77.87</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>88.18</td>
<td>97.58</td>
<td>96.57</td>
<td>93.52</td>
<td>82.42</td>
<td>51.49</td>
<td>17.14</td>
<td>84.32</td>
</tr>
<tr>
<td>SME ($\lambda=70$)</td>
<td>88.16</td>
<td>97.59</td>
<td>96.63</td>
<td>93.69</td>
<td>82.64</td>
<td>51.84</td>
<td>17.87</td>
<td>84.48</td>
</tr>
<tr>
<td>SME ($\lambda=80$)</td>
<td>88.24</td>
<td>97.59</td>
<td>96.62</td>
<td>93.76</td>
<td>82.52</td>
<td>51.64</td>
<td>18.01</td>
<td>84.43</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>88.19</td>
<td>97.63</td>
<td>96.71</td>
<td>93.77</td>
<td>82.47</td>
<td>51.43</td>
<td>18.04</td>
<td>84.40</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>90.00</td>
<td>97.74</td>
<td>96.84</td>
<td>93.76</td>
<td>81.95</td>
<td>50.07</td>
<td>17.84</td>
<td>84.07</td>
</tr>
</tbody>
</table>

### Table 5.14. Relative WER reductions for SME from MLE baseline using 10db SNR training data.

<table>
<thead>
<tr>
<th>Rel. WER red.</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=50$)</td>
<td>12.96%</td>
<td>42.65%</td>
<td>46.15%</td>
<td>46.09%</td>
<td>35.01%</td>
<td>20.94%</td>
<td>11.32%</td>
<td>29.15%</td>
</tr>
<tr>
<td>SME ($\lambda=70$)</td>
<td>12.81%</td>
<td>42.89%</td>
<td>47.10%</td>
<td>47.50%</td>
<td>35.82%</td>
<td>21.06%</td>
<td>12.10%</td>
<td>29.87%</td>
</tr>
<tr>
<td>SME ($\lambda=80$)</td>
<td>13.40%</td>
<td>42.89%</td>
<td>46.94%</td>
<td>48.09%</td>
<td>35.38%</td>
<td>20.73%</td>
<td>12.25%</td>
<td>29.64%</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>13.03%</td>
<td>43.84%</td>
<td>48.35%</td>
<td>48.17%</td>
<td>35.19%</td>
<td>20.39%</td>
<td>12.29%</td>
<td>29.51%</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>26.36%</td>
<td>46.45%</td>
<td>50.39%</td>
<td>48.09%</td>
<td>33.27%</td>
<td>18.16%</td>
<td>12.07%</td>
<td>28.02%</td>
</tr>
</tbody>
</table>

### Table 5.15. Detailed accuracies on testing set a, b, and c for SME with different balance coefficient $\lambda$ using 10db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>set a</th>
<th>set b</th>
<th>set c</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=50$)</td>
<td>88.22</td>
<td>82.22</td>
<td>80.69</td>
<td>84.32</td>
</tr>
<tr>
<td>SME ($\lambda=70$)</td>
<td>88.19</td>
<td>82.75</td>
<td>80.50</td>
<td>84.48</td>
</tr>
<tr>
<td>SME ($\lambda=80$)</td>
<td>87.99</td>
<td>83.03</td>
<td>80.11</td>
<td>84.43</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>87.91</td>
<td>83.01</td>
<td>80.16</td>
<td>84.40</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>87.51</td>
<td>83.01</td>
<td>79.32</td>
<td>84.07</td>
</tr>
</tbody>
</table>
Table 5.16. Detailed test accuracies for MLE and SME using 5db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>5db</th>
<th>10db</th>
<th>15db</th>
<th>20db</th>
<th>25db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>71.79</td>
<td>93.22</td>
<td>91.44</td>
<td>85.36</td>
<td>71.84</td>
<td>43.90</td>
<td>9.17</td>
<td>77.15</td>
</tr>
<tr>
<td>SME (λ=50)</td>
<td>71.75</td>
<td>93.70</td>
<td>93.79</td>
<td>91.31</td>
<td>82.45</td>
<td>58.08</td>
<td>21.35</td>
<td>83.87</td>
</tr>
<tr>
<td>SME (λ=100)</td>
<td>67.67</td>
<td>94.17</td>
<td>94.38</td>
<td>91.99</td>
<td>82.76</td>
<td>57.69</td>
<td>21.05</td>
<td>84.20</td>
</tr>
<tr>
<td>SME (λ=200)</td>
<td>65.92</td>
<td>94.40</td>
<td>94.69</td>
<td>92.33</td>
<td>83.09</td>
<td>57.58</td>
<td>21.09</td>
<td>84.42</td>
</tr>
<tr>
<td>SME (λ=500)</td>
<td>63.80</td>
<td>94.13</td>
<td>94.63</td>
<td>92.50</td>
<td>83.41</td>
<td>57.93</td>
<td>21.57</td>
<td>84.52</td>
</tr>
<tr>
<td>SME (λ=700)</td>
<td>63.80</td>
<td>94.12</td>
<td>94.64</td>
<td>92.51</td>
<td>83.42</td>
<td>57.91</td>
<td>21.58</td>
<td>84.52</td>
</tr>
</tbody>
</table>

Table 5.17. Relative WER reductions for SME from MLE baseline using 5db SNR training data.

<table>
<thead>
<tr>
<th>Rel. WER red.</th>
<th>5db</th>
<th>10db</th>
<th>15db</th>
<th>20db</th>
<th>25db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME (λ=50)</td>
<td>-0.14%</td>
<td>7.08%</td>
<td>27.45%</td>
<td>40.64%</td>
<td>37.68%</td>
<td>25.28%</td>
<td>13.41%</td>
<td>29.41%</td>
</tr>
<tr>
<td>SME (λ=100)</td>
<td>-14.60%</td>
<td>14.01%</td>
<td>34.35%</td>
<td>45.29%</td>
<td>38.78%</td>
<td>24.58%</td>
<td>13.08%</td>
<td>30.85%</td>
</tr>
<tr>
<td>SME (λ=200)</td>
<td>-20.81%</td>
<td>17.40%</td>
<td>37.97%</td>
<td>47.61%</td>
<td>39.95%</td>
<td>24.39%</td>
<td>13.12%</td>
<td>31.82%</td>
</tr>
<tr>
<td>SME (λ=500)</td>
<td>-28.32%</td>
<td>13.42%</td>
<td>37.27%</td>
<td>48.77%</td>
<td>41.09%</td>
<td>25.01%</td>
<td>13.65%</td>
<td>32.25%</td>
</tr>
<tr>
<td>SME (λ=700)</td>
<td>-28.32%</td>
<td>13.27%</td>
<td>37.38%</td>
<td>48.84%</td>
<td>41.12%</td>
<td>24.97%</td>
<td>13.66%</td>
<td>32.25%</td>
</tr>
</tbody>
</table>

### 5.3.4 5db SNR Training Condition

Tables 5.16, 5.17, and 5.18 give detailed test accuracies, relative WER reductions, and detailed accuracies on test set a, b, and c using the 5db SNR training data. SME with λ=50, 100, 200, 500, and 700 are tested. All SME options get 29%-32% relative WER reductions, with around 84% word accuracies. Although the average 84% word accuracy still looks good (compared to 72% word accuracy got by SME with the clean-trained model), the accuracy on the clean testing condition is already unacceptable. In the first time, SME decreased the word accuracy in the clean testing condition. This shows the generalization for mismatched conditions is not symmetric. Although clean-trained model can be generalized well to the -5db SNR testing case with SME, it is not true for the 5db-SNR-trained model to be generalized to the clean testing case with SME. A possible reason is that the utterance with 5db SNR has already been distorted a lot. Even with matched testing case, it can only get around 72% word accuracy with MLE model. This low quality model cannot be generated well with SME.
Table 5.18. Detailed accuracies on testing set a, b, and c for SME with different balance coefficient $\lambda$ using 5db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>set a</th>
<th>set b</th>
<th>set c</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=50$)</td>
<td>88.20</td>
<td>80.54</td>
<td>81.85</td>
<td>83.87</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>88.44</td>
<td>81.30</td>
<td>81.51</td>
<td>84.20</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>88.50</td>
<td>82.00</td>
<td>81.09</td>
<td>84.42</td>
</tr>
<tr>
<td>SME ($\lambda=500$)</td>
<td>88.49</td>
<td>82.54</td>
<td>80.54</td>
<td>84.52</td>
</tr>
<tr>
<td>SME ($\lambda=700$)</td>
<td>88.48</td>
<td>82.55</td>
<td>80.54</td>
<td>84.52</td>
</tr>
</tbody>
</table>

Table 5.19. Detailed test accuracies for MLE and SME using 0db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>35.08</td>
<td>79.67</td>
<td>81.07</td>
<td>76.46</td>
<td>63.54</td>
<td>39.52</td>
<td>6.86</td>
<td>68.05</td>
</tr>
<tr>
<td>SME ($\lambda=50$)</td>
<td>27.85</td>
<td>79.40</td>
<td>85.76</td>
<td>83.96</td>
<td>74.05</td>
<td>51.05</td>
<td>17.67</td>
<td>74.84</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>27.77</td>
<td>78.32</td>
<td>85.52</td>
<td>84.59</td>
<td>75.09</td>
<td>51.98</td>
<td>18.38</td>
<td>75.10</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>27.63</td>
<td>78.08</td>
<td>85.38</td>
<td>84.83</td>
<td>75.47</td>
<td>54.24</td>
<td>18.49</td>
<td>75.20</td>
</tr>
<tr>
<td>SME ($\lambda=300$)</td>
<td>27.63</td>
<td>78.06</td>
<td>85.38</td>
<td>84.82</td>
<td>75.47</td>
<td>52.25</td>
<td>18.53</td>
<td>75.19</td>
</tr>
<tr>
<td>SME ($\lambda=500$)</td>
<td>27.60</td>
<td>78.01</td>
<td>85.35</td>
<td>84.79</td>
<td>75.48</td>
<td>52.23</td>
<td>18.55</td>
<td>75.17</td>
</tr>
</tbody>
</table>

5.3.5 0db SNR Training Condition

Tables 5.19, 5.20, and 5.21 give detailed test accuracies, relative WER reductions, and detailed accuracies on test set a, b, and c using the 0db SNR training data. SME with $\lambda=50$, 100, 200, 300, and 500 are tested. All SME options get about 22% relative WER reductions, with around 75% word accuracies. In this case, the original model quality is bad, with only 40% word accuracy for MLE model on the matched testing case (0db testing). This bad quality model severely affect the performance of SME. In fact, with such a bad performance, the major issue of training is how to improve the accuracy for the matched testing case. Generalization is only a minor issue now, although SME still gets more than 30% relative WER reductions for the 10db and 5db SNR testing case, and more than 20% relative WER reduction for the 15db SNR testing scenario.

5.4 Conclusion

We have evaluated the generalization issues of SME and MCE in this study. Multi-condition testing with both clean and multi-condition training is investigated on the Aurora2 task. In the clean training case, SME achieves an overall average of 29% relative WER reductions
Table 5.20. Relative WER reductions for SME from MLE baseline using 0db SNR training data.

<table>
<thead>
<tr>
<th>Rel. WER red.</th>
<th>clean</th>
<th>20db</th>
<th>15db</th>
<th>10db</th>
<th>5db</th>
<th>0db</th>
<th>-5db</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=50$)</td>
<td>-11.14%</td>
<td>-1.33%</td>
<td>24.78%</td>
<td>31.86%</td>
<td>28.83%</td>
<td>19.06%</td>
<td>11.61%</td>
<td>21.25%</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>-11.26%</td>
<td>-6.64%</td>
<td>23.51%</td>
<td>34.54%</td>
<td>31.68%</td>
<td>20.60%</td>
<td>12.37%</td>
<td>22.07%</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>-11.48%</td>
<td>-7.82%</td>
<td>22.77%</td>
<td>35.56%</td>
<td>32.72%</td>
<td>24.34%</td>
<td>12.49%</td>
<td>22.38%</td>
</tr>
<tr>
<td>SME ($\lambda=300$)</td>
<td>-11.48%</td>
<td>-7.92%</td>
<td>22.77%</td>
<td>35.51%</td>
<td>32.72%</td>
<td>21.05%</td>
<td>12.53%</td>
<td>22.35%</td>
</tr>
<tr>
<td>SME ($\lambda=500$)</td>
<td>-11.52%</td>
<td>-8.17%</td>
<td>22.61%</td>
<td>35.39%</td>
<td>32.75%</td>
<td>21.02%</td>
<td>12.55%</td>
<td>22.28%</td>
</tr>
</tbody>
</table>

Table 5.21. Detailed accuracies on testing set a, b, and c for SME with different balance coefficient $\lambda$ using 0db SNR training data.

<table>
<thead>
<tr>
<th>Word Acc</th>
<th>set a</th>
<th>set b</th>
<th>set c</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>SME ($\lambda=50$)</td>
<td>79.95</td>
<td>69.27</td>
<td>75.77</td>
<td>74.84</td>
</tr>
<tr>
<td>SME ($\lambda=100$)</td>
<td>80.17</td>
<td>69.86</td>
<td>75.44</td>
<td>75.10</td>
</tr>
<tr>
<td>SME ($\lambda=200$)</td>
<td>80.26</td>
<td>70.11</td>
<td>75.26</td>
<td>75.20</td>
</tr>
<tr>
<td>SME ($\lambda=300$)</td>
<td>80.26</td>
<td>70.08</td>
<td>75.28</td>
<td>75.19</td>
</tr>
<tr>
<td>SME ($\lambda=500$)</td>
<td>80.23</td>
<td>70.10</td>
<td>75.21</td>
<td>75.17</td>
</tr>
</tbody>
</table>

while MCE gets less than 1% relative WER reductions. Although both methods perform similarly when testing with clean utterances, SME outperforms MCE significantly in the testing utterances with SNRs ranging from -5db to 20db. In those mismatched conditions, the margin in SME contributes to classifier generalization and results in great performance improvements for SME. In multi-condition training, SME is slightly better than MCE since in this case the focus of classifier learning is more on minimizing the empirical risk instead of maximizing the margin for generalization. We hope the observations in this study can further deepen the research of generalization property of margin-based classification methods.

In this chapter, we also comprehensively worked on the single SNR training case. The training sets with 20db, 15db, 10db, 5db, and 0db SNRs were created. Only with single SNR training level, some SME options still can get 30% relative WER reductions, with 84% word accuracy on the test set. Since the test is still on mismatched conditions, the performance clearly demonstrates SME’s nice property of generalization. The word accuracy of 84% is close to 87% accuracy in the multi-condition training case. Therefore,
single SNR level training may be an option to improve the accuracy in robust ASR applications. We also need to pay attention with the trained model qualities from the distorted training set. Because the training signal was distorted by the additive noise, we cannot expect the matched test case can get a 99\% word accuracy as what have been obtained in the clean-trained clean-tested case. Therefore, SME has to focus on both the empirical risk minimization and the generalization.

This chapter only presents our initial study, we are now working on a number of related research issues. First, current evaluation of these DT methods is on Aurora2, which is a connected-digit task. We may extend the evaluation to a larger task, such as Aurora4 [95]. Second, SME may be combined with other robust ASR methods as in [123] to further improve ASR performance.
CHAPTER 6
THE RELATIONSHIP BETWEEN MARGIN AND HMM PARAMETERS

From our study it is clear that the margin parameter is related to the discrimination power of the classification models. All the margin-based automatic speech recognition (ASR) methods implicitly address the generalization issue by claiming that they are using a margin. This quantity is often specified as a numeric variable and determined empirically. large margin estimation (LME) sets the margin as a variable, and tries to optimize it together with the hidden Markov model (HMM) parameters. large margin hidden Markov models (LM-HMMs) directly set it to 1 and use the summation of the traces of all the precision matrices as a regularization term. soft margin estimation (SME) also treats the margin as a variable. The issues of how the margin is related to the HMM parameters and how it directly characterizes the generalization ability of HMM-based classifiers have not been addressed so far in the literature. This is in clear contrast with the case of support vector machines (SVMs) in which the margin is clearly expressed as a function of model parameters.

This study investigates the above-mentioned issue. By making a one-to-one mapping between the objective functions of SVMs and SME, we show that the margin can be expressed as a function of HMM parameters. A divergence-based margin is then proposed to characterize the generalization ability of HMM-based classifiers. It can then be plugged into the SME-based objective functions for simultaneous optimization of the margin and HMM parameters. Tested on the TIDIGITS task, the proposed SME method with model-based margin performs similarly to the original SME method, and may be with better theoretic justifications.
6.1 Mapping between SME and SVMs

Figure 6.1 shows the separable case of binary SVMs where there exist a projection $w$ and an offset $b$ such that $y_i(wx_i + b) > 0$ for all training samples $(x_i, y_i), (x_n, y_n)$. In this situation, SVMs solve the following optimization problem:

$$\max_{w} \frac{1}{||w||}, \text{ subject to } y_i(\frac{x_i}{||w||}w + b - \frac{1}{||w||}) > 0, \quad (6.1)$$

where $||w||$ is the Euclidean norm of $w$, and $1/||w||$ is referred as the margin. With this optimization objective, every mapped sample is at least a distance of $1/||w||$ from the decision boundary. If the mismatch between the training and testing sets only causes a shift less than this margin in the projected space, a correct decision can still be made. The margin, $1/||w||$, can be considered as a measure to characterize the generalization property for the SVMs.

In Figure 6.1, for the positive and negative classes, the corresponding hyper-planes (dashed lines) can be viewed as the models with parameters $w$ and $b (\Lambda = (w, b))$, satisfying $(wx + b) = +1$. $2/||w||$ (the margin times 2) is considered as a separation distance, $D(\Lambda)$, for these two models. This view can be extended to defining the optimization target of non-separable SVMs as a combination of empirical risk minimization and model separation (or
margin) maximization by minimizing:

\[ \lambda \|w\| + \frac{1}{N} \sum_i \left[ \frac{1}{\|w\|} - y_i (x_i \frac{w}{\|w\|} + \frac{b}{\|w\|}) \right]_+ \]  

(6.2)

where \( \lambda \) is a balance coefficient. Note that in most literatures of SVMs (e.g., [108]), there is a scale of \( \|w\| \) different from Eq. (6.2). That is to make its objective function as a second-order function to optimize. With margin \( \rho = 1/\|w\| \), Eq. (6.2) can be rewritten as

\[ \frac{\lambda}{\rho(\Lambda)} + \frac{1}{N} \sum_i \left[ \rho(\Lambda) - y_i (x_i \frac{w}{\|w\|} + \frac{b}{\|w\|}) \right]_+ . \]  

(6.3)

If we denote

\[ d(O_i, \Lambda) = y_i (x_i \frac{w}{\|w\|} + \frac{b}{\|w\|}), \]  

(6.4)

then Eq. (6.3) of SVMs has an almost one-to-one mapping with Eq. (6.5) of SME:

\[ L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^N (\rho - d(O_i, \Lambda))_+. \]  

(6.5)

### 6.2 SME with Further Generalization

By carefully comparing Eq. (6.5) with Eq. (6.3), we can see there is one difference between them. In Eq. (6.5), the margin \( \rho \) is a numeric variable, independent with the system parameter, \( \Lambda \). In contrast, in Eq. (6.3) the margin is a function of the system parameter, \( \Lambda \), denoted as \( \rho(\Lambda) \). As discussed in Section 6.1, the margin of SVMs can be considered as a half of the system distance:

\[ \rho(\Lambda) = D(\Lambda)/2. \]  

(6.6)

After determined by the optimization process of SVMs, this margin only depends on parameter, \( \Lambda = (w, b) \).

The margin in margin-based ASR methods is in different case. Given system parameters, \( \Lambda \), the margin cannot be computed out because it is a single variable got from data. For better generalization, it is desirable to express the margin as a function of the HMM parameters. As shown above, the margin, \( \rho \), can be expressed as a function of the model
distance in the SVM system. In the following, we wish to express $\rho$ in SME as a function of the system model distance of HMMs.

For an HMM system, every state is modeled by a Gaussian mixture model (GMM). Hence, the first step is to get the model distance of GMMs. The symmetric Kullback-Leibler divergence is a well-known measure for comparing two densities [23]:

$$D(k, l) = E\left\{-\log \frac{p_k(x)}{p_l(x)} | w_l\right\} - E\left\{-\log \frac{p_k(x)}{p_l(x)} | w_k\right\}$$ (6.7)

where $p_k(x)$ and $p_l(x)$ are the probability density functions of the two models, $w_k$ and $w_l$.

Eq. (6.7) has a closed form expression for Gaussian densities [23]:

$$D_G(k, l) = \frac{1}{2} tr\left\{(\Sigma_k^{-1} + \Sigma_l^{-1})(\mu_k - \mu_l)(\mu_k - \mu_l)^T\right\} + \frac{1}{2} tr\left\{\Sigma_k^{-1} \Sigma_l + \Sigma_k \Sigma_l^{-1} - 2I\right\}$$ (6.8)

where $(\mu_k, \Sigma_k)$ and $(\mu_l, \Sigma_l)$ are the mean vectors and covariance matrices of Gaussian densities, $k$ and $l$. $I$ is an identity matrix. For GMMs, the following approximation [40] is made for the divergence of the $i$th and $j$th GMMs:

$$D_{GMM}(i, j) = \sum_{k=1}^{M_i} \sum_{l=1}^{M_j} c_{ik} c_{jl} D_G(ik, jl),$$ (6.9)

where $ik$ and $jl$ indicate the $k$th and $l$th Gaussians of the $i$th and $j$th GMMs. This approximation weights all the pairwise Gaussian components from GMMs with the corresponding mixture weights ($c_{ik}$ and $c_{jl}$) and sums them together.

Suppose there are a total of $NG$ GMMs in the system, Eq. (6.9) is used to compute all the pairwise divergences of GMMs in the system: $\{D_{GMM}(i, j), i = 1...NG, j = 1...NG, i \neq j\}$. Next we need to define the system model distance for the whole set of GMMs. Keeping in mind that the system model distance is used for generalization, the definition of system model distance of GMMs should be an indicator for better generalization. The bigger the system model distance, the less confusion the system will have.

Next we define the system divergence as the model distance for multiple GMMs as:

$$D(\Lambda) = \frac{1}{N_G} \sum_i D_{GMM}(i, nearest(i)).$$ (6.10)
As Figure 6.2, for the $i$th GMM, only its nearest GMM ($\text{nearest}(i)$) is considered to significantly contribute the value of the system divergence. The divergence of two GMMs far apart from each other provides little information to quantify the system confusion, or system generalization. For HMM systems, every state is modeled by a GMM. Hence, the system divergence of HMMs can also be defined in a similar way to Eq. (6.10) by considering all the state GMMs. The only difference is that GMMs belonging to the same speech unit cannot be included in defining $\text{nearest}(i)$. Special attention should be paid if the idea is applied to a triphone- (or even quinphone-) ASR system. Because the triphone states are very similar for triphones sharing the same center phone, the candidates in $\text{nearest}(i)$ only considers the triphone states with different center phone.

To overcome the weakness of original SME, margin $\rho$ may be replaced with system divergence, which is a function of HMM parameters and characterizes the system generalization. Also, margin $\rho$ is compared with average log likelihood ratio (LLR) in Eq. (6.5) while divergence is the expectation of LLR. However, $D$ in Eq. (6.10) is not with the same
scale as the margin in our original SME. The reason is stated in the following. In Eq. (6.5), margin $\rho$ is compared with separation measure $d$, which is the average LLR. This LLR is computed by using the correct and most competing models in an utterance. For different frames, the most competing models differ, resulting relatively small average LLR. In contrast, the divergence of two models uses all the samples in space for computation. This may result in a bigger value for the expectation of LLR. Until now, we cannot find in theory the exact relationship between system divergence in Eq. (6.10) and the margin. Instead, we observed that the square root of the divergence in Eq. (6.10) is similar to the margin used in our original SME work, which will be shown in Table 6.2. Therefore, we set:

$$D(\Lambda) = \left\{ \frac{1}{NG} \sum_{i} D_{GMM}(i, nearest(i)) \right\}^{1/2}.$$  \hspace{1cm} (6.11)

In Eq. (6.11), $D$ is summed over $D_{GMM}(i, nearest(i))$, which is not symmetric because the nearest neighbor is not symmetric. For example, in Figure 6.2, GMM A’s nearest neighbor is GMM B. But GMM B’s nearest neighbor is GMM C instead of GMM A.

Embed the margin in Eq. (6.11) into the SME framework and get:

$$L_{SME}(\Lambda) = \frac{\lambda}{\rho(\Lambda)} + \frac{1}{N} \sum_{i=1}^{N} (\rho(\Lambda) - d(O_i, \Lambda))_+$$

$$= \frac{\lambda}{\rho(\Lambda)} + \frac{1}{N} \sum_{i=1}^{N} (\rho(\Lambda) - d(O_i, \Lambda)) \mathbb{I}(\rho(\Lambda) - d(O_i, \Lambda) > 0)$$

$$= \frac{\lambda}{\rho(\Lambda)} + \frac{1}{N} \sum_{i=1}^{N} (\rho(\Lambda) - d(O_i, \Lambda)) \frac{1}{1 + \exp(-\gamma(\rho(\Lambda) - d(O_i, \Lambda)))}. \hspace{1cm} (6.12)$$

The last equation of Eq. (6.12) is got by smoothing the indicator function with a sigmoid function. Eq. (6.12) is a smoothing function of HMM parameters and can be solved by using generalized probabilistic descent (GPD) [50] algorithm.

It should be noted that although the empirical approximation of margin is not precise, it can still work well under the framework of SME. As opposed to the separable case, there is no unique soft margin value for the cases of inseparable classification. The final soft margin value is affected by the choice of the balance coefficient, $\lambda$. In essence, Eq. (6.12)
works well for generalization in two parts. The first is to pull the samples away from the
decision boundary with a distance of margin by reducing the empirical risk. The second is
to make this margin as a function of the system model distance, and then maximize it by
minimizing the objective function in Eq. (6.12).

6.2.1 Derivative Computation

In the following, we get the derivative of Eq. (6.12) w.r.t. parameter $\Lambda$ for the use in the
GPD algorithm.

$$
\frac{\partial L^{SME}(\Lambda)}{\partial \Lambda} = -\frac{\lambda}{\rho^2(\Lambda)} \frac{\partial (\rho(\Lambda))}{\partial \Lambda} + \frac{1}{N} \sum_{i=1}^{N} \frac{\partial}{\partial \Lambda} \left[ \frac{1}{1+\exp(-\gamma(\rho - d(O_i, \Lambda)))} \right]
$$

$$
\frac{\partial}{\partial \Lambda} \left[ \frac{1}{1+\exp(-\gamma(\rho - d(O_i, \Lambda)))} \right] = \gamma \left( 1 - \frac{1}{1+\exp(-\gamma(\rho - d(O_i, \Lambda)))} \right) \frac{\partial (\rho - d(O_i, \Lambda))}{\partial \Lambda},
$$

we can rewrite Eq. (6.13) as

$$
\frac{\partial L^{SME}(\Lambda)}{\partial \Lambda} = -\frac{\lambda}{\rho^2(\Lambda)} \frac{\partial (\rho(\Lambda))}{\partial \Lambda} + \frac{1}{N} \sum_{i=1}^{N} \left\{ \frac{\partial (\rho(\Lambda) - d(O_i, \Lambda))}{\partial \Lambda} \frac{1}{1+\exp(-\gamma(\rho - d(O_i, \Lambda)))} \right\}.
$$

Let

$$
l = 1/[1 + \exp(-\gamma(\rho - d(O_i, \Lambda)))],
$$

then Eq. (6.15) can be rewritten as

$$
\frac{\partial L^{SME}(\Lambda)}{\partial \Lambda} = -\frac{\lambda}{\rho^2(\Lambda)} \frac{\partial (\rho(\Lambda))}{\partial \Lambda} + \frac{1}{N} \sum_{i=1}^{N} \left[ \frac{\partial (\rho(\Lambda) - d(O_i, \Lambda))}{\partial \Lambda} l(1 + \gamma(\rho(\Lambda) - d(O_i, \Lambda))(1 - l)) \right]
$$

$$
= \left\{ \left[ -\frac{\lambda}{\rho^2(\Lambda)} + \frac{1}{N} \sum_{i=1}^{N} \left[ l(1 + \gamma(\rho(\Lambda) - d(O_i, \Lambda))(1 - l)) \right] \frac{\partial \rho(\Lambda)}{\partial \Lambda} \right] \frac{\partial (\rho(\Lambda))}{\partial \Lambda} + \frac{1}{N} \sum_{i=1}^{N} l(1 + \gamma(\rho(\Lambda) - d(O_i, \Lambda))(1 - l)) \frac{\partial (\rho(\Lambda) - d(O_i, \Lambda))}{\partial \Lambda} \right\}.
$$
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Since $d(O, \Lambda)$ is a normalized LLR, $\frac{\partial c-d(O, \Lambda)}{\partial \Lambda}$ can be computed similarly to what has been done in MCE training. Please refer [48] for the detailed formulations of those derivatives.

In the following, we just give the formulation of $\frac{\partial \rho(\Lambda)}{\partial \Lambda}$. From Eqs. (6.8), (6.9), and (6.11), we have

$$\frac{\partial \rho(\Lambda)}{\partial \Lambda} = 0.5 \left( \frac{1}{NG} \sum D_{GMM} \right)^{-1/2} \frac{\partial \left( \frac{1}{NG} \sum D_{GMM} \right)}{\partial \Lambda}$$

$$= 0.5 \frac{\partial \left( \frac{1}{NG} \sum D_{GMM} \right)}{\rho(\Lambda) \partial \Lambda},$$

(6.18)

and

$$\frac{\partial D_{GMM}}{\partial \Lambda} = \frac{\partial \sum_i \sum_j c_i c_j D_G(i, j)}{\partial \Lambda}$$

(6.19)

Since $D_G(i, j)$ is symmetric for Gaussian components $i$ and $j$, the following content only gives the derivative of $D_G(i, j)$ w.r.t. $\mu_j$ and $\sigma_j$. For the $l$th dimension of $\mu_j$ and $\sigma_j$, the preprocessing in MCE is also applied.

$$\mu_{jl} \rightarrow \tilde{\mu}_{jl} = \frac{\mu_{jl}}{\sigma_{jl}}$$

(6.20)

$$\sigma_{jl} \rightarrow \tilde{\sigma}_{jl} = \log \sigma_{jl}$$

(6.21)

Finally, we have

$$\frac{\partial D_G(i, j)}{\partial \tilde{\mu}_{jl}} = (\mu_{jl} - \mu_{il}) \left( \frac{1}{\sigma_{jl}^2} + \frac{1}{\sigma_{il}^2} \right) \sigma_{jl}$$

(6.22)

$$\frac{\partial D_G(i, j)}{\partial \tilde{\sigma}_{jl}} = - \frac{(\mu_{jl} - \mu_{il})^2}{\sigma_{jl}^2} + \frac{\sigma_{jl}^2}{\sigma_{il}^2} + \frac{\sigma_{jl}^2}{\sigma_{jl}^2}$$

(6.23)

After getting all the derivatives, GPD is used to update all HMM parameters.

### 6.3 Comparison with Minimum Divergence Training

Recently, divergence was used to design a new DT method, minimum divergence training (MDT) [20]. The difference between divergence-based SME and MDT is discussed in the following aspects.
Table 6.1. Testing set string accuracy comparison with different methods.

<table>
<thead>
<tr>
<th></th>
<th>MLE</th>
<th>MCE</th>
<th>SME</th>
<th>SME_C</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-mix</td>
<td>95.20%</td>
<td>96.94%</td>
<td>98.76%</td>
<td>98.76%</td>
</tr>
<tr>
<td>2-mix</td>
<td>96.20%</td>
<td>97.40%</td>
<td>98.91%</td>
<td>98.95%</td>
</tr>
<tr>
<td>4-mix</td>
<td>97.80%</td>
<td>98.24%</td>
<td>99.15%</td>
<td>99.20%</td>
</tr>
<tr>
<td>8-mix</td>
<td>98.03%</td>
<td>98.66%</td>
<td>99.29%</td>
<td>99.29%</td>
</tr>
<tr>
<td>16-mix</td>
<td>98.36%</td>
<td>98.87%</td>
<td>99.29%</td>
<td>99.30%</td>
</tr>
</tbody>
</table>

- **Objective:** SME jointly maximizes the system divergence and minimize the empirical risk. MDT minimizes the divergence between the recognized model sequence and the correct model sequence in utterances.

- **Computation:** The divergence used in SME is symmetric while it is asymmetric in MDT. MDT uses the unscented transform mechanism for the computation and has high precision. In contrast, the divergence in SME for GMMs is simply computed by weighting combination of the divergence of Gaussians. The symmetric and simple approximation makes the divergence be a much concise form of GMM parameters.

- **Usage:** SME uses divergence globally, as a measure of system generalization. MDT uses divergence utterance by utterance, as a local measure of the dissimilarity between the competing models and correct models in utterance.

### 6.4 Experiments

The modified SME framework was evaluated on the TIDIGITS connected digit recognition task. The experiment setup is the same as that in previous sections.

Table 6.1 compares string accuracies of different training methods with various numbers of mixture components in each HMM state. The column labeled SME shows the accuracy of the SME method with divergence-based margin. SME outperforms MLE and MCE significantly. The last column of Table 6.1 with label SME_C lists the performance of the original SME method, which is similar to those of SME.

In Table 6.2 we list the square root values of the system divergence (Eq. (6.11)) of all the
models. The divergence trend of the three training methods is clear within the same model configuration. The divergence of MLE is the smallest and that of SME is the largest in all model configurations. System divergence is however not the only indicator of accuracy. For 1-mixture SME models, the string accuracy is 98.76%, which is better than that of the 16-mixture MLE models. But the system divergence of the 1-mixture SME models is far less than that of the 16-mixture MLE models. Hence, generalization is not only the factor that determines the recognition performance. The rightmost column of Table 6.2 with label SME_C lists the empirical margins used in the original SME method. It is easy to see that the divergence-based margins are similar in value to these empirical margins.

### 6.5 Conclusion

In this study, we extend the margin from a constant value in our previous work to a function of the system model distance. This distance-based margin is a function of all the model parameters and well characterizes the system generalization. A system divergence is defined as the model distance of GMMs or HMMs. A divergence-based margin is plugged into the objective function of SME. The modified SME achieved similar performance to that obtained with the previously proposed method, and with a better theoretic foundation. This facilitates rapid design without the need to try different constants for systems with different complexities. From the experiment, for each mixture model setting, the divergence follows the same trend as the accuracy. Meanwhile for different model configurations, a greater divergence does not result in a greater accuracy. This demonstrates better generalization results in better accuracy, but is not the only factor to determine the performance.
The work in this study goes beyond the margin definition in SVMs. In binary SVMs, the margin is easily viewed as the separation distance of the two competing classifiers. For multiple classifiers, there is no obvious extension. We directly relate the margin with model parameters to characterize the generalization issue. Although this work uses HMMs as classifiers, we believe this model-based margin can be generalized to benefit other multi-class margin-based methods.

As stated in this study, a square root operation is adopted to map the system divergence to the soft margin. Although satisfactory results were obtained, many efforts are needed to investigate what is the underlying theory and whether there are other functions to associate the system divergence with margin in SME. In [36], some precise realizations of divergence with heavy computation cost are discussed. In our study, the computation of divergence is simple and easy for optimization, but with some potential precision loss. We will investigate whether better precision modeling of divergence will bring out further improvements. In [67] we have shown that SME also works well on a large vocabulary continuous speech recognition (LVCSR) task. We will demonstrate the effectiveness of this divergence-based SME on a LVCSR task in future works.
Although margin-based methods have shown their superiority on small tasks, they have not well demonstrated the same power on large vocabulary continuous speech recognition (LVCSR) tasks. To be widely used, it is necessary to show convincing successes on LVCSR tasks. The research presented here will make a comprehensive study of SME for LVCSR tasks.

7.1 SME for LVCSR with the Generalized Probabilistic Descent Algorithm

The key issue for using SME in LVCSR tasks is to define appropriate model separation measures. One method is to use $d_{\text{SME, utter}}(O_i, \Lambda)$ in Table 7.1, and solve HMM parameters by minimizing the quantity in Eq. (7.1).

$$L^{\text{SME}}(\rho, \Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} (\rho - d(O_i, \Lambda))_+$$

$$= \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} (\rho - d(O_i, \Lambda))I(O_i \in U), \quad (7.1)$$

where $d(O_i, \Lambda)$ is normalized log likelihood ratio with frame selection used in previous chapters. This separation measure only considers one competing string for an utterance. However, most successful discriminative training (DT) methods on LVCSR use lattices to get a rich set of competing candidates information. The advantage can also be explained by the test risk bound in Eq. (3.1) since lattices provide more confusion patterns (i.e., more data). This will result in a reduced generalization term, which makes the test risk bound tighter. In the following, two solutions are provided for lattice-based separation measure definitions for LVCSR.

The first solution is similar to lattice-based MMIE [118], [122], MCE [81], and MPE [101]. We define distances, $d^{\text{SME, MMIE}}(O_i, \Lambda)$, $d^{\text{SME, MCE}}(O_i, \Lambda)$, and $d^{\text{SME, MPE}}(O_i, \Lambda)$, as
Table 7.1. Separation measure for SME

<table>
<thead>
<tr>
<th>Measure</th>
<th>Formula</th>
</tr>
</thead>
<tbody>
<tr>
<td>$d_{SME,utter}$</td>
<td>$\frac{1}{n_i} \sum_j \log \left( \frac{P_{\Lambda}(O_i</td>
</tr>
<tr>
<td>$d_{SME,MMIE}$</td>
<td>$\log \left( \frac{P_{\Lambda}(O_i</td>
</tr>
<tr>
<td>$d_{SME,MCE}$</td>
<td>$1 - \frac{1}{1 + \exp(-\gamma d_{SME}(O_i, \Lambda) + \theta)}$</td>
</tr>
<tr>
<td>$d_{SME,MPPE}$</td>
<td>$\sum_{S_i} P_{\Lambda}(O_i</td>
</tr>
</tbody>
</table>

shown in Table 7.1. We can now take advantage of optimization algorithms adopted in lattice-based DT methods to obtain statistics at the utterance level and then use extended Baum-Welch algorithms [99] to optimize parameters. However, due to their focus on utterance-level competition, it is possible to lose the advantage of the frame-level discrimination power in the SME separation measures as discussed in previous chapters.

SME separations can also be defined at the word segment level [66]. The first step is to align the utterance with the correct transcription and get the timing information for every word. The second step is to find competing words for every word in the lattice. This is done by examining the lattice to get words falling into the time segment of current correctly transcribed words. A frame overlapping threshold is set not to consider words with too few overlapping frames as competing words. For example, for the lattice in Figure 7.1, the competing words are listed in Table 7.2. For the $p$-th overlapping word pair, we denote the number of overlapped frames as $n_{op}$, the $j$-th overlapping frame as $O_{o_j}$, set of overlapping frames as $F_{op}$, and the target and competing words as $W_{target}$ and $W_{comp}$. A word level separation can be defined as:

$$d_{SME,word}^{op}(O_i, \Lambda) = \frac{1}{n_{op}} \sum_j \log \left( \frac{P_{\Lambda}(O_{o_j}|W_{target})}{P_{\Lambda}(O_{o_j}|W_{comp})} \right) I(O_{oj} \in F_{op}).$$

(7.2)

where $P_{\Lambda}(O_{o_j}|W_{target})$ and $P_{\Lambda}(O_{o_j}|W_{comp})$ are the likelihood scores for $W_{target}$ and $W_{comp}$.

For any word pair $W_{target}$ and $W_{comp}$, we compute Eq. (7.2), and plug all of them into the following formula:

$$L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} \left[ \frac{1}{np_i} \sum_{p=1}^{np_i} (\rho - d_{SME,word}^{op}(O_i, \Lambda))_+ \right],$$

(7.3)
where $np_i$ denotes the number of overlapping word pairs in utterance $O_i$. Then, the GPD algorithm is used to update HMM parameters.

### Table 7.2. Correct and competing words for lattice example

<table>
<thead>
<tr>
<th>Correct word</th>
<th>Competing words</th>
</tr>
</thead>
<tbody>
<tr>
<td>the</td>
<td>that</td>
</tr>
<tr>
<td>world</td>
<td>wood, it, dig</td>
</tr>
<tr>
<td>is</td>
<td>it, dig, did, wonderful</td>
</tr>
<tr>
<td>wonderful</td>
<td>want, full, foul, order, dig, did, wander, for</td>
</tr>
</tbody>
</table>

We found the word level separation ($d_{op}^{SME,word}(O_i, \Lambda)$ with word pairs in lattices) to be better than the utterance-level measure ($d_{op}^{SME,utter}(O_i, \Lambda)$ with only the correct and most competitive strings), because it uses more confusion patterns. For SME, $d_{op}^{SME,word}(O_i, \Lambda)$ may also have an advantage over other separation measures defined above, which have only one value for each utterance. This is because in SME we will plug this separation value into Eq. (7.1), and the utterances with values greater than the value of the margin will not contribute to parameter optimization. However in some cases, there may be some word pairs in lattices that still have distances less than the value of the margin. The word level separation measure $d_{op}^{SME,word}(O_i, \Lambda)$ makes use of those word pairs to get more confusion patterns.
7.1.1 Experiment of SME with GPD

We used the 5k-WSJ0 [97] task to evaluate the effectiveness of SME on LVCSR. The training set is the SI-84 set, with 7077 utterances from 84 speakers. All testing is conducted on the Nov92 evaluation set, with 330 utterances from 8 speakers. Baseline HMMs are trained with MLE using the HMM toolkit (HTK). The HMMs are cross-word triphone models. There were 2818 shared states obtained with a decision tree and each state observation density is modeled by an 8-mixture Gaussian mixture model. The input features were 12MFCCs + energy, and their first and second order time derivatives. A trigram LM within the 5k-WSJ0 corpus was used for decoding. The baseline WER was 5.06% for MLE models.

The bigram LM was used to obtain seed lattices for all of the training utterances. These lattices were generated only once. At each iteration, the recently updated HMMs were incorporated to generate new lattices by using seed lattices as decoding word graphs. Following this, SME was used to update HMM parameters. The method, denoted by SME_word, is based on the word level separation measure, $d_{op}^{SME\_word}(O_i, \Lambda)$, defined in Eq. (7.2).

MCE model was trained with the similar implementation as [81]. The bigram LM was used to generate lattices and the unigram LM was used to rescore them. The correct path was removed from the decoded word graph, and the smoothing constant was set to 0.04 as in [81]. The relative WER reduction of this MCE realization is similar to what has been reported in [81].

In Table 7.3, the WERs obtained with MLE, MCE and the SME method are compared. The SME method achieved lower WERs than those obtained with the MLE and MCE models. SME_word decreased WERs significantly from MLE, with 12% relative WER reductions.
Table 7.3. Performance on the 5k-WSJ0 task

<table>
<thead>
<tr>
<th></th>
<th>WER</th>
<th>Relative Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>5.06%</td>
<td>-</td>
</tr>
<tr>
<td>MCE</td>
<td>4.60%</td>
<td>9%</td>
</tr>
<tr>
<td>SME_word</td>
<td>4.43%</td>
<td>12%</td>
</tr>
</tbody>
</table>

### 7.2 SME for LVCSR with the Extended Baum-Welch Algorithm

In the last section, SME was shown to work well on the 5k-WSJ0 task. However, two potential areas for improvement need to be addressed. The first is that the generalized probabilistic descent algorithm was used for HMM parameter optimization. Although it is easy to work in a small task, we had a hard time getting suitable step sizes on LVCSR tasks. The second is that SME improves over models initialized with maximum likelihood estimation (MLE), but fails to demonstrate its advantage over conventional DT models in the same experimental configuration.

The first part of this study [67] addresses the two above-mentioned issues. For optimization, the extended Baum-Welch (EBW) [91] algorithm is adopted to update HMM parameters with statistics obtained from lattices. For comparison, MCE will be compared fairly with SME by sharing most of the implementation details. More conventional DT methods will be compared in later sections. As shown latter, the proposed SME modification, with utterance and frame selection using EBW optimization, performs better than MCE and MLE. Above all SME with frame selection works better than SME with utterance selection. Based on the framework of SME with frame selection, we unify the SME work with different separation (string, word, and phone) level. The best SME model achieves a relative word error rate (WER) reduction of 25% from our MLE baseline.

Let’s revisit the formulation of SME. There are two targets for optimization: one is to minimize the empirical risk, and the other is to maximize the margin. These two targets are combined into a single SME objective function for minimization:
\[ L^{SME}(\rho, \Lambda) = \frac{\lambda}{\rho} + R_{emp}(\Lambda) = \frac{\lambda}{\rho} + \frac{1}{N} \sum_{i=1}^{N} l(O_i, \Lambda), \tag{7.4} \]

where \( \rho \) is the soft margin, and \( \lambda \) is a coefficient to balance the soft margin maximization and the empirical risk minimization. \( l(O_i, \Lambda) \) is a loss function for utterance \( O_i, \Lambda \) denotes the set of HMM parameters, and \( N \) is the number of training utterances.

As discussed in [69], there is a mapping relationship between \( \lambda \) and \( \rho \). For a fixed \( \lambda \), there is one corresponding \( \rho \). Instead of choosing a fixed \( \lambda \) and trying to get the solution of Eq. (7.4), we can directly choose a \( \rho \) in advance. The key component of SME is a proper definition of the loss function, \( l(O_i, \Lambda) \). This loss should be related to the margin, \( \rho \).

In the original formulation of SME, margin is used for utterance selection with a hinge loss function. This usage will be discussed in Section 7.2.1. As an extension, margin-based frame selection will be discussed in Section 7.2.2. Margin-based utterance and frame selection allow the loss in Eq. (7.4) to focus on samples important to model separation instead of using all the samples.

**7.2.1 SME with Utterance Selection**

SME with utterance selection is formalized as:

\[ l(O_i, \Lambda) = (\rho - d(O_i, \Lambda)) I(O_i \in U). \tag{7.5} \]

\( I(.) \) is an indicator function and selects the utterances that are in set \( U \) for the contribution of the empirical risk. \( d(O_i, \Lambda) \) is the separation measure between the correct and competing candidates for \( O_i \).

In the original formulation of SME, this utterance selection is realized via a hinge function as

\[
\begin{align*}
l(O_i, \Lambda) &= (\rho - d(O_i, \Lambda))^+_+ \\
&= \begin{cases} 
\rho - d(O_i, \Lambda), & \text{if } \rho - d(O_i, \Lambda) > 0 \\
0, & \text{otherwise}
\end{cases} \tag{7.6}
\end{align*}
\]
This means that if the separation measure \( d(O_i, \Lambda) \) is greater than the margin, this utterance is good enough and the parameters inside it need not update. Otherwise, this utterance causes some losses and contributes to the empirical risk computation of Eq. (7.4).

Outlier utterances may cause trouble for model training. Hence, another loss function for utterance selection is defined as:

\[
I(O_i, \Lambda) = \begin{cases} 
\rho - d(O_i, \Lambda), & \text{if } \rho - d(O_i, \Lambda) > \tau \\
0, & \text{otherwise}
\end{cases}
\]  

(7.7)

where the hinge loss function in Eq. (7.6) is modified to have an additional threshold. The utterance that has too small value of \( d(O_i, \Lambda) \) will not contribute to the loss computation because it can be an outlier.

Now, it is critical to define the separation measure \( d(O_i, \Lambda) \). To make a fair comparison between SME and MCE, the following separation measure is defined:

\[
d(O_i, \Lambda) = \log \frac{P_\Lambda(O_i|S_i)P(S_i)}{\sum_{\hat{S}_i \neq S_i \land \hat{S}_i \in G_i} P_\Lambda(O_i|\hat{S}_i)P(\hat{S}_i)}
\]  

(7.8)

where \( G_i \) is a decoded lattice, \( S_i \) is the correct transcription for utterance \( O_i \), and \( \hat{S}_i \) denotes the transcription of words in the decoded lattice, \( G_i \). The quantity in Eq. (7.8) measures the separation between the correct path and competing paths. In MCE, Eq. (7.8) is further embedded into a sigmoid function as in [81]. That sigmoid function can also be considered as an utterance selection function. This is because the sentences with sigmoid values close to 0 or 1 have their derivatives near 0 and will not contribute to parameter update. SME does not use a sigmoid function because there is already an utterance selection item \( I(O_i \in U) \) in Eq. (7.5).

By plugging Eq. (7.8) into Eq. (7.6) or Eq. (7.7) to compute the loss in Eq. (7.4), SME with utterance selection is realized.

### 7.2.2 SME with Frame Selection

Since the utterances that are not selected in Eq. (7.6) or Eq. (7.7) may still have key local discriminative information from individual frames, SME with frame selection is proposed.
as:

\[
l(O_i, \Lambda) = \sum_j l(O_{ij}, \Lambda) = \sum_j (\rho - d(O_{ij}, \Lambda))I(O_{ij} \in F_i),
\]

where \( O_{ij} \) is the \( j \)th frame for utterance \( O_i \), and \( F_i \) is the frame set in which the frames contribute to the loss computation. SME now selects the frames that are critical to discriminative separation. We realize it with the frame posterior probability via computing the posterior probability for a word \( w \) (in the correct transcription \( S_i \)) with starting time \( t_{ws} \) and ending time \( t_{we} \), which is got by summing the probabilities of all the lattice paths, \( R \), in which \( w \) lies in:

\[
p(w|t_{ws}, t_{we}, O_i) = \sum_{R \in G_i \land (w|t_{ws}, t_{we}) \in R \land (w|t_{ws}, t_{we}) \in S_i} \frac{P\Lambda(O_{i|R})P(R)}{\sum_{\hat{S}_i \in G_i} P\Lambda(O_{i|\hat{S}_i})P(\hat{S}_i)}
\]

(7.10)

The frame posterior probability is then computed by summing the posterior probabilities of all the correct words that pass time \( j \):

\[
q(O_{ij}) = \sum_{w|t_{ws}, j \leq t_{we}} p(w|t_{ws}, t_{we}, O_i)
= \sum_{w|t_{ws}, j \leq t_{we}} \sum_{R \in G_i \land (w|t_{ws}, t_{we}) \in R \land (w|t_{ws}, t_{we}) \in S_i} \frac{P\Lambda(O_{i|R})P(R)}{\sum_{\hat{S}_i \in G_i} P\Lambda(O_{i|\hat{S}_i})P(\hat{S}_i)}
\]

(7.11)

Frame selection for SME is done by comparing the frame posterior probability with the margin \( \rho \). Using similar selection styles as in Eqs. (7.6) and (7.7), the frame loss function has the following form:

\[
l(O_{ij}, \Lambda) = \begin{cases} 
\rho - d(O_{ij}, \Lambda), & \text{if } \rho - q(O_{ij}) > 0 \\
0, & \text{otherwise}
\end{cases}
\]

(7.12)

or

\[
l(O_{ij}, \Lambda) = \begin{cases} 
\rho - d(O_{ij}, \Lambda), & \text{if } \rho > q(O_{ij}) > \tau \\
0, & \text{otherwise}
\end{cases}
\]

(7.13)

Eqs. (7.12) and (7.13) select the frames that are critical for parameter updating. Eq. (7.12) focuses on confusion patterns and ignores good samples. Eq. (7.13) works on confusion patterns and removes the influence of noisy frames with too small posterior probabilities because they may be unreliable for parameter update due to wrong time alignment. As
what will be demonstrated in the experiments section, Eq. (7.13) is critical for the success of frame-based SME.

The last step is to define frame level separation measure with similar computational steps as Eq. (7.11):

\[
d(O_{ij}, \Lambda) = \log \sum_{w_{t_{ws}} \leq j \leq t_{we}} \sum_{R \in G_i \cap \left( w_{t_{ws}}, t_{we} \right) \in S_i} \frac{P_A(O_{ij}|R)P(R)}{\sum_{\hat{S}_i \neq S_i, \hat{S}_i \in G_i} P_A(O_{ij}|\hat{S}_i)P(\hat{S}_i)} \tag{7.14}
\]

Similar to Eq. (7.8), the correct transcription is removed from the denominator in Eq. (7.14) because it is a measure of the correct versus the incorrect transcriptions. By plugging Eq. (7.14) into Eq. (7.12) or (7.13) to compute the loss functions in Eq. (7.9) and Eq. (7.4), SME with frame selection is implemented.

7.2.3 Implementation with EBW

The EBW formulation with the proposed separation measure in Eqs. (7.8) and (7.14) is implemented as follows. First, an MLE model and a bigram language model (LM) were used to decode all training utterances and generate corresponding word lattices. Then a unigram was used to rescore the decoded lattices. In all the DT methods experimented in this study, a factor of 1/15 was used to scale down the acoustical model likelihood as used in the other DT studies [101], [81], [99]. As noted in Eqs. (7.8) and (7.14), the probabilities of the correct transcriptions are subtracted in the denominators as in [81]. Updating statistics were obtained from the lattices with a forward backward algorithm. Then, EBW was used to update the HMM parameters as in [99]. Because SME directly works on generalization, no I-smoothing was used. SME and MCE share these steps, and only differ in the definition of objective functions.

7.2.4 Initial Experiments of SME with EBW

The MCE model was trained with the implementation in Section 7.2.3. The smoothing constant in the sigmoid function was set to 0.04 as in [81]. EBW was used for HMM parameters update. The WER of the MCE model was 4.60%, getting 9% relative WER.
reduction over the MLE baseline. This improvement percentage is similar to that reported in [81].

For the purpose of a fair comparison, all the proposed SME methods were modified on the basis of MCE implementation. This means that the implementations are similar, only the individual algorithm parts are different. SME_u and SME_uc indicate the SME models with utterance selections of Eqs. (7.6) and (7.7). The margin and cutting threshold for utterance-based SME are -2 and -60. SME_f and SME_fc are the SME models with the frame selections of Eqs. (7.12) and (7.13). The margin and cutting threshold for frame-based SME are 0.9 and 0.1. All SME models are initiated from MLE model.

Table 7.4 compares the resulting WERs and relative WER reductions of MCE and all the SME methods from MLE. All the proposed SME methods worked better than MCE, achieving about 12%-17% relative WER reduction from MLE baseline. The best was obtained by SME_fc, with the frame selection of Eq. (7.13).

Figures 7.2 and 7.3 compare the histograms of separation measure, \(d(.)\), in Eq. (7.8) for MLE and SME_u models. No significant difference for the \(d\) values greater than 10 was observed. However, SME_u model moved the samples with \(d\) values less than -10 significantly to the right (resulting in bigger \(d\) values, which correspond to a better model separation), with 13% relative WER reduction. This demonstrates the optimization strategy of SME which focuses on confusion patterns. SME_uc achieved nearly the same result as SME_u. This shows that outlier is not a critical issue for SME with utterance selection because the utterance level information is stable. All the SME methods with utterance selection work better than MCE, showing that the utterance selection strategy in Eqs. (7.6) and (7.7) is more effective than the sigmoid function in this task.

A closer look at Table 7.4 shows that SME_f, the SME model with hinge loss as the frame selection function, works slightly worse than SME_u. The power of using more confusion patterns did not come out clearly in this case. The reason can be well illustrated in Figure 7.4 by observing the histogram of the frame posterior probabilities of the MLE.
Figure 7.2. The histogram of the separation measure $d$ in Eq. (7.8) of MLE model on training set.

Figure 7.3. The histogram of the separation measure $d$ in Eq. (7.8) of SME.u model on training set.
Table 7.4. Performance comparison for discriminative training methods with EBW on the 5k-WSJ0 task.

<table>
<thead>
<tr>
<th></th>
<th>WER</th>
<th>Relative Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>5.06%</td>
<td>-</td>
</tr>
<tr>
<td>MCE</td>
<td>4.60%</td>
<td>9%</td>
</tr>
<tr>
<td>SME_u</td>
<td>4.41%</td>
<td>13%</td>
</tr>
<tr>
<td>SME_uc</td>
<td>4.39%</td>
<td>13%</td>
</tr>
<tr>
<td>SME_f</td>
<td>4.46%</td>
<td>12%</td>
</tr>
<tr>
<td>SME_fc</td>
<td>4.22%</td>
<td>17%</td>
</tr>
</tbody>
</table>

model. Different from the utterance separation measures in Figure 7.2, the distribution of posterior probabilities has two strong modes: one is around 1, and the other is around 0. The reason that too many frames have zero posterior probability indicates that the time alignment of transcription is not precise. Therefore, given some misalignment information, the posterior probabilities are 0. These noisy frames degrade the power of using more confusion frame patterns.

As a solution, SME_fc removed the noisy frames that have too small posterior probabilities by using the loss function defined in Eq. (7.13). The margin and threshold of that loss function are set to be 0.9 and 0.1, respectively. Only a small amount of frames is in this range to be selected by SME_fc for parameter update. The effect is obvious: SME_fc achieved the best result, with a relative 17% WER reduction from the MLE baseline. It should be noted that the loss function in Eq. (7.13) is used to deal with the noisy frames for SME with frame selection because the statistics for frames is not stable. For SME with utterance selection (SME_uc), it makes little difference. As shown in Figure 7.5, the SME_fc histogram of frame posterior probabilities has very few samples lying between the range of [0.1, 0.9], which is the range defined for frame selection. Most the previous samples in that range of the initial MLE model were moved to the region, [0.9, 1]. This means that SME_fc increases the model separation distances of all these confusion patterns. For the frame samples that have the posterior probability less than 0.1, SME_fc did not work on them, which is consistent with what's defined in Eq. (7.13).

It is interesting to how many utterances and frames are selected to optimize HMM
Figure 7.4. The histogram of the frame posterior probabilities of MLE model on training set.

Figure 7.5. The histogram of the frame posterior probabilities of SME.fc model on training set.
parameters in the utterance-based SME and frame-based SME. For SME with utterance selection, about 86% utterances have a separation measure $d$ less than -2 and are used for SME training. After SME training, around 52% utterances have utterance-level $d$ less than -2. In contrast, SME with frame selection works in an aggressive way, with 27% frames falling in the effective posterior probability range $[0.1, 0.9]$. After SME training, only 7% frames are in that range. This means that during the frame-based SME training, only 7%-27% frames are used.

7.2.5 SME with Various Separation Levels

Although the above study got satisfactory results, two potential issues need to be addressed. The first is that the criterion to judge correct and competing candidates was on the string level, although frame-based selection was performed. If word- or phone-level criterion can be used, performance may be boosted according to the success of MWE/MPE. The second is that SME only showed advantage over MCE and didn’t compare with MMIE and MPE on the same task. The newest version of HMM toolkit (HTK) [125] provides an accurate tool to train MMIE and MWE/MPE models. We should test the performance of MMIE and MWE/MPE models trained by HTK.

This section addresses the two above-mentioned issues. For the unit separation, string, word, and phone levels are all considered. Different separation measures are defined based on the candidate definition. For comparison, MCE will be compared fairly with SME by sharing most of the implementation details. In addition, MMIE, MWE, and MPE trained by HTK will also be compared.

In the above sections, we have elaborated to design the loss function $l(O, \Lambda)$. Different loss functions for SME with frame or utterance selection have been discussed. Frame-based SME with a modified hinge loss function was shown to outperform other options. In this study, we will directly use that loss function. For SME, our target is to separate the correct candidates from the competing candidates with a distance greater than the value of the margin. How to define the candidates is an issue. In the above sections, the candidates
are defined in the string level. However, this is different from the target of ASR, which wants to reduce the word error rate instead of the string error rate. In this paper, we further works on the word- and phone-level separation for SME. This turns out to be very effective to reduce the word error rate on LVCSR tasks.

For the string-level unit separation, we directly use the formulations in Section 7.2.2. In the following, that method is denoted as SME\textsubscript{String}. It is the same as the method SME\textsubscript{fc} reported in the above section.

For the word-level unit separation, we want to separate the correct words from the incorrect words in a decoded lattice. For the correct transcription $S_i$ that consists of $N_i$ correct words, its correct words set is

$$W_i = \{w_1^i, w_2^i, \ldots, w_{N_i}^i\}$$

(7.15)

Every word in set $W_i$ has a unique label, a starting and an ending time. For any word $w$ in set $W_i$ with a time interval $[t_{ws}, t_{we}]$, we look at all the strings in the decoded lattice. If a segment has the same label with $w$ and also spans $[t_{ws}, t_{we}]$, we consider the strings passing that segment as positive candidates and separate these positive strings from other strings in the duration $[t_{ws}, t_{we}]$. In this way, we can directly work on the local word level of the decoded lattice, and maximize the word accuracy.

To formulate the counter parts of string-level separation with word-level unit, we need to define two string sets for each word $w_n^i$ in set $W_i$. One set $(\Phi_n^i)$ contains all the strings passing $w_n^i$ in the decoded lattice, $G_i$:

$$\forall R \in \Phi_n^i, \exists w \in R \land w = w_n^i$$

(7.16)

The other set $(\hat{\Phi}_n^i)$ contains all the strings that do not pass $w_n^i$:

$$\forall \hat{S}_i \in \hat{\Phi}_n^i, \exists \hat{w} \in \hat{S}_i \land \hat{w} \neq w_n^i$$

(7.17)

The following example is used to differentiate the word-level separation from string-level separation. The arcs in Figure 7.6 can be words or phones. In the lattice in Figure
Table 7.5. Correct and competing paths for word-level separation in Figure 7.6.

<table>
<thead>
<tr>
<th>time interval</th>
<th>correct paths</th>
<th>competing paths</th>
</tr>
</thead>
<tbody>
<tr>
<td>$t_1$</td>
<td>&quot;abc&quot;, &quot;abf&quot;, &quot;ae&quot;, &quot;agd&quot;</td>
<td>&quot;hbc&quot;, &quot;hbf&quot;, &quot;he&quot;, &quot;hgd&quot;</td>
</tr>
<tr>
<td>$t_2$</td>
<td>&quot;abc&quot;, &quot;hbc&quot;, &quot;abf&quot;, &quot;hbf&quot;</td>
<td>&quot;ae&quot;, &quot;agd&quot;, &quot;he&quot;, &quot;hgd&quot;</td>
</tr>
<tr>
<td>$t_3$</td>
<td>&quot;abc&quot;, &quot;hbc&quot;</td>
<td>&quot;abf&quot;, &quot;ae&quot;, &quot;agd&quot;, &quot;hbf&quot;, &quot;he&quot;, &quot;hgd&quot;</td>
</tr>
</tbody>
</table>

7.6, the nominator lattice gives the correct paths as “abc” and “ad”. In the denominator lattice, the possible paths are “abc”, “abf”, “ae”, “agd”, “hbc”, “hbf”, “he”, and “hgd”. Among them, only “abc” is treated as a correct path for the string-level formulation. The word-level separation handles the paths in a different way. We first get all the arcs from the nominator lattice. They are “a”, “b”, “c”, and “d”. For the interval $t_1$ that “a” spans in the nominator lattice, we have one “a” in the denominator lattice. Therefore, the paths “abc”, “abf”, “ae”, and “agd” are considered as correct paths and will be separated from paths “hbc”, “hbf”, “he”, and “hgd” during time interval $t_1$. For the interval $t_2$ that “b” spans in the nominator lattice, there are two “b”s in the denominator lattice. Hence, paths “abc”, “hbc”, “abf”, “hbf” need to be separated from the remaining paths during time interval $t_2$. Similarly, for time interval $t_3$, paths “abc” and “hbc” will be separated from paths “abf”, “ae”, “agd”, “hbf”, “he”, and “hgd”. We summarize the above content in Table 7.5.

In contrast to the string-level operation, a word $w$ in the decoded lattice is considered to be a correct word when it is in set $\Phi^w_i$ (i.e., it has the same word label, starting and ending time as $w^w_i$). The posterior probability of word $w$ is now defined by summing the probabilities of all the paths in set $\Phi^w_i$ that cross word $w$:

$$p(w|t_{ws}, t_{we}, O_i) = \sum_{R \in \Phi^w_i \setminus \{w|t_{ws}, t_{we}\} \in R} \frac{P_\lambda(O_i|R)P(R)}{\sum_{\hat{S} \in G_i} P_\lambda(O_i|\hat{S})P(\hat{S})}$$  \hspace{1cm} (7.18)

The frame posterior probability is again computed by summing the posterior probabilities of all the correct words that pass time $j$:

$$q(O_{ij}) = \sum_{w|t_{ws}, t_{we}} p(w|t_{ws}, t_{we}, O_i)$$  \hspace{1cm} (7.19)

The frame level separation measure is defined to separate the strings cross time $j$ in set
Figure 7.6. A lattice example to distinguish the string-level separation with the word-level separation.
Φ^n from the strings in set ˆΦ^n:

\[ d(O_{ij}, \Lambda) = \log \sum_{w|t_{ws} \leq j \leq t_{we}} \sum_{R \in ˆ\Phi_i^n \cap (w|t_{ws}, t_{we}) \in R} \frac{P_A(O_i|R)P(R)}{\sum_{\hat{S}_i \in ˆ\Phi_i^n} P_A(O_{i|\hat{S}_i})P(\hat{S}_i)} \]  (7.20)

By plugging Eqs. (7.19) and (7.20) into Eq. (7.13) to compute the loss functions in Eq. (7.4), SME with word-level separation is realized.

An extension from word- to phone-level unit is straightforward. We replace all the word denotations from Eq. (7.15) to Eq. (7.20) with phone denotations.

### 7.2.6 Practical Implementation Issues

The word or phone posterior probability computation is a key to implement the EBW algorithm. For the denominator lattice in EBW, we need to remove all the correct candidates and rescale the remaining word or phone arcs to get the posterior probabilities. For SME with string-level candidate unit, any word in a correct string may be shared with an incorrect string. Therefore, we need to consider all the word arcs and follow the method proposed in [81] to compute the word posterior probability:

\[ \gamma(w|t_{ws}, t_{we}, O_i) = \frac{\sum_{R \in G_i \cap (w|t_{ws}, t_{we}) \in R} P_A(O_i|R)P(R) - \sum_{\hat{S}_i \in G_i \cap \hat{S}_i \in \hat{S}_i} P_A(O_{i|\hat{S}_i})P(\hat{S}_i) - \sum_{\hat{S}_i \in \hat{S}_i} P_A(O_{i|\hat{S}_i})P(\hat{S}_i)}{\sum_{\hat{S}_i \in \hat{S}_i} P_A(O_{i|\hat{S}_i})P(\hat{S}_i)} \]  (7.21)

It is noted that the posterior probability in Eq. (7.21) is for the decoded lattice after the correct strings removed. This is different from the posterior probability in Eq. (7.10), which is for the original decoded lattice.

For SME with word- and phone-level units, it is much simpler. We just consider all the strings passing the incorrect words in a time interval \([t_{ws}, t_{we}]\) and compute the posterior probability as:

\[ \gamma(w|t_{ws}, t_{we}, O_i) = \sum_{\hat{S}_i \in ˆ\Phi_i^n \cap (w|t_{ws}, t_{we}) \in \hat{S}_i} \frac{P_A(O_{i|\hat{S}_i})P(\hat{S}_i)}{\sum_{\hat{S}_i \in ˆ\Phi_i^n} P_A(O_{i|\hat{S}_i})P(\hat{S}_i)} \]  (7.22)

However, the rescaling of Eq. (7.22) is aggressive since it will magnify the contribution from segments that have large correct word posterior probabilities. For example, consider a
segment has two wrong words. Each word has an original posterior probability of 0.05. All other words in that segment are correct words. After rescaling, those two words will each have posterior probability of 0.5, 10 times as their original probabilities. This magnification will hurt the optimization. Therefore, we set a threshold $\beta$ and only rescale the segment that has a correct word posterior probability less than $\beta$.

7.2.7 Experiments of SME with Various Separation Levels

The MMIE, MWE, and MPE models were trained with HTK. The i-smoothing factor was set 100 for MMIE, 25 for MWE, and 50 for MPE, as suggested in [99]. The word error rates (WER) of MMIE, MWE, and MPE on the Nov92 evaluation set are 4.60%, 4.37%, and 3.92%, which correspond to 9%, 14%, and 22% relative WER reductions, respectively.

The MCE model was also trained. The smoothing constant in the sigmoid function was set to 0.04 as in [81]. EBW was used for HMM parameters update. The WER of the MCE model was 4.60%, getting 9% relative WER reduction over the MLE baseline.

For the purpose of a fair comparison, all the proposed SME methods were modified on the basis of the MCE implementation. This means that the implementations are similar, only the individual algorithm parts are different. Three SME models were trained with the string-, word-, and phone-level units separation. They are denoted as SME_String, SME_Word, and SME_Phone, separately. All the SME models were initiated from MLE model. For all the SME models training, the margin $\rho$ and the threshold $\tau$ were set as 0.9 and 0.1, individually. For SME_Word and SME_Phone, the threshold $\beta$ was set as 0.4 for rescaling the posterior probabilities of incorrect arcs in the denominator lattice.

Table 7.6 compares the resulting WERs and relative WER reductions of the conventional DT methods (MCE, MMIE, MWE, and MPE) and all the SME methods (SME_String, SME_Word, and SME_Phone) from the MLE baseline. The conventional DT methods got 9%-22% relative WER reductions. Among them, MPE performed the best, obtaining 22% relative WER reductions. All the proposed SME methods worked better than most of the conventional DT methods, achieving about 17%-25% relative WER reduction from MLE.
Table 7.6. Performance comparison for most discriminative training methods with EBW on the 5k-WSJ0 task.

<table>
<thead>
<tr>
<th>Method</th>
<th>WER</th>
<th>Relative Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>MLE</td>
<td>5.06%</td>
<td>-</td>
</tr>
<tr>
<td>MCE</td>
<td>4.60%</td>
<td>9%</td>
</tr>
<tr>
<td>MMIE</td>
<td>4.60%</td>
<td>9%</td>
</tr>
<tr>
<td>MWE</td>
<td>4.37%</td>
<td>14%</td>
</tr>
<tr>
<td>MPE</td>
<td>3.92%</td>
<td>22%</td>
</tr>
<tr>
<td>SME_String</td>
<td>4.22%</td>
<td>17%</td>
</tr>
<tr>
<td>SME_Word</td>
<td>4.11%</td>
<td>19%</td>
</tr>
<tr>
<td>SME_Phone</td>
<td>3.81%</td>
<td>25%</td>
</tr>
</tbody>
</table>

baseline. SME_Phone is the best among all the evaluated methods, reaching 25% relative WER reductions. This shows the objective of phone-level separation is very effective on the 5k-WSJ0 task. Working on the string-level discrimination, SME_String is better than MCE and MMIE. Focusing on the word level, SME_Word also outperforms MWE. The relation is also true for SME_Phone and MPE.

The evolutions of WERs of the best two DT methods, MPE and SME_Phone, are plotted in Figure 7.7. The minimum WERs of MPE and SME_Phone were reached at iteration 12. It is almost in every iteration that the WER of SME_Phone was less than that of MPE.

Figure 7.7 also gives a WER evolution of a method named Phone_Sep. It is a middle step implementation of SME_Phone. Phone_Sep shares most implementation with SME_Phone and targets to separate correct phones from incorrect phones in the decoded lattice, without using margin-based loss function. It also directly rescales the posterior probabilities of the incorrect phone arcs in the denominator lattice, without using a threshold as SME_Phone. In the first iteration, its WER drops to 4.17%. This demonstrates phone-level optimization is very powerful. However, its WER increases quickly in the following iterations. Only three iterations are given in Figure 7.7. As discussed in the above Section, a threshold will make the whole process conservative without dramatically magnifying the contribution of some segments with very large posterior probability for correct arcs. SME formulation finally gives this phone level method great performance.
Figure 7.7. Evolutions of testing WER for MPE, SME_Phone, and Phone_Sep models on the 5k-WSJ0 task.

For completeness, the WER evolutions of word-level and string-level DT methods are plotted in Figure 7.8 and Figure 7.9. SME methods are better than their counter part DT methods almost in every iteration.

As Section 7.2.4, we can also plot the frame posterior probabilities for the SME methods with word-level and phone-level separation. Figures 7.10 and 7.11 compare the histograms of frame posterior probabilities, in Eq. (7.19) (computed with word units) for MLE and SME_Word models. Figures 7.10 and 7.11 plot the histogram of the frame posterior probabilities (Eq. (7.19) computed with phone units) of MLE and SME_Phone models on training set with phone-level separation.

It is interesting to look at the number of frames with posterior probabilities as 0. The number of 0-posterior frames in Figure 7.10 (word-level separation) is less than that in Figure 7.4 (string-level separation). And Figure 7.12 (phone-level separation) has the least number of 0-posterior frames. This is because for the string-level processing, a word is considered as a correct word only if it is in a correct path, while for word-level processing, a word is considered as a correct word as long as it is in the correct word set $W_i$ (Eq. (7.15)).
Figure 7.8. Evolutions of testing WER for MWE and SME_Word models on the 5k-WSJ0 task.

Figure 7.9. Evolutions of testing WER for MMIE, MCE, and SME_String models on the 5k-WSJ0 task.
Hence, for every frame, the posterior probability computed with word-level separation must be greater than or equal to that computed with string-level separation. Since a phone can be considered as a correct phone even if it lies in a wrong word, the posterior probability computed with phone-level separation must be greater than or equal to that computed with word-level separation. The above reasons result in different histograms of frame posterior probabilities in Figures 7.4, 7.10, and 7.12, although these three figures use the same MLE model for computation.

In Figure 7.10, about 26% frames have posterior probabilities in the range [0.1, 0.9]. After SME_Word training, about 12% frames are in that range, as shown in Figure 7.11. In Figure 7.12, only 13% frames have posterior probabilities in the range [0.1, 0.9]. After SME_Phone training, about 3% frames are in that range, as shown in Figure 7.13. This is a surprising observation and means only 3%-13% frames are effective in SME_Phone training. And this small amount of frames contribute the best performance, with 25%
relative WER reduction on the 5k-WSJ0 task.

7.3 Conclusion

In this chapter, we first investigate SME with the GPD optimization. The choice of various loss functions is illuminated and different kinds of separation measures are defined under a unified SME framework. Then, SME is applied to LVCSR by defining separation measures at word levels and optimized with the GPD algorithm. Tested on the 5k-WSJ0 task, this SME implementation achieves about 12% relative WER reduction over our best MLE baselines.

The focus of this chapter is to optimize different SME methods with the EBW algorithm. We first demonstrate SME with frame selection works better than SME with utterance selection. Then, SME methods for string-level (SME_String), word-level (SME_Word), and phone-level (SME_Phone) separation are proposed. All these methods focus on how
to make the correct units separate from the competing units with a distance greater than
the value of the margin. The most popular DT methods (MMIE, MCE, MWE, and MPE)
are used for comparison on the 5k-WSJ0 task. In each separation level, SME outperforms
its counter part of conventional DT methods. In string level, SME_String gets 17% relative
WER reductions while MCE and MMIE all get 9% relative WER reductions. In word level,
SME_Word obtains 19% relative WER reductions while MWE has 14%. In phone level,
SME_Phone achieves 25% relative WER reductions, compared to 22% for MPE. We can
see that phone-level separation optimization is the most effective way to reduce WER on the
5k-WSJ0 task. SME works the best in this study and demonstrates that the margin-based
methods can be a good option for LVCSR tasks.

It is also interesting to observe that SME methods with utterance selection and frame
selection only take very small amount of samples to optimize the model parameters. This
is especially in the case of SME with frame selection. In some extreme case, only less
than 10% frames are used. This phenomenon demonstrates the frames in an utterance have different weights for the contribution of discriminative training.

Two research issues need to be addressed in the future. The first is to extend this study to feature extraction on an LVCSR task. Feature-space minimum phone error (fMPE) [100] has already demonstrated its great power in LVCSR tasks. SME only showed its success in jointly optimization of features and HMM parameters on the TIDIGITS task. We will work SME on the feature extraction part and compare with fMPE on an LVCSR task. The second is to apply SME to even larger LVCSR tasks than the 5k-WSJ0 task.
CHAPTER 8
CONCLUSION

We have proposed a novel discriminative training method, called soft margin estimation (SME), to achieve both high accuracy and good model generalization. This proposed method utilizes the successful ideas of soft margin in support vector machines (SVMs) to improve generalization capability. It directly maximizes the separation of competing models to enhance the testing samples to approach a correct decision if the deviation from training models is within a safe margin. Frame and utterance selections are integrated into a unified framework to select the training utterances and frames critical for discriminating competing models. The choice of various loss functions is illustrated and different kinds of separation measures are defined under a unified SME framework.

Tested on the TIDIGITS database, even 1-mixture SME models can better separate different words and produce better string accuracy (98.76%) than 16-mixture maximum likelihood estimation (MLE) models (98.36%). The performance of SME is consistently better than that of large margin estimation (LME), and significantly better than those of MLE and minimum classification error (MCE). The 16-mixture SME model can achieve 99.30% string accuracy with the generalized probabilistic descent (GPD) optimization. The experiment coincides with the inequality of the test risk bound, showing that even though all the models have nearly the same training errors, the test string accuracies differ because of different margin values associated with various models.

By extending SME, we proposed another discriminative training method, called soft margin feature extraction (SMFE), to achieve even higher accuracy and better model generalization. By jointly optimizing the acoustic feature and HMM parameters under the framework of SME, SMFE performs much better than SME, and significantly better than MLE. Tested on the TIDIGITS database, even 1-mixture model can get string accuracy of 99.13%. And 99.61% string accuracy is got with 16-mixture SMFE model. This is a
great improvement comparing to our original SME work that uses MFCCs as acoustic feature. This SMFE work again demonstrates the success of soft margin based method, which directly makes usage of the successful ideas of soft margin in SVMs to improve generalization capability, and of decision feedback learning in minimum classification error training to enhance model separation in classifier design.

It should be noted that there is no exact margin for the inseparable classification task, since different balance coefficients will result in different margin values. Also the test risk bound in statistical learning theory is not tight. The study here is to bridge the research in machine learning and the research in ASR. Although this study has shown the margin-based method performs well in various ASR tasks, more research works need to be done in order to get an explicit theoretic link between the test risk in ASR and the margin in statistical learning theory.

To discover whether the margin in SME really has some generalization property, multi-condition testing of MCE and SME with both clean and multi-condition training is investigated on the Aurora2 task. In the clean training case, SME achieves an overall average of 29% relative WER reductions while MCE gets less than 1% relative WER reductions. Although both methods perform similarly when testing with clean utterances, SME outperforms MCE significantly in the testing utterances with SNRs ranging from -5db to 20db. In those mismatched conditions, the margin in SME contributes to classifier generalization and results in great performance improvements for SME. In multi-condition training, SME is slightly better than MCE since in this case the focus of classifier learning is more on minimizing the empirical risk instead of maximizing the margin for generalization. We hope the observations in this study can further deepen the research of generalization property of margin-based classification methods. We also comprehensively worked on the single SNR training case. Only with single SNR training level, some SME options still can get 30% relative WER reductions, with 84% word accuracy, which is close to 87% accuracy in the multi-condition training case. Therefore, single SNR level training may be an option to
improve the accuracy in robust ASR applications.

As stated above, there is no explicit theory that explicitly links the test risk in ASR with the margin theory in statistical learning theory. To discover the relationship between the margin and system parameters, we extend the margin from a constant value in our previous work to a function of the system model distance. This distance-based margin is a function of all the model parameters and well characterizes the system generalization. A system divergence is defined as the model distance, and a divergence-based margin is plugged into the objective function of SME. The modified SME achieved similar performance to that obtained with the previously proposed method, and with a possible better theoretic foundation. However, this is only a very preliminary research, and we need to examine whether this is a good attempt in the future.

A focus of SME is to work on large vocabulary continuous speech recognition (LVCSR) tasks. In this study, we first investigate SME with the GPD optimization. SME is applied to LVCSR by defining separation measures at word levels and optimized with the GPD algorithm. Tested on the 5k-WSJ0 task, this SME implementation achieves about 12% relative word error rate (WER) reduction over our MLE baselines. Then, we propose different SME methods optimized with the extended Baum-Welch (EBW) algorithm. We first demonstrate SME with frame selection works better than SME with utterance selection. Then, SME methods for string-level (SME_String), word-level (SME_Word), and phone-level (SME_Phone) separation are proposed. All these methods focus on how to make the correct units separate from the competing units with a distance greater than the value of the margin. The most popular discriminative training methods (maximum mutual information estimation (MMIE), MCE, minimum word error (MWE), and minimum phone error (MPE)) are used for comparison on the 5k-WSJ0 task. In each separation level, SME outperforms its counter part of conventional DT methods. In string level, SME_String gets 17% relative WER reductions while MCE and MMIE all get 9% relative WER reductions. In word level, SME_Word obtains 19% relative WER reductions while MWE has 14%.
In phone level, SME_Phone achieves 25% relative WER reductions, compared to 22% for MPE. We can see that phone-level separation optimization is the most effective way to reduce WER on the 5k-WSJ0 task. SME works the best in this study and demonstrates that the margin-based methods can be a good option for LVCSR tasks. To show the advantage of SME on LVCSR tasks, it is critical to apply SME to even larger LVCSR tasks than the 5k-WSJ0 task.
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