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ABSTRACT
The last decade has seen a surge of interest in large-scale
data-parallel processing engines. While these engines share
many features in common with parallel databases, they make
a set of different trade-offs. In consequence many of the
lessons learned for programming parallel databases have to
be re-learned in the new environment. In this paper we show
a case study of parallelizing an example large-scale applica-
tion (offer matching, a core part of online shopping) on an
example MapReduce-based distributed computation engine
(DryadLINQ). We focus on the challenges raised by the na-
ture of large data sets and data skew and show how they can
be addressed effectively within this computation framework
by optimizing the computation to adapt to the nature of
the data. In particular we describe three different strategies
for performing distributed joins and show how the platform
language allows us to implement optimization strategies at
the application level, without system support. We show that
this flexibility in the programming model allows for a highly
effective system, providing a measured speedup of more than
100 on 64 machines (256 cores), and an estimated speedup
of 200 on 1280 machines (5120 cores)of matching 4 million
offers.

1. INTRODUCTION
Recent exponential growth in internet data and the com-
moditization of parallel and cluster computing has enabled
development of large-scale data-parallel processing engines
[4, 6, 8, 14, 1, 12, 26, 21, 5, 22] and large-scale data pro-
cessing applications [2, 27]. Efficient parallelization of these
applications presents many challenges to programmers. The
data sets for web-scale applications are very large and often
skewed. For example [2] addressed the data skew problem in
computing cube materialization of large web-scale datasets,
and [27] faced the data skew problem in large-scale botnet
detection. The database community has also focused on au-
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tomatically addressing the persistent data skew problem in
joining large datasets in work such as [9, 25, 23] and [13].
While we can borrow some mechanisms and techniques from
parallel databases, many techniques need to be reworked
to be efficient in the new large-scale web application set-
ting. In this paper, we investigate mechanisms for overcom-
ing these challenges using a MapReduce framework (using
DryadLINQ [26] distributed computation engine as an ex-
ample) to efficiently parallelize an example web-scale data
processing application of offer matching - matching product
offers from online merchants to products in a catalog owned
by a search engine. We show that this flexibility in the
MapReduce programming model allows for high speedups
of general large-scale web applications with significant data
skew.

A comprehensive product catalog is a pre-requisite for an
effective e-commerce search engine. Such a catalog contains
structured descriptions of products in a form of attribute
⟨name, value⟩ pairs. To maintain the product catalog, the
search engine need to match product offers (textual product
descriptions) that it receives from online merchants to the
structured records in the product catalog. Matching offers
to products is a problem of complexity and scale. The prod-
uct information is obtained from multiple product aggrega-
tors (e.g., CNET, PriceGrabber). Hence, they are typically
quite rich, with products being represented by dozens of
attribute-value pairs such as the weight of a laptop computer
or the screen size of a TV. The offer information comes from
many more merchants (e.g., buy.com, gadgettown.com) and
is very poor in comparison, often consisting only of short
textual descriptions of the product being sold. In addition,
there is also the issue of scale that derives from the signifi-
cantly large number of products and offers that comprise a
typical e-commerce catalog. It is not unusual for an aggre-
gator to receive tens of millions of offers every day that need
to be matched against a catalog of several million products.
Manually creating rule systems to this scale is outright im-
possible. Furthermore, the data of the offers and products is
very skewed across categories - with some categories having
millions of offers and products, while others only having a
couple.

In this paper we describe a parallel implementation of the of-
fer matching algorithm on a cluster of multi-core processors
using the DryadLINQ distributed computing engine as an
example data-parallel programming framework. We focus
on efficiently handling the challenges raised by the nature
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Figure 1: Structured product record for ‘Panasonic
DMC-FX07 digital camera’ and textual descriptions
from three matching offers.

of large data sets and data skew and show how they can
be addressed effectively within the computation framework
by optimizing the computation to adapt to the nature of
the data. In particular we describe three different strate-
gies for performing distributed joins and show how they can
all be implemented at the application level, without system
support. We also describe a dynamic data-dependent repar-
titioning strategy to handle data skew that allows for better
platform utilization and load balanced execution. Finally,
we show how nested parallelism can be leveraged to fully ex-
ploit the potential of a multi-core system. We show that by
allowing for this flexibility in the programming framework,
we can create a scalable matching system capable of yield-
ing over 100× speedup on millions of offers, taking matching
time from days down to minutes.

2. OFFER MATCHING
With the growth of Internet usage, how people shop for
goods has fundamentally changed. According to a recent
Nielsen study [20], over 77% of the U.S. population is now
online and 80% expected to make an online purchase in
the next six months. U.S. online retail spending surpassed
$140B in 2010 growing by 10% since 2009 [11] and according
to Forrester [10] is on track to surpass $250B by 2014. 80%

of online purchases start with search [10], representing a key
gateway into this huge market. Indeed, most major search
engines (and many e-commerce aggregators such as Price-
Grabber.com and Epinions.com) target this lucrative traffic
by providing e-commerce search services that allow users to
sift through extensive catalogs of product information and
compare sales offers from various merchants selling those
products. The success of these services is directly tied to the
quality and comprehensiveness of this catalog. As search re-
sults are typically represented by products, not offers, it is
critical that offers be matched correctly to the correspond-
ing products in order for users to see them. Products are
often the primary, if not the only, entry point into revenue-
generating offers, and every unmatched or mismatched offer
represents lost revenue potential.

The product information gathered from online merchants
consists of various attributes and their corresponding values,
stored in a structured record comprised of attribute ⟨name,
value⟩ pairs. Similarly, offers come from multiple merchants
and generally have very little structure. Fig. 1 shows part of
the structured record for Panasonic DMC-FX07 digital cam-
era as well as three merchant offers for this product. The
figure illustrates the complexity of offer-to-product match-
ing. Product offers differ in detail and the attribute infor-
mation they provide. This impedance mismatch between
offers and products is difficult to tackle algorithmically, and
the industry often resorts to manually-created rule sets that
are difficult to maintain and brittle in execution. However,
there has been work that leverages the implicit structure in
offer descriptions to perform this matching algorithmically
[16]. The matching is robust in regards to data richness,
and it avoids domain-specific features that, in part, make
rule systems difficult to maintain. In this paper we imple-
ment a scalable parallel version of the algorithm presented
in [16]. We first describe the offer matching algorithm in
the following Sections 2.1 - 2.3 and then describe the de-
tails of the parallel implementation in Section 3, followed by
performance results in Section 4.

2.1 Offer matching algorithm overview
The offer-matching algorithm consists of two phases - (1) of-
fline training phase where the matching functions are learned,
and (2) the online matching phase where the offers are matched
to products using the matching functions learned in the of-
fline phase. We describe these two phases below:

Offline training phase: Figure 2 schematically shows the
offline training phase. In this phase, we first obtain a train-
ing set of offers O and products P from merchants and on-
line aggregators respectively. The offers o ∈ O are parsed
and annotated with product attributes and then paired with
products p ∈ P in the Label phase. Then the model learning
algorithm (Match & Learn Models phase) receives a small
labeled training set of unstructured offers δ(O) and match-
ing products δ(P ) and also mismatched products from δ(P ),
one for every o ∈ O as a set of negative examples. The sim-
ilarity feature vectors are computed to be used as features
for matching o to p. Along with their label (matched or mis-
matched), the feature vectors are used to train probabilistic
scorer. Since sequential training (performed once every 6
months) is efficient, in this paper, we do not consider the
problem of parallelizing this phase.



Figure 3: Online matching algorithm outline.

Figure 2: Offline training phase of the category
matching models. δ corresponds to a subset of of-
fers/products used for learning the matching mod-
els.

Online matching phase: During the online phase, we are
given a set of previously unseen offers O′, and the goal is to
identify the best matching products p ∈ P for each o ∈ O′.
The scoring function learned during the offline phase pro-
vides the probability of match for a pair ⟨o, p⟩. Naively, we
can find the best match by pairing o ∈ O′ with every p ∈ P ,
calculating the pair match score, and choosing the p∗ that
results in the highest score. However, such naive pairing
will cost O(|P | × |O|) operations. Instead, [16], proposed a
staged blocking strategy. This involves first categorizing the
offer into a category node in the taxonomy, and then fur-
ther reducing the consideration set of potential match prod-
ucts to those that agree on the value of the attribute that
contributes the largest weight, as learned by the matcher
for that category. We build on this blocking notion as de-
scribed in the next section. Even with this pruning strategy
the number of products and offers that need to be matched
is skewed across categories, so we need to further optimize
for this data skew.

2.2 Data skew in offer matching
During the matching process, offer strings need to be scored
against potential products that could match the offer (the of-
fer’s consideration set as mentioned in the previous section).
The baseline approach, selects potential products that can
match an offer to be all products in the category the offer
was classified to. However, this presents a lot of wasteful
work, as the number of products in a category can be very
large (10s of thousands), but the number of relevant prod-
ucts is usually much smaller (10s or 100s). In addition, there



Figure 4: Matching job size distribution when grouping by category (black line), category and one top
attribute (dark gray line) and category and two top attributes (light gray line). The captions show an
example for refining matching jobs in the ”Laptop Computers” category.

is a large skew in the distribution of the products and offers
across the categories as shown in Figure 4.

First, we define important attributes for a category to refer
to attributes that are used in the matching functions for that
category that are learned in the offline matching phase (Fig-
ure 2). We also define top attributes as the set of attributes
with the highest weight out of the important attributes for
each category.

In order to create a more efficient matching strategy, we first
need to select only those products for a particular offer that
have common top attribute values with the offer. This set
of attributes is category-specific. Referring to the example
in Figure 1 for an offer in the “Digital Cameras” category
with a title “Panasonic DMC-FX07B digital camera silver”,
the consideration set for this offer should consist of products
with brand name“Panasonic”because brand name is the top
attribute for the“Digital Cameras”category and not ”Nikon”
or ”Sony”. We can therefore group all the offers with brand
name “Panasonic” with all the products with brand name
“Panasonic” as potential match pairs and do matching only
on these subsets. Note that offers with the same values for
top attributes have the same consideration set.

As shown in Figure 4, the sizes of the matching jobs decrease
with grouping by one and two top attributes as expected;
however, we still see a large skew in the distribution of the
matching job size for different groups. Thus, grouping by top
attributes helps reduce the matching task size but in some
cases still presents a challenge for efficient parallel imple-
mentation due to the data skew. Section 3 discusses how we
mitigated the data skew problem in our parallel matching
algorithm implementation. Also, by creating finer-grained
groups by grouping offers and products on two or more top
attributes we require top attribute value equality between of-
fers and products. With noisy dataset, this strategy results
in loss in recall. The granularity of grouping is a tunable pa-
rameter that can trade off between application performance
and accuracy and is also further discussed in Section 3.

2.3 Offer matching algorithm steps

Before describing the parallelization of the offer matching al-
gorithm, we first present the algorithm steps. The five steps
in the parallel matching algorithm are Get Data, Annotate,
Group, Join and Match. The steps are shown in Figure 3
and described in detail below.

Get Data Phase - Retrieve the offer, product, and category
attribute data (Figure 3(1)).

First step in the matching process is to read the offer and
product data from databases (data from aggregators and
merchants is collected into databases independently from
the offer-matching application). The input to this step is
a list of categories we wish to do the matching on. The
result is a set of collections of offer titles, product titles and
attributes, and category attributes.

Annotate Phase - annotate the offers (i.e. get the attribute
values) from the offer and product titles, augment product
attributes from database with attributes from product title
(Figure 3(2)).

After obtaining the data we need for matching, we annotate
the offer and product titles for attribute values. In order to
only extract the important attributes for the offer from the
Get Data phase we consult the category attribute collection
when annotating the offer titles to only keep values for im-
portant attributes in that category. For details of offer title
annotation, please see [16].

To annotate products, we similarly extract important at-
tribute values for product titles and then augment the prod-
uct attribute collection with the attributes extracted from
the titles by joining the two tables on the productID key
(shown on the right in Figure 3(2)). For attributes that
have both a value extracted from the title and the product
attribute database we keep the value with higher priority. In
our implementation, we can specify this priority depending
on the cleanliness of the product data.

The next two steps Group, Join in the original sequential
algorithm correspond to a single Join() operation. We join



the annotated offers and products on top attributes. Figure
3(3,4) show the parallel implementation of this phase and
Section 3 describes the implementation and the need for
separate Group() and Join() steps in detail.

Match Phase - match the offers and products within each
joined group (Figure 3(5)).

Finally, for each offer in each match group we compute a
matching score between the offer and all the products in the
consideration set and pick the maximum scoring product(s).
For details in the scoring function computation please refer
to [16]. This is the most time-intensive step of the algorithm
and we further optimize this step by utilizing the nested on-
chip parallelism of the cluster, as discussed in Section 3.

3. PARALLELIZATION OF MATCHING
Referring to the algorithm shown in Section 2 we describe
our parallelization stategy for each algorithm phase.

The input data (GetData, step 1) is currently obtained by
opening a connection to a SQL Server database and extract-
ing the data as a set of typed records on the client machine.
Since this is a sequential process, after parallelization this
remains the most expensive step. This step could also be
sped-up by storing the data in the cluster using a parallel
file system; we have not done so because we do not control
the input database. We do not include the cost of extraction
in our measurements.

Annotate, step 2, is completely parallel in the offer titles;
there are millions of such records. The records are dis-
tributed by using hash-partitioning, a well-known random-
ized load-balancing technique pioneered by parallel databases.
For instance, DryadLINQ provides a primitive HashParti-
tion operator for this purpose, which spreads a dataset into
a specified number of partitions.

Three different Join computations are performed in this step.
Two of them in the Annotate step shown (left side of Figure
3(2), marked with a +)) join a big table of annotated of-
fers and products with a small table of category attributes,
so they are implemented by broadcasting the category at-
tribute table to all partitions of the large offer and product
tables. This pattern is sometimes called Map-Join.

The third Join in the Annotate step (right side in Fig-
ure 3(2), marked by a ×) is implemented using the regular
Join operator. This operation generates a distributed Join
implementation by hash-partitioning both input sets. This
is similar to the Join implementation used in Pig and other
MapReduce engines.

In Group, step 3, shown in Figure 3(3), we use a Group
Join operator to build pairs of lists: (offers, products). All
such pairs have distinct keys, so they can be processed inde-
pendently. This operation is essentially equivalent with the
Pig CoGroup operator; the outputs are groups of elements
sharing the same key of top attribute values.

The Join, step 4, shown in Figure 3(4), performs a standard
distributed Join (using deterministic hash-distribution) be-
tween the groups computed in step 4; the output is composed

of pairs of groups.

Steps 3-4 together constitute the (hand-optimized) imple-
mentation of a third type of Join operation (bottom right
of Figure 3, marked by a ∗). This is a Join operation be-
tween two large datasets with significant skew. The number
of offers and products per group is very skewed as discussed
in Section 2.2. These group Join operations could collec-
tively be replaced with a single Join call. However, due to
the data skew using the default Join implementation would
cause a handful of machines to compute for a long time,
keeping all other machines idle therefore severely underuti-
lizing the hardware resource. Figure 5(a) shows this com-
putation schedule.

The Match, step 5, shown in Figure 3(5), is composed of
three substeps: estimate data skew, dynamically repartition
data and compute the cartesian products. A Map operation
is used to estimate the work required for each pair of groups.
The large pairs (where |Oi| × |Pi| > t, for some threshold t,
say 1M) are dynamically repartitioned by splitting the offer
list Oi into several smaller lists. This additional dynamic
data-dependent Map computation incurs a small additional
overhead (contributing to roughly 10% of the running time),
but leads to much better load balancing in the matching
phase, as we show in the next section. Figure 5(b) shows
the schedule of the load-balanced matching.

The Cartesian products of offers-to-product matches, are
computed and aggregated using an associative function (max()
across all product scores for each offer). In consequence they
can be computed in a streaming fashion, without material-
izing all the |Oi| × |Pi| partial results. Finally, in order
to utilize the on-chip parallelism of the cluster, we further
parallelize the matching step by using the .NET threading
library; this is done by splitting each Oi list into K dis-
joint lists, one for each core. Figure 6 illustrates this data
distribution used by the Matching algorithm.

Figure 6: Parallelization of the matching tasks
across nodes and cores. C* stands for core *. Dif-
ferent shades of gray correspond to different match
groups.

As discussed in Section 2.2 there is an interesting trade-off
between the work performed and the completeness of the
results. This trade-off can be controlled by the number of
top attributes used for matching. In terms of parallel perfor-
mance, using more attributes performs a finer-grained parti-
tioning of the work. Unfortunately, because the input data
is not clean, many attribute values can be incorrect or miss-



Figure 5: Impact of application-level load balancing and scheduling. (a) shows unbalanced execution. The
execution time of the Matching phase is substantially reduced from (a)(no refinement) to (b)(splitting large
Cartesian products). (c) shows the ideal schedule of (b) with no cluster sharing.

ing, and using their values for partitioning can decrease the
recall of our algorithm (i.e. the more attributes we group by,
the more we’re enforcing the strict equality between product
and offer attribute values thereby losing recall). However, of-
ten the dropped offers have weaker matches originally, since
they do not agree on top attribute values. Thus, this loss in
recall may be tolerable for cleaner input data sets.

4. PERFORMANCE RESULTS
We have implemented the distributed version of our match-
ing algorithm using the DryadLINQ system. DryadLINQ [26]
is a compiler which parallelizes LINQ programs to run on
large computer clusters. The LINQ language (Language-
Integrated Query) is integrated within other .NET languages
(such as C# and Visual Basic); it provides to the program-
mer a set of data-parallel operators for manipulating data
collections. LINQ is similar to the SQL database language,
the LINQ collections being equivalent with SQL tables and
views. DryadLINQ generates code for the Dryad [14] dis-
tributed execution engine. Dryad offers a generalization of
the MapReduce programming model, supporting arbitrary
directed-acycling dataflow graphs. Furthermore, DryadLINQ
enables the programmers to use nested parallelism, by paral-
lelizing the application both across the machines of a cluster
and across the cores of a machine. In this work we have used
DryadLINQ functionality which allows the user to override
the default multi-core parallelization, and we wrote custom
multi-threaded code. The core functionality of DryadLINQ
has been emulated using basic MapReduce as a runtime
layer, in projects such as Pig [21] and FlumeJava [5].

We have evaluated our parallelized algorithm on a cluster
of 240 dual-CPU dual-core machines. Each of the machines
was running Windows Server 2003 64-bit. The machines

were equiped each with two 2.6GHz dual-core AMD Opteron
2218 HE CPUs, 16 GBytes of DDR2 random access memory,
and four 750 GByte SATA hard drives.

Our cluster is a shared resource cluster for running DryadLINQ
jobs; resource requests of multiple competing jobs are arbi-
trated by a fair-scheduler [15]. The cluster was quite heavily
used during the period of measurements. The number of
machines granted to our jobs varied dynamically during job
execution, depending on the number of competing jobs, and
thus the running times exhibited large variances. In order to
report reproducible results we have built a tool which allows
us to factor out most of the influence of other jobs. This tool
receives as input the details of a job execution on the clus-
ter (e.g., information about the dataflow graph and process
running times) and then estimates the amount of time the
job would take if the cluster ran no other competing jobs.
This estimation is performed by essentially computing an
off-line greedy schedule of the job. All the cluster running
times reported in this paper are computed in this way. Let
us notice that we are not reporting idealized running times:
our schedules are still penalized by slow machines, failures
and include data transfer times and time lost to network
contention; and the work performed is the same in both in-
stances. The only thing that we are idealizing is the absence
of competing jobs.

Figures 5(b) and (c) show two example schedules. The X
axis denotes time, and the Y axis denotes the machines in
the cluster. Each horizontal line shows a machine being uti-
lized. The color of the line denotes the phase of the computa-
tion performed by the machine. Figure 5(b) shows the actual
schedule of a computation on a shared cluster; many com-
putations are delayed by machines being assigned to other



jobs. Figure 5(c) shows the schedule of the same computa-
tion run on an idle cluster, where free machines are available
as soon as requested. Our tool produces the schedule in (c)
by “compacting” the schedule from (b).

Speedup

Figure 7: Speedup of the parallel offer matching over
sequential code for different data sizes

Figure 7 shows the speedup of the parallel implementation
over the serial code for various problem sizes. The paral-
lel runs use all 240 machines. The time for the largest se-
quential job (7M offers) is only approximated, since our re-
sources did not allow for such long-running jobs. The largest
speedup is for 1 million and 4 million offers (the 1M and 4M
data points in Figure 7) of over 100× over the sequential im-
plementation, reducing the matching time from 8 hours to
4 minutes and from 44 hours to 25 minutes respectively.

Scaling

Figure 8: Scaling of the parallel offer matching code.
1 node is one dual-CPU dual-core node.

In Figure 8 we estimate the efficiency of our parallelization
by estimating the running time on clusters with variable
number of machines. For smaller data sets (250K and 1M of-
fers) the speedup decreases with increasing number of nodes,
since not all machines can be kept busy. Large problem sizes

(4M and 7M), provide good scaling up to 1280 machines
(5120 cores).

Load balancing
The schedule in Figure 5(a) shows the impact of skew in the
dataset on the cost of the matching step. Notice that the last
computation stage is dominated by a few machines process-
ing large Cartesian products. Using our load-balancing op-
timization which splits large products into several indepen-
dent products we obtain the schedule shown in Figure 5(b).
The additional cost of the splitting stage (10%) is more than
compensated by the reduced cost of matching (which reduces
the overall running time by 65%).

Multi-threading
In our experiments, the multi-threaded implementation of
the matching phase for one matching job yields a 3.5× im-
provement in performance using 8 threads for optimal uti-
lization of the processors. For each matching job, we fork
threads to compute subsets of offer-product matchings; each
node is assigned a set of matching jobs, thus we fork and join
the threads for each element in the matching job set. The
fork-join overhead reduces the overall performance gain from
multi-threading to 1.6×. This overhead could be reduced by
using a fixed set of threads pulling from a task queue.

5. RELATED WORK
There has been a lot of interest in distributed data parallel
systems [4, 6, 8, 14, 1, 12, 26, 21, 5, 22] based on the MapRe-
duce paradigm as well as parallel databases. In this paper
we use the DryadLINQ engine to effectively parallelize web-
scale data processing application of offer matching. The core
functionality of DryadLINQ has been emulated using basic
MapReduce as a runtime layer, in projects such as Pig [21]
and FlumeJava [5].

Efficient handling of data skew when performing large-dataset
joins has been addressed in the database community by [9,
25, 23, 13]. In data-parallel MapReduce frameworks, [17] im-
plemented data skew handling on top of Hadoop [1]. Many
large-scale applications exhibit large data skew (for example
[2] and [27]) and their efficient performance depends highly
on efficiently handling the skew.

There has been much work done to create efficient algo-
rithms in the field of record matching. For instance [18]
describes a simple classification strategy for matching struc-
tured records to structured records by first clustering the
records on common attributes. Our paper presents paral-
lelization techniques described that would also apply to this
structured record matching technique if the data exhibited
significant skew.

6. CONCLUSION
This paper presents a detailed implementation of a large-
scale data processing application using an example MapRe-
duce framewok of DryadLINQ. While we have focused on
the e-commerce problem of offer matching, we believe that
the lessons learned are applicable in a wide variety of ap-
plications that exhibit large data skew such as data cube
computation and botnet detection ([2] and [27]) as well as
other offer matching approaches such as [19, 7, 3, 24, 18].



In particular, we have learned that an important feature of
the programming language used for programming large-scale
systems is to contain a mix of both high-level and low-level
computation and data manipulation primitives. In our im-
plementation we used both high-level primitives to express
our computation and also hand-optimized the application
using low-level primitives to implement dynamic data repar-
titioning and multi-core threading to mitigate the data skew
of our input dataset and to fully utilize the parallel hardware
of the cluster. Without the low-level flexible programming
primitives to handle data skew in our application, the per-
formance of the offer matching application would suffer from
a very unbalanced execution and would result in at least a
3-fold increase in compute time.

In the future we expect that some of the techniques for au-
tomatically handling large data skew we have deployed are
incorporated into automatic optimizations. In the mean-
time, using a MapReduce framework with both high-level
and low-level programming primitives is invaluable in deal-
ing with common issues such as data skew in large-scale data
processing applications.
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